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Preface

“The highest activity a human being can attain is learning for understanding, because to under-
stand is to be free.”

– Baruch Spinoza, Philosopher, 1632-1677.

This textbook is intended for researchers and graduate students in statistics, computer science, and en-
gineering. Based on contributions from multiple authors in the past 30 years in the Department of Statistics
and the Department of Computer Science at the University of California, Los Angeles, it may be used as a
reference in the fields of computer vision and pattern recognition, machine learning, graphics, robotics, and
artificial intelligence.

0.1 This Book in the Series

The second book in the series defines a stochastic grammar for parsing objects, scenes, and events, posing
computer vision as a joint parsing problem. It summarizes research efforts over the past 20 years that have
worked to extend King-Sun Fu’s paradigm of syntactic pattern recognition. Similar to David Marr, King-Sun
Fu was a pioneer and influential figure in the vision and pattern recognition community.

The authors would like to thank many current and former Ph.D. students at UCLA for their contributions
to this book. The authors would also like to acknowledge the support of DARPA, ONR MURI grants, and
the NSF.
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Part I

Stochastic Grammars in Vision

1





1

Introduction

The emphasis of this book, the second in the series, is on image parsing and semantic understanding. Specifi-
cally, images may be parsed into objects, scenes, and events by a stochastic And-Or graph. This book follows
the first in the series, which discusses statistical models for Marr’s paradigm, and precedes the third in the
series, which discusses visual commonsense reasoning, including functionality, physics, intent, causality,
and values.

This book expounds modeling, synthesis, analysis, and learning principles for image parsing. In regard
to modeling, the models laid out here, although they may capture extremely unique visual phenomena, are
all derived under a common mathematical framework. Models possess spatial (e.g., objects and scenes),
temporal (e.g., actions, activities, and events), causal (e.g., causal effects), and attribute (e.g., appearance
and geometry) features, all of which may be explained by a unified framework. In regard to synthesis, it
may be accomplished by sampling from the models. To perform analysis, a parse graph may be inferred and
the image interpreted; this process is referred to as “parsing.” To accomplish learning, models may learn
from data in various learning modes, such as parameter learning or structure learning and pursuit.

1.1 Vision as Joint Parsing of Objects, Scenes, and Events

In this book, computer vision is posed as a problem of parsing images to derive semantic meaning. Images
and video are parsed in each of the spatial, temporal, and causal domains, so as to derive the maximal amount
of semantic meaning from the raw input data. An image or video may be represented through all three of
these domains using a spatial-temporal-causal And-Or graph (STC-AOG), discussed in later chapters.

Fig. 1.1displays a formal interpretation of a natural image in the form of a simple parse graph. The nodes
in a parse graph are organized in a tree-like hierarchical structure, which contains possible connections
between sibling nodes. In “From Image Parsing to Text Generation” by Yao et. al., it is shown that the
parse graph in Fig. 1.1 may actually be used to generate the following text description: “It is a scene with 2
people, 1 table, 2 chairs, vending machines, ground (paved) , walls (red, brick), and vegetation (green). The
person 1 (male) is carrying a backpack (red), walking on the ground towards the vending machines. The
person 2 (male) is holding a (news)paper, sitting on chair 1.”

The text description of the image reveals that natural images portray more than just objects. The parsing
of natural images and video will require, in more detail, the joint parsing of objects, scenes, and events
within the image or video, which encompasses many possible states captured by various nodes in the parse
graph. Overall, there may be several types of nodes in a parse graph, as displayed by Fig. 1.2, including
scenes or objects, minds or intents, hidden objects, actions, imagined actions, attributes, and fluents, i.e.,
how things change over time. Understanding natural images such as Fig. 1.2 is complex and, in general, ac-
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Figure 1.1: This parse graph of a natural image uses a hierarchical structure to represent the raw input data
of the image in a semantically meaningful way. The image of a student walking to a vending machine, while
another student reads a newspaper at a table, is decomposed into various object parts.

complished by performing joint parsing and subsequent higher-level cognitive reasoning from parsed image
data. From a single image, a dense 3D scene may ultimately be reconstructed. Camera parameters, mate-
rials, and illumination may be estimated, and the scene may be parsed hierarchically in terms of attributes,
fluents, relations, and intents and beliefs of the relevant agents. Actions may be predicted. and invisible,
hidden states may be recovered, such as the hidden state of water boiling within a metal kettle. Lastly, the
functionalities of objects within the scene may also be determined, such as the functionality of a chair or
table.

Fig. 1.3 further shows an example of joint parsing in three domains: spatial, temporal, and causal do-
mains. In the spatial hierarchy, the scene, functional areas, objects, parts, and primitives are determined.
In the temporal hierarchy, group activities, events, actions, and movements are determined. In the causal
hierarchy, causal chains in the fluent space are determined. The parse graph in Fig. 1.3 may actually be used
not only for generating text descriptions but also for answering human queries.

How does joint parsing (in the spatial, temporal, and causal dimensions) compare to other well-known
goals for computer vision problems, e.g., recognition and classification? In general, there are two types of
objectives in visual inference. One objective is to seek the joint optimal solution for all nodes in the parse
graph simultaneously, as is the goal in image segmentation and scene labeling on flat graphs and image
parsing and event parsing on hierarchical graphs. Another objective is to seek the marginal optimal solution
for a certain node in the parse graph, as is the goal in the classification or recognition of objects. So, in short,
joint parsing produces a joint optimal solution, while recognition or classification produce marginal optimal
solutions. In seeking marginal solutions for only a certain node in the parse graph, algorithms may use all
features of the object and its surroundings, but they do not explicitly solve for other variables other than
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Figure 1.2: The parse graph of a natural image involves joint parsing and subsequent cognitive reasoning
to determine the nodes in the parse graph, which represent, e.g., minds or intents, scenes or objects, hidden
objects, actions, imagined actions, attributes, and fluents, i.e., how things change over time.

the object of interest for classification or recognition. Unlike in joint optimal solutions, in marginal optimal
solutions, nodes in the parse graph only interact through local non-maximum suppression.

In the past decade or two, the computer vision community has largely focused on obtaining marginal
optimal solutions to problems. Solutions are often highly tailored to the specific problem, in such a way that
the solutions are not generalizable to different but similar problems. Additionally, these specific solutions
are often dependent on massive amounts of data. This machine learning paradigm is referred to as “big data
for small tasks.” Contrary to this paradigm, in this book, just as in the entire book series, the focus is on
“small data for big tasks.” Universal, generalizable solutions are desired, which depend on small amounts
of data, e.g., just a few training examples. The “small data for big tasks” paradigm is more reminiscent of
human learning, in that it exploits prior knowledge and creates generalizable solutions.

Algorithms for the three families of models, i.e., descriptive, generative, and discriminative models,
maybe be organized according to their underlying representation. Algorithms for descriptive models operate
on various graphs in which the nodes represent states of the same semantic level. Such algorithms include
constraint-satisfaction, relaxation-labeling, dynamic programming, Viterbi, belief propagation, and Markov
chain Monte Carlo (MCMC), e.g., the Gibbs sampler and Swendsen-Wang cuts. Algorithms for generative
models operate on hierarchical graph representations in which one level of nodes semantically generates
the nodes at the level below as parts or components. Such algorithms include heuristic search, MCMC
such as Metropolis Hastings and reversible jumps, and parsing algorithms, e.g., Cocke–Younger–Kasami
(CYK) algorithm for bottom-up inference, Earley parser for top-down inference, and the inside-outside
algorithm. Lastly, algorithms for discriminative models operate by selecting features to best discriminate
between various classes. Such algorithms include decision trees, boosting, support vector machines (SVM),
and deep neural networks (DNN).
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Figure 1.3: The STC-AOG in a parse graph represents spatial properties such as objects and primitives,
temporal properties such as activities and actions, and causal properties, i.e., causal chains in the fluent
space.

1.2 Unified Representation for Models, Algorithms, and Attributes

The unified representation for models, algorithms, and attributes for vision presented in this book is oriented
around several key aspects. With regard to models, the unified representation in this book takes into account
interactions and roles between the three probabilistic families of models: descriptive, discriminative, and
generative models–more specifically, descriptive models on flat graphs for context, generative models with
layers of dictionaries, and discriminative models for performing inference on marginal spaces. Examples
of flat descriptive models, hierarchic generative models, and discriminative models are listed in Fig. 1.4.
With regard to algorithms, the unified representation in this book takes into account the dynamics of three
inferential channels. Namely, the three channels include alpha, i.e., direct detection from image features;
beta, i.e., bottom-up binding; and gamma, i.e., top-down prediction in space and time. With regard to
attributes, the unified representation in this book takes into account the three attributes associated with each
node in a parse graph. These include appearance, i.e., gender, race, age, dress styles, etc.; geometry, i.e.,
camera geometry, scene layout, human poses, actions, and interactions with objects; and topology. In regard
to topology, the decomposition sub-parse graph under each node in the parse graph is actually the given
node’s topology attribute.

1.2.1 Three Families of Probabilistic Models

Flat descriptive models, in existence since the 1960s, are constraint-satisfaction models and include Markov
random fields, graphical models, and the Filters, Random Fields, and Maximum Entropy (FRAME) model
by Zhu. Hierarchic generative models, introduced in the 1970s by Fu and others, are concerned with syntac-
tic pattern recognition and include stochastic context-gree grammars, sparse coding models, wavelets and
harmonic analysis, and image grammars. Discriminative models, originating in 1959 with the invention
of the perceptron from Rosenblatt, include Adaboosting, support vector machines (SVM), and deep learn-
ing models with neural networks. Flat descriptive models have contexts at all levels, hierarchic generative
models have vocabulary at all levels, and discriminative models have features at all levels.

To clarify terminology, take the representation of a table as an example, shown in Fig. 1.5. Descriptive or
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Figure 1.4: Flat descriptive models, hierarchic generative models, and discriminative models are three prob-
abilistic families of models used to facilitate a unified representation for models, algorithms, and attributes
in vision.

declarative models, such as Markov random fields, the Gibbs model, and the Julesz ensemble, are constraint-
satisfaction models and are flat, undirected graphs. Variants of descriptive models, such as Markov chains,
may be directed graphs, but are still flat. Models that are both descriptive and generative, such as hidden
Markov models, allow for hierarchical relations. In hierarchical models, a whole may be decomposed into
its parts. Contrarily, in discriminative models, the whole is discriminated using its parts, meaning various
features of the image could be used to help perform correct discrimination.

1.2.2 Dynamics of Three Inferential Channels

Recall that, with regard to algorithms, the unified representation in this book takes into account the dynamics
of three inferential channels. Namely, the three channels include α, which consists of direct feature detection
from images; β, which consists of bottom-up binding; and γ, which consists of top-down prediction in space
and time.

Each node in a parse graph has its own α, β, and γ computing processes. By monitoring, at each node
in the parse graph, the dynamics of three inferential channels for (a) direct feature detection, (b) bottom-
up inference, and (c) top-down inference, a more unified representation with respect to algorithms may be
accomplished.

Remember that, in this book, a unified representation with respect to models, algorithms, and attributes
is offered. Next the unified representation with respect to attributes is discussed.

1.2.3 Three Attributes associated with each Node

Recall that, with regard to attributes, the unified representation in this book takes into account the three
attributes associated with each node in a parse graph. These three attributes include appearance, geometry,
and topology. Appearance attributes may include texture, illumination, color, gender, race, age, and dress
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Figure 1.5: Flat descriptive models, hierarchic generative models, and discriminative models are the three
probabilistic families of models which must be considered in creating a unified representation for models,
algorithms, and attributes in vision.

styles. Geometry attributes may include 3D frame, camera parameters, scene layout, poses, actions, and
interactions with objects. In regard to topology, the decomposed sub-parse graph under each node in a parse
graph is actually the given node’s topology attribute.

1.3 Missing Themes in Popular Data-Driven Approaches

Often missing themes in popular data-driven approaches to computer vision include top-down inference in
space and time, vision as a continuous computational process, retaining the ability to resolve ambiguities in
vision problems and hence preserve distinct solutions, and the notion that vision is driven by a large number
of tasks. These crucial themes should be reflected in data-driven computer vision algorithms, as they are
motivated by empirical observations about human vision. These themes are discussed extensively in this
section.

1.3.1 Top-Down Inference in Space and Time

In regard to human vision, understanding an image requires a vast amount of prior knowledge about the
world. Most objects cannot be detected by their local appearance alone, as shown by the coffee cup, bear,
and tea box in Fig. 1.6. Visual phenomena often exhibit qualities such as low resolution or occlusion that
make it considerably more difficult to construct representations of some stimuli or image. Prior knowledge
plays a large role in the interpretation of some visual phenomena.

Top-down inference using prior knowledge should play a large role in computer vision, just as it does
in human vision. Top-down inference is, unfortunately, a missing theme in many popular data-driven ap-
proaches. In human vision, the prior knowledge of, e.g., surrounding objects may help to predict an object
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in a scene such as a pen, phone, or key, which is not fully detectable on its own due to distance or occlusion,
as in Fig. 1.6. Top-down inference in computer vision utilizes a hierarchical representation, employing a
parse graph to represent and facilitate the dynamics of both top-down and bottom-up inferential processes.
Facilitating the dynamics of top-down and bottom-up inference is, more specifically, a scheduling problem
and is introduced in a later chapter in this book. Note in Fig. 1.6 how top-down inference may be used to
infer the identity of the coffee cup, bear, and tea box, which in this case exhibit both low resolution and
occlusion.

Figure 1.6: Replicating the faculty in human vision, top-down inference in computer vision can help identify
unclear, e.g., low-resolution or occluded, objects in natural images. By using the information conveyed by
surrounding objects, the identities of a coffee cup, bear, and tea box in this case can be inferred.

Also noteworthy is that in the visual pathways in the brain, there are many more top-down and lateral
connections than bottom-up connections. In fact, the ratio is roughly 10 top-down or lateral connections
for each bottom-up connection. This simply signifies that, in comparison to bottom-up inference, top-down
inference, which again is based on an agent’s prior knowledge, is especially crucial to vision. Computer
vision algorithms should thus prioritize accurate top-down inference.

1.3.2 Vision is to be a Continuous Computational Process

The idea that computer vision is a continuous computational process is also a lost component in popular data-
driven approaches. This continuous computational process involves a continual ordering or construction of
the joint parse graph representation of an image. In the beginning, computer vision researchers generally
thought that a parse graph should be initially constructed from terminal nodes, i.e., image primitives, to
then construct object parts, objects, and eventually entire scenes. However, a psychological study by Thorp
et. al. in 1995 showed that human vision can classify higher-level nodes in a hierarchy, such as whether
an image is indoors or outdoors, in as early as 40 milliseconds, which is roughly the time needed for edge
detection. This pointed to the fact that human vision does not employ bottom-up inference exclusively,
moving from primitives to eventually entire scenes. Rather, human vision employs a continual process
of both top-down and bottom-up inference over time to form interpretations of visual stimuli. Note in
Fig. 1.7 how subjects could indicate in roughly 80 milliseconds how many people are in the main scene, in
roughly 107 milliseconds the activities of the people in the scene, and in roughly 500ms almost all relatively
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important information about the full scene. This points to the fact that vision is a continuous computational
process and subject to change over time based on new inferences made by the agent. The more one looks,
the more one sees.

Figure 1.7: A psychological study by Thorp et. al. demonstrated that vision is a continuous computational
process, for which interpretation is subject to change over time based on continual top-down and bottom-up
inferences made by the perceiving agent.

So, the psychological study by Thorp et. al. demonstrated that vision is a continuous computational
process, making inferences over time in both the top-down and bottom-up directions to interpret visual
stimuli. As human visual interpretation is subject to change over time, a parse graph should be constructed
similarly as a computational process that employs continuous top-down and bottom-up inference. The word
“continually,” to be clear, denotes that the parse graph is subject to change based on, e.g., new inferences
made by the agent or changes to the prior knowledge of the agent.

In another study in psychophysics by Lin Chen in 1985, an argument was made that human vision in the
early stages of perception, e.g., under 50 milliseconds, is very sensitive to global “topology features” as a
means to justify interpreted textons. Topology in this case denotes the configuration, or graph, of the layout
of the scene. The configuration of the scene layout can help to justify or, conversely, cast doubt on textons
interpreted by the agent from the earliest stage of their perception. This is another psychological experiment
demonstrating the prevalent top-down inferential nature of human vision.

In moving from parsing some visual stimuli to full understanding, then, what types of concepts are
relevant and hence will be discussed in this book? That is, what takes an agent from syntactic parsing to
semantic understanding? Note Fig. 1.8, which displays core concepts involved in the transition form im-
age parsing to image understanding. Image understanding includes image parsing and cognitive reasoning.
Image parsing is posed as a joint inference problem involving hierarchical and contextual parse graph rep-
resentations, still only on a syntactic level. This is the focus of this book. Cognitive reasoning augments the
parse graph with meaningful semantics, defined by various tasks, functions, physics, intent, and so forth.
This is beyond the syntactic level and will be covered in the third book.

Previously, it was mentioned that visual interpretation may be broken down into the interpretation of
objects, scenes, and events. With regard to objects, the transition from syntax, the result of image parsing,
to meaningful semantics, the result of image understanding, consists of a transition from primitives to parts
to objects to finally object groups. Learning these object properties, an agent gains a deeper understanding
of some image. With regard to scenes, the transition from syntax to semantics consists of a transition from
configurations to object relations to functionality to fluents, i.e., how things change over time. Similarly,
learning these scene properties, an agent gains a deeper understanding of some image. With regard to
events, the transition from syntax to semantics consists of a transition from actions to temporal relations to
roles to goals and intentions to causality. Again, learning these event properties, an agent gains a deeper
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understanding of some image.

Figure 1.8: The transition from syntax, the result of image parsing, to meaningful semantics, the result of
image understanding, rests on the visual interpretation of increasingly higher-order properties of visual stim-
uli, which can be categorically broken down into objects, scenes, and events. For example, in understanding
an event, the relevant actions or temporal relations can be deduced from image parsing and minimal exer-
cising, if any, of inference. However, understanding the goals and intentions of agents, or the causality, of
an event involves more exercising of inference but also leads to a much richer understanding of the event.

1.3.3 Resolving Ambiguities and Preserving Distinct Solutions

Another missing component in data-driven vision approaches to vision is retaining the algorithmic ability to
resolve ambiguities and, furthermore, preserve multiple distinct solutions for an image. Images have local
and global ambiguities, and an agent’s perception may switch or jump between valid perceptions in some
structured state space. Both of these valid perceptions need to be preserved as valid solutions.

Fig. 1.9 shows some classic examples in vision of ambiguous interpretations. The image in the upper-
left corner may be perceived as a young woman looking away, or an old woman looking down and forward.
The mind may alternate between visual perceptions, and in general, agents may also have different initial
perceptions of the image. In this case, a vision algorithm should seek to preserve these two distinct solutions,
one a young woman and the other an old woman, as valid interpretations of the image. Similarly, the image in
the upper-right corner may be perceived as an individual playing a saxophone-like instrument, or a woman’s
face, and a vision algorithm should preserve these distinct solutions. This is a difficult problem in computer
vision, as the distinct solutions in these cases correspond to extremely different parse graphs for the given
input image. An individual playing a saxophone is an entirely different visual interpretation and parse graph
than a woman’s face. Lastly, in the bottom image showing the duck-rabbit ambiguity, the two distinct
solutions shown are a duck and a rabbit. For the solution with a duck, the derived parse graph is made up
of three key parts: the beak, an eye, and a head. For the solution with a rabbit, the derived parse graph is
made up of three different parts: the ears, an eye, and a nose. This example most clearly shows how one
object part could be perceived as either of one or two parts, a duck’s beak or a rabbit’s ears, depending on
the perception had by the agent. J. Porway and Zhu in “Computing Multiple Solutions in Graphical Models
by Cluster Sampling” address and solve the duck-rabbit ambiguity, so the system successfully switches or
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jumps between the duck and rabbit perceptions.

Figure 1.9: These classic examples in vision demonstrate how it is possible to have two different interpreta-
tions of the same image, e.g., a duck and a rabbit. Accordingly, computer vision algorithms should resolve
these ambiguities so as to preserve both images, e.g., the duck and the rabbit, as valid interpretations, or
solutions, to the vision problem.

It remains a significant challenge for vision algorithms to preserve multiple distinct solutions or inter-
pretations for an image, as this inherently “delays” the determination of the identity of the object until a
later point in time. The algorithm must decide how long this waiting time can be, depending on the relevant
task of the vision problem and any risks posed by waiting. The alternative to waiting to resolve the object
ambiguity is to make an early determination based on a generic machine learning loss function, which may
lead to a break-down in the validity of the overall system, so this approach is certainly not without faults.
In any case, resolving image ambiguities and preserving distinct solutions is often a missing component of
popular data-driven approaches for vision.

1.3.4 Vision is Driven by a Large Number of Tasks

A last concept often not reflected by data-driven approaches is that, from the perspective of an autonomous
agent, vision should very often be driven by a large number of tasks. This is because most vision problems
are not general but rather quite task-dependent. Fig. 1.10 shows the many distinct ways in which vision is
used for the task of making coffee. A human’s vision is very much task-driven during this task–one becomes
focused on the tools and steps required to make coffee so as to make the process more efficient. A computer
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vision algorithm should seek to replicate this behavior, applying a task-driven nature a vision problem where
appropriate, as a means to increase the realisticness and therefore the success of the relevant system seeking
to model human vision.

Applying task-driven behavior to a vision algorithm will assist with a series of difficult problems, such
as the ones portrayed by Fig. 1.10. Examples of such problems include looking for objects and detecting
them in cluttered scenes and also guiding the body and hand to approach objects to facilitate grasping. To
give an example, grasping the cup with a robotic hand necessitates real-time feedback about the status. Other
difficult problems may include guiding the approach of one object toward another, e.g., placing a cup under
a faucet, or checking the status of an object that is progressing toward a goal, e.g., the water level of a cup
that is currently being filled. Each of these tasks utilizes only a small portion of the parse graph, which is
constructed in real-time in a task-driven way based on a hierarchy of relevant tasks. If a vision algorithm
can similarly find and utilize a small portion of a parse graph for the various subtasks it has to solve as part
of a task like making coffee, it will most closely resemble human vision and hence be the best algorithm.

Figure 1.10: Many subtasks are involved in the task of making coffee, but humans can more efficiently
perform this complex task due to the task-driven nature of vision. In the upper-right corner, diagrams (a)
to (f) portray the specific focus of human vision as the task of making coffee is carried out. Human vision
quickly shifts focus from subtask to subtask and in this sense is extremely task-driven. Computer vision
models should seek to replicate this task-driven nature of human vision.

1.4 Scope of Book: Compositional Patterns in the Middle Entropy Regime

The scope of this book is compositional patterns in the mid-entropy regime. The first book discussed and
presented various models for the low- and high-entropy regimes, and this book does the same for the mid-
entropy regime. The mid-entropy regime consists of compositional patterns with elements of both the low-
and high-entropy regimes.
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1.4.1 Information Scaling and Three Entropy Regimes

In the first book in this series, entropy regimes and information scaling were introduced. The continuous
entropy rate, i.e., image complexity, was divided into three regimes: the low-entropy regime, the high-
entropy regime, and the mid-entropy regime. Recall that, in the low-entropy regime, the complexity of the
underlying world structure W is much smaller than the dimension of the image I. Accordingly, to model
visual phenomena in this regime, such as the images on the left in Fig. 1.11, sparse coding models are
common. In the high-entropy regime, exemplified by the images on the right in Fig. 1.11, the complexity
of the underlying world structure is much higher than the dimension of the image I. For example, dozens
of leaves may be projected onto a 7x7-pixel patch, which forms the impression of texture, as in the upper-
right image. Appropriate for modeling the high-entropy regime are statistical physics models like the Gibbs
model, Markov random fields, and the FRAME model.

Figure 1.11: Entropy increases moving from left to right, which corresponds to the world complexity W
increasing and the image complexity decreasing. Models suited for the low-entropy regime, such as sparse
coding models, are appropriate for images like the ones on the left. Models suited for the high-entropy
regime, such as Markov random fields, are appropriate for images like the ones on the right. Compositional
models suited for the mid-entropy regime, such as And-Or graphs, are appropriate for images like the ones
in the middle.

In the mid-entropy regime, a composition of the low- and high-entropy regimes, compositional models
such as And-Or graphs are appropriate. In Fig. 1.12 and Fig. 1.13, gradual transitions can be observed from
the low-entropy regime, e.g., image primitives, to the high-entropy regime, e.g., textures or random noise.
The mid-entropy regime consists of objects and parts that are compositions of elements from the low- and
high-entropy regimes.

1.4.2 Organization of Book

The remaining chapters of this book discuss a spatial, temporal, causal, and attributed stochastic grammar
with context embedded in a unified And-Or graph (AOG) representation.

The spatial And-Or graph (S-AOG) serves as a unified framework of representation, learning, and
recognition for objects and scenes. With the attribute AOG (A-AOG), constraints may be integrated into
a recursive bottom-up and top-down process. This corresponds to the idea of relations between geons in
Recognition-by-Components (RBC) theory. The stochastic temporal And-Or graph (T-AOG) can be used to
represent hierarchical compositions of events and temporal relations between subevents. The terminal node
of a T-AOG is an atomic action, which may be decomposed into a human pose, one or multiple objects, and
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Figure 1.12: Moving from scales 1 to 7, entropy increases. This corresponds to world complexity increasing
and image complexity decreasing.

the relations between the pose and the objects. The causal And-Or Graph (C-AOG) is suited for unsuper-
vised learning of causal relations from video, as they learn which actions can cause objects to change status.
Finally, with the spatial-temporal-causal AOG (STC-AOG), joint parsing of the world may be performed to
transfer observed data into a structured hierarchical knowledge representation.
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Figure 1.13: Moving from scales 0 to 8, entropy increases. This corresponds to world complexity increasing
and image complexity decreasing. Compositional models are appropriate for modeling objects and parts in
the mid-entropy regime, which exhibits qualities of both the low- and high-entropy regimes.
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2

Overview of Stochastic Grammar

Before diving into the grammatical modeling in computer vision, we provide an overview of grammar in the
general sense. The hope is that readers can obtain an impression of its universality, particularly its central
role in cognitive modeling.

2.1 Grammar as a Universal Representation of Intelligence

Grammar in language is merely a recent extension of much older grammars that are built into
the brains of all intelligent animals to analyze sensory input, to structure their actions and even
formulate their thoughts. All of these abilities, beyond the simplest level, are structured in
hierarchical patterns built up from interchangeable units but obeying constraints, just as speech
is. — David Mumford

Indeed, grammar captures the structuralism in the world so well that nativists insist that we human
acquire it as an evolutionary gift in our mind to become a highly intelligent creature. Anthropologists
like Daniel Everett [?] even argue that some of our ancestor sapiens relatives were also endowed with this
cognitive capability to collectively sail across the sea. Essentially, complex systems have these common
principles of organization:

1. Compositionality: Complex configurations in 1D (DNA, mRNA, unfolded proteins), 2D (images or
a layer of materials) and 3D (folded proteins, objects and scenes in vision) are composed from small
dictionaries, in a layered, hierarchical structure.

2. Reconfigurability: The compositions allow alternative elements and are reconfigurable with part shar-
ing and reuse. This flexibility yields a large number of configurations in space and time.

3. Emerging functions and properties: Each element in the system has its own graph structures. There
are also bonds to interact with other elements, which collectively give raise to emerging properties at
the multiple scales.

Originally aiming at reverse engineering human intelligence, pioneers in cognitive science and artificial
intelligence adopted the very same set of principles when formulating the representation of information in
their core disciplines. Borrow the terminology from grammar, a mental state of an agent can be hierar-
chically represented with a parse graph that is valid in its grammatical modeling of the world. Specifi-
cally, parse graphs for vision represent the hierarchical organization and composition of objects, scenes and
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events in the spacetime of the agent. This representation is further augmented in cognition for functional-
ity, physics, causality and intentions. That is, elements in visual parse graphs provide basis for high-level
cognitive activities. Basically, there are two kinds of manifesto of these activities: motion and communica-
tion. Tasks and motions are represented in a coarse-to-fine hierarchy with parse graphs in the classic field of
robotics. Finally, for communication with the device of language, for instance nature language, parse graphs
can represent the syntactical hierarchy of phrases, sentences, discourses and stories. It can also represent
the semantic hierarchy, following the same grammar above. In sum, Fig. 2.1 provides a holistic view of
the joint cognitive representation. Note that Situations (with beliefs) and Intents (with plans) are two partial
parse graph, the boundary between which is agency. The attention mechanism attends on a sub-parse graph.

Figure 2.1: The situation, intention, and attention in a mental parse graph.

2.2 An Empiricist’s View of Grammars

The origin of grammar in real world signals, either in natural language or vision, comes from the observa-
tion that certain parts of a signal s tend to occur together more frequently than by chance. One evidence
discovered by Mumford in his early statistical endeavor is that when he removes punctuation, numbers and
capitalization from Mark Twain’s and counted the letter frequency only, 74% word boundaries can be re-
covered as minima of the binding strength, as shown in Fig 2.2. Such co-occurring elements can be grouped
together to form higher order parts of the signal, and this process can be repeated, forming increasingly
larger parts. Because of their higher probability, these parts are found to re-occur in other similar signals. So
they form a vocabulary of “reusable" parts. A basic statistical measure, which indicates whether a grouping
is a good part, is a quantity that measures, in bits, the binding strength of two parts s|A and s|B of signal
s : D → I where A ⊂ D and B ⊂ D:

log2

(
p(s|A∪B)

(p(s|A) · p(s|B)

)
. (2.1)

Two parts of a signal are bind together if the probability of their co-occurrence is significantly greater
than the probability if their occurrence was independent. A classic example showing the similar phenomena
like Mumford goes back to Laplace, who found that the sequence of 14 letters “CONSTANTINOPLE"
occur much more frequently in normal text than in random sequences of the 26 letters in which the letters
are chosen independently, even with their standard frequencies. In this example, the composite part is a
word and its constituents are letters. A more elaborate example from vision is shown in Figure 2.3. The

18



Figure 2.2: Recovering word boundaries of Mark Twain’s novels with statistical learning.

left figure illustrates how nearby lines tend to be parallel more often than at other mutual orientations and
hence a pair of parallel lines forms a reusable part. On the right, we see how another frequent configuration
is when two lines are intersecting and roughly perpendicular forming a "T-junction".

S

A B

S

A
B

(a) (b)

Figure 2.3: (a) Two parallel lines form a reusable part containing as its constituents the two lines (b) A T-junction is another
reusable part formed from two lines.

The set of reusable parts that one identifies in some class of signals, e.g. in images, is called the vocab-
ulary for this class of signals. Each such reusable part has a name or label. In language, a noun phrase,
whose label is "NP", is a common reusable part and an element of the linguistic vocabulary. In vision, a face
is a clear candidate for such a very high-level reusable part. The set of such parts which one encounters in
analyzing statistically a specific signal is called the parse graph of the signal. Abstractly, one first associates
to a signal s the set of subsets {Ai} of D such that s|Ai is a reusable part. Then these subsets are made into
the vertices or nodes 〈Ai〉 of the parse graph. In the graph, the proper inclusion of one subset in another,
Ai $ Aj , is shown by a “vertical" directed edge 〈Aj〉 → 〈Ai〉. For simplicity, we prune redundant edges in
this graph by adding edges only when Ai $ Aj and there is no Ak such that Ai $ Ak $ Aj .

In the ideal situation, parse graph is a tree with the whole signal at the top and the domain D (the letters
of the text or the pixels of the image) at the bottom. Moreover, each node 〈Ai〉 should be the disjoint union
of its children, i.e., the parts {Aj |Aj $ Ai} such that ∪jAj = Ai. This is the case for the simple parse trees
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of Figure 2.3 or in most sentences, such as the ones shown below in Figure 2.9.

2.3 The Formalism of Grammars

In last section we introduce an empiricists’ perspective of grammar. However, the most impactful school of
thought in the linguistics literature argues at a view point of nativism. This formal idea of grammar goes
back to Panini’s Sanskit grammar in the first millenium BCE. But its modern formalization can be attributed
to Chomsky [18]. Normally, grammar is defined as a 4-tuple G = (VN , VT ,R, S), where VN is a finite set
of non-terminal nodes, VT a finite set of terminal nodes, S ∈ VN is a start symbol at the root, and R is a set
of production rules,

R = {γ : α→ β}. (2.2)

α, β ∈ (VN ∪ VT )+ are strings of terminal or non-terminal symbols, with α, β including at least one non-
terminal symbol*. Chomsky classified languages into 4 types according to the form of their production rules.
A type 3 grammar has rules A → aB or A → a, where a ∈ VT and A,B ∈ VN . It is also called a finite
state or regular grammar. A type 2 grammar has rules A→ β and is called a context free grammar. A type
1 grammar is context sensitive with rules ξAη → ξβη where a non-terminal node A is rewritten by β in the
context of two strings ξ and η. The type 0 grammar is called a phrase structure or free grammar with no
constraint on α and β. One of the greatest contribution of this Chomsky hierarchy is that it bridges grammar
structure in linguistics with the general computation theory traced back to mathematicians like Alan Turing.
A summary is provides in Table 2.1.

Grammar Language Automation Production rules
Type 0 Recursively enumerable Turing machines αAβ → γ

Type 1 Context-sensitive Linear-bounded non-
deterministic Turing machines

αAβ → αγβ

Type 2 Context-free Non-deterministic pushdown au-
tomata

A→ α

Type 3 Regular Finite state automata A→ a, A→ aB

Table 2.1: The Chomsky hierarchy for language and automata.

The set of all possible strings of terminals ω derived from a grammar G is called its language, denoted
by

L(G) = {ω : S
R∗

=⇒ ω, ω ∈ V ∗T }. (2.3)

R∗ means a sequence of production rules deriving ω from S, i.e.

S
γ1,γ2,...,γn(ω)

=⇒ ω (2.4)

If the grammar is of type 1,2 or 3, then given a sequence of rules generating the terminal string ω, we obtain
a parse tree for ω, denoted by

pt(ω) = (γ1, γ2, ..., γn(ω)). (2.5)

If each production rule creates one node labeled by its head A and a set of vertical arrows between A and
each symbol in the string β. To relate this to the general setup of the previous section, note that each node
has a set of ultimate descendants in the string ω. This is to be a reusable part. If we give this part the label

*V ∗ means a string consisting of n ≥ 0 symbols from V , and V + means a string with n ≥ 1 symbols from V .
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A ∈ VN , we see that the tree can equally well be generated by taking these parts as nodes and putting in
vertical arrows when one part contains another with no intermediate part. Thus the standard Chomskian
formulation is a special case of our general setup.

As is illustrated in Figure 2.6, the virtue of the grammar lies in its expressive power of generating a
very large set of valid sentences (or strings), i.e. its language, through a relatively much smaller vocabulary
VT , VN and production rules R. Generally speaking, the following inequality is often true in practice,

|L(G)| >> |VN |, |VT |, |R|. (2.6)

In images, VT can be pixels, but here we will find it more convenient to make it a simple set of local structures
in the image, such as textons and other image primitives [48,49]. Then VN will be reusable parts and objects
in the image, and a production rule A → β is a template which enables you to expand A. Then the L(G)
will be the set of all valid object configurations. The grammar rules represent both structural regularity and
flexibility. The structural regularity is enforced by the template which decomposes an entity A, such as
object into certain elements in β. The structural flexibility is reflected by the fact that each structure A has
many alternative decompositions.

2.4 The Mathematical Structure of Grammars

S

r1 r2

ba S

r2r1

a S b

and

or

leaf

And-Or  Tree

A parsing  tree pt(ab)  

Figure 2.4: A very simple grammar, its universal And-Or tree and a specific parse tree in shadow.

In the following chapters, we will find it convenient to describe the entire grammar by one universal
And-Or Tree, which contains all parsings as subtrees. In a parse tree, the Or-nodes are labelled by VN ∪ VT
and the And-nodes are labelled by production rules R. We generate this subtree recursively, starting by
taking start symbol as a root which is an Or-node. We proceed as follows: wherever we have an Or-node
with non-terminal label A, we consider all rules which have A on the left and create children which are
And-nodes labelled by the corresponding rules. These in turn expand to a set of Or-nodes labelled by the
symbols on the right of the rule. An Or-node labelled by a terminal does not expand further. Clearly, all
specific parse trees will be contained in the universal And-Or tree by selecting specific children for each
Or-node reached when descending the tree. This tree is often infinite. An example is shown in Figure 2.4.

A vision example of an And-Or tree, using the reusable parts in Figure 2.3, is shown in Figure 2.5.
A,B,C are non-terminal nodes and a, b, c are terminal or leaf nodes. B,C are the two ambiguous ways to
interpret A. B represents an occlusion configuration with two layers while C represents a butting/alignment
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A

B C

a ccb

Or-node

And-node

leaf -node

Figure 2.5: An example of binding elements a,b,c into a larger structures A in two alternative ways, represented by an And-Or
tree.

configuration at one layer. The nodeA in Figure 2.5 is a frequently observed local structure in natural images
when a long bar (e.g. a tree trunk) occludes a surface boundary (e.g. a fence). Note that in this example we
can see the flexibility of grammar in representing both 2D visual representation (production rule at C) and
2.1D representation (production rule at B).

Or-node

And-node

leaf -node

B C

a fcb

A

L(A) = {                                                     ... }

d e

(a) (b)

Figure 2.6: An And-node A is composed of two Or-nodes B and C, each of which includes three alternative leaf nodes. The 6
leaf nodes can compose a set of configurations for node A, which is called the "language" of A.

The expressive power of an And-Or tree is illustrated Figure 2.6. On the left is an And-node A which
has two components B and C. Both B and C are Or-nodes with three alternatives shown by the six leaf
nodes. The 6 leaf nodes can compose a set of configurations for node A, which is called the "language" of
A – denoted by L(A). Some of the valid configurations are shown at the bottom. The power of composition
is crucial for representing visual concepts which have varying structures. For example, if A is an object
category, such as car or chair, then L(A) is a set of valid designs of cars or chairs. The expressive power of
the And-Or tree rooted at A is reflected in the ratio of the total number of configurations that it can compose
over the number of nodes in the And-Or tree. For example, Figure 2.6.(b) shows two levels of And-nodes
and two levels of Or-nodes. Both have branch factor b = 3. This tree has a total of 10 And-nodes, 30
Or-nodes, and 81 leaf nodes while the number of possible structures is (3× 33)3 = 531, 441, though some
structures may be repeated.

We shall discuss three major differences between vision grammars and language grammars in the next
Chapter.
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And-node

leaf -node

B C

a fcb

A

L(A) = {                                                     ... }

d e

(a) (b)Figure 2.7: Expressiveness of grammar: An And-Or tree (5-level branch number = 3) with 10 And-nodes, 30 Or-nodes, and 81
leaf nodes, can produce 312 = 531, 441 possible configurations.

2.5 Stochastic Grammar

To connect with real world signals, we must augment grammars with a set of probabilities P as a fifth
component. For example, stochastic context free grammar (SCFG) – the most common stochastic grammar
in the literature, supposes A ∈ VN has a number of alternative rewriting rules,

A→ β1 |β2 | . . . |βn(A), γi : A→ βi. (2.7)

Each production rule is associated with a probability p(γi) = p(A→ βi) such that:

n(A)∑
i=1

p(A→ βi) = 1. (2.8)

This corresponds to what is called a random branching process in statistics [2]. Similarly a stochastic regular
grammar corresponds to a Markov chain process.

The probability of a parse tree is defined as the product,

p(pt(ω)) =

n(ω)∏
j=1

p(γj). (2.9)

The probability for a string (in language) or configuration (in image) ω ∈ L(G) sums over the probabilities
of all its possible parse trees.

p(ω) =
∑
pt(ω)

p(pt(ω)). (2.10)

Therefore a stochastic grammar G = (VN , VT ,R, S,P) produces a probability distribution on its language

L(G) = {(ω, p(ω)) : S
R∗

=⇒ ω, ω ∈ V ∗T }. (2.11)

A stochastic grammar is said to be consistent if
∑

ω∈L(G) p(ω) = 1. This is not necessarily true even when
Equation 2.8 is satisfied for each non-terminal node A ∈ VN . The complication is caused by cases when
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there is a positive probability that the parse tree may not end in a finite number of steps. For example, if we
have a production rule that expands A to AA or terminates to a respectively,

A→ AA | a with prob. ρ |(1− ρ)

If ρ > 1
2 , then nodeA expands faster than it terminates, and it keeps replicating. This poses some constraints

for designing the set of probabilities P .
The set of probabilities P can be learned in a supervised way from a set of observed parse trees

{ptm,m = 1, 2, ...,M} by maximum likelihood estimation,

P∗ = arg max

M∏
m=1

p(pti). (2.12)

The solution is quite intuitive: the probability for each non-terminal node A in (2.7) is

p(A→ βi) =
#(A→ βi)∑n(A)
j=1 #(A→ βj)

. (2.13)

In the above equation, #(A → βi) is the number of times a rule A → βi is used in all the M parse trees.
In a unsupervised learning case, when the observation is a set of strings without parse trees, one can still
follow the ML-estimation above with an EM-algorithm. It was shown in [17] that the ML-estimation of P
can rule out infinite expansion and produce a consistent grammar.

In Figure 2.5, one can augment the two parses by probabilities ρ and 1 − ρ respectively. We write this
as a stochastic production rule:

A→ a · b | c · c; ρ|(1− ρ). (2.14)

Here "|" means an alternative choice and is represented by an Or-node. "·" means composition and is
represented by an And-node with an arc underneath. One may guess that the interpretation B has a higher
probability than C, i.e. , ρ > 1− ρ in natural images.

2.6 Ambiguity and Overlapping Reusable Parts

As mentioned, in good cases, there are no overlapping reusable parts in the base signal and each part is the
disjoint union of its children. But this needn’t to be the case. If two reusable parts do overlap, typically this
leads to parse structures with a diamond in them (Figure 2.8 is an example). Many sentences, for example,

A

a b c

CB

Figure 2.8: Parts sharing and the diamond structure in And-Or graphs

are ambiguous and admit two reasonable parses. If there exists a string ω ∈ L(G) that has more than one
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parse tree, then G is said to be an ambiguous grammar. For example, Figure 2.9 shows two parse trees for a
classic ambiguous sentence (discussed in [45]). Note that in the first parse, the reusable part ‘saw the man’
is singled out as a verb phrase or VP; in the second, one finds instead the noun phrase (NP) "the man with
the telescope". Thus the base sentence has two distinct reusable parts which overlap in "the man". Fixing a
specific parse eliminates this complication. In context, the sentence is always spoken with only one of these
meanings, so one parse is right while the other one is wrong. One reusable part is accepted and the other
one is rejected. If we reject one, the remaining parts do not overlap.

S

NP VP

VP PP

NPNP

Det

PV

N

  I         saw   the      man     with   the   telescope

Det N

S

NP VP

NP

PP

NP

NP

Det

P

V

N

  I         saw   the      man     with   the   telescope

Det N

Figure 2.9: An example of ambiguous sentence with two parse trees. The non-terminal nodes S, V, NP, VP denotes sentence,
verbal, noun phrase, and verbal phrase respectively. Note that if the two parses are merged, we obtain a graph, not a tree, with a
"diamond" in it as above.

The above is, however, only the simplest case where reusable parts overlap. Taking image parsing in
vision, there seem to be four ways overlap can occur.

1. Ambiguous scenes where distinct parses suggest themselves.

2. High level patterns which incorporate multiple partial patterns.

3. "Joints" between two high level parts where some sharing of pixels or edges occurs.

4. Occlusion where a background object is completed behind a foreground object, so the two objects
overlap.

A common cause of ambiguity in images is when there is an accidental match of color across the edge
of an object. An example is shown in Figure 2.10a: the man’s face has similar color to the background and,
in fact, the segmenter decided the man had a pinnocio-like nose. The true background and the false head
with large nose overlap. As in the linguistic examples, there is only "true" parse and the large nose parse
should be rejected.

An example of the second is given by a square (or by many alpha-numeric characters). A square may
be broken up into two pairs of parallel lines. A pair of parallel lines is a common reusable part in its own
right, so we may parse the square as having two child nodes, each such a pair. But the square is also built
up from 4 line pairs meeting in a right angle. Such pairs of lines also form common reusable parts. The
two resulting parses are shown in Figure 2.10.b. One "solution" to this issue is to choose, once and for all,
one of these as the preferred parse for a square. In analyzing an image, both parses may occur but, in order
to give the consistent and determinate "square" label, one parse is chosen and the other parts representing
partial structures are rejected.
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(a) (b)

(c) (d)

Figure 2.10: Four types of images in which "reusable parts" overlap. (a) The Pinnocio nose is a part of the background whose
gray level is close to the face, so it can be grouped with the face or the background. This algorithm chose the wrong parse. (b)
The square can be parsed in two different ways depending on which partial patterns are singled out. Neither parse is wrong but the
mid-level units overlap. (c) The two halves of a butt joint have a common small edge. (d) The reconstructed complete sky, trees
and field overlap with the face.

"Joints" will be studied below: often two parts of the image are combined in characteristic geometric
ways. For example, two thin rectangles may butt against each other and then form a compound part. But
clearly, they share a small line segment which is common to both their boundaries: see Figure 2.10.c. If the
parsing begins at the pixel level, such sharing between adjacent parts is almost inevitable. The simplest way
to restore the treelike nature of the parse seems to be to duplicate the overlapping part. For example, an edge
is often part of the structure on each side and it seems very natural to allocate to the edge two nodes — the
edge attached to side 1 and the edge attached to side 2.

The most vision-specific case of overlap is caused by occlusion. Occlusion is seen in virtually every
image. It can be modeled by the 2.1D sketch [85]. Mentally, humans (and presumably other visual animals)
are quite aware that two complete objects exist in space but that certain parts of the two objects project to the
same image pixels, with only one being visible. Here we consciously form duplicate image planes carrying
the two objects: this is crucial when we actually want to use our priors to reconstruct as much as possible of
the occluded object. It seems clear that the right parse for such objects should add extra leaves at the bottom
to represent the occluded object. The new leaves carry colors, textures etc., extrapolated from the visible
parts of the object. Their occluded boundaries were what the gestalt school called amodal contours. The
gestalt school demonstrated that people often make very precise predictions for such amodal contours.

When we talk about Spatial And-or Graph in the following Chapters, we will assume that the reusable
parts do not overlap so that inclusion gives us a treelike parse structure. This simplifies immensely the
computational algorithms. Future work may require dealing with diamonds more carefully (REF Geman).

2.7 Stochastic Grammar with Context

As will be seen in the next chapter, the image grammar we propose is an And-Or tree defined by a stochastic
grammar but we further augment it to an And-Or graph by adding relations and contexts constraints as
horizontal links. The resulting probabilistic models are defined on the And-Or graph to represent a stochastic
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context sensitive grammar for images.
A simple example of this in language, due to Mark, Miller and Grenander, augments the stochastic

grammar models with word co-occurrence probabilities. Let ω = (ω1, ω2, ..., ωn) be a sentence with n
words, then bi-gram statistics counts the frequency h(ωi, ωi+1) and all word pairs, and therefore leads to a
simple Markov chain model for the string ω:

p(ω) = h(ω1)
n−1∏
i=1

h(ωi+1|ωi). (2.15)

In [79], a probabilistic model was proposed to integrate parse tree model in (2.9) and the bi-gram model in
(2.15) for the terminal string, by adding factors h∗(ωi, ωi+1) and re-normalizing the probability:

p(pt(ω)) =
1

Z
h∗(ω1)

n−1∏
i=1

h∗(ωi+1, ωi) ·
n(ω)∏
j=1

p(γj). (2.16)

The factors are chosen so that the marginal probability on word pairs matches the given bi-gram model.
Note that one can always rewrite the probability in a Gibbs form for the whole parse tree and strings,

p(pt(ω); Θ) =
1

Z
exp{−

n(ω)∑
j=1

λ(γj)−
n−1∑
i=1

λ(ωi+1, ωi)}, (2.17)

where λ(γj) = − log p(γj) and λ(ωi+1|ωi) = − log h∗(ωi+1|ωi) are parameters included in Θ. Thus the
existence of the h∗ is a consequence of the existence of exponential models matching given expectations.

However, the left-to-right sequence of words may not express the strongest contextual effects. There
are non-local relations as the arrows in Figure 2.11 show. Firstly interjections mess up phrases in language.
The italicized words in the sentence split the text flow. Thus the "next" relation in the bi-gram is not
deterministically decided by the word order but has to be inferred. Secondly the word "what" is both the
object of the verb "said" and the subject of the verb "is". It connects the two clauses together. Quite
generally, all pronouns indicate long range dependencies, link two reusable parts and carry context from one
part of an utterance or text to another. In images one shall see many different types of joints that combine
parts of objects, such as butting, hinge, and various alignments that similarly link two reusable parts. As we

What  I  just said,   though I cannot be completely sure,   is perhaps real.

Figure 2.11: An English sentence with non-local ‘next’ relations shown by the arrows and the word ‘what’ is a joint to link two
clauses.

shall discuss in a later section, each node may have many types of relations in the way it interacts with other
nodes. These relations are often hidden or cannot be deterministically decided and thus we shall represent
these potential connections through some "address variables" associated with each node. The value of an
address variable in a node ωi is an index towards another node ωj , and the node pair (ωi, ωj) observes a
certain relation. These address variables have to be computed along with the parse tree in inference.

In vision, these non-local relations occur much more frequently. These relationships represent the spatial
context at all levels of vision from pixels, primitives to parts, objects and scenes, and lead to various graphical
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models, such as Markov random fields. Gestalt organizations are popular examples in the middle level and
low-level vision. For example, whenever a foreground object occludes part of a background object, with
this background object being visible on both sides of the foreground one, these two visible parts of the
background object constrain each other. Other non-local connections may reflect functional relations, such
as object X is "supporting" object Y.
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3

Spatial And-Or Graph

In this Chapter, we study a stochastic and context sensitive grammar—Spatial And-or Graph, which serves
as a unified framework of representation, learning and recognition for a large number of object categories
and scene understanding. The proposal method is a stochastic grammar embedded in an And-Or graph
representation and this representation supports recursive top-down/bottom-up procedures for image parsing
under Bayesian framework, making it convenient to scale up in complexity. The proposal grammar inte-
grates three prominent representations in the literature: stochastic grammars for composition, Markov (or
graphical) models for contexts, and sparse coding with primitives (wavelets). We start with discovering the
comparison between image grammar and language and then the basic concepts: visual vocabulary, relations
and configurations. Finally we shall arrive at the knowledge representation with And-or Graph.

3.1 Three New Issues in Image Grammars in Contrast to Language

As is revealed in last chapter, an image grammar should include two aspects: (i) The hierarchical structures
(the grammar G) which generate a large set of valid image configurations (i.e. the language L(G)). This
is especially important for modeling object categories with large intra-class structural variabilities. (ii)
The context information which makes sure that the components in a configuration observe good spatial
relationships between object parts, for example, relative positions, ratio of sizes, and consistency of colors.
Both aspects encode important parts of our visual knowledge.

Going from 1D language grammars to 2D image grammars is non-trivial and requires a major leap in
technology. Perhaps more important than anything else, one faces enormous complexity, although the prin-
ciples are still simple. The following section summarizes three major differences (and difficulties) between
the language grammars and image grammars.

The first huge problem is the loss of the left-to-right ordering in language. In language, every production
rule A → β is assumed to generate a linearly ordered sequence of nodes β and following this down to the
leaves, we get a linearly ordered sequence of terminal words. In vision, we have to replace the implicit
links of words to their left and right neighbors by the edges of a more complex "region adjacency graph",i.e.
, RAG. To make this precise, let the domain D of an image I have a decomposition D = ∪k∈SRk into
disjoint regions. Then we make a RAG with nodes 〈Ri〉 and edges 〈Rk〉— 〈Rl〉 whenever Rk and Rl are
adjacent. This means we must explicitly add horizontal edges to our parse tree to represent adjacency. In a
production rule A→ β, we no longer assume the nodes of β are linearly ordered. Instead, we should make
β into a configuration, that is, a set of nodes from VN ∪ VT plus horizontal edges representing adjacency.
We shall make this precise below.

Ideas to deal with the loss of left-to-right ordering have been proposed by the K.S. Fu school of "syntactic
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pattern recognition" under the names "web grammars" and "plex grammars" [42], by Grenander in his
pattern theory [46], and more recently by graph grammars for diagram interpretation in computer science
[105]. These ideas have not received enough attention in vision. We need to study the much richer spatial
relations for how object and parts are connected. Making matters more complex, due to occlusions and other
non-local groupings, non-adjacent spatial relations often have to be added in the course of parsing.

a a aaaa

(a) (b)

Figure 3.1: A cheetah and the background after local segmentation: both can be described by a RAG. Without the left-to-right
order, if the regions are to be merged one at a time, they have a combinatorially explosive number of parse trees.

One immediate consequence of the lack of natural ordering is that a region has very ambiguous produc-
tion rules. Let A be a region and a an atomic region, and let the production rules be A → aA | a. A linear
region ω = (a, a, a, ..., a) has a unique parse graph in left-to-right ordering. With the order removed, it has
a combinatorial number of parse trees. Figure 3.1 shows an example of parsing an image with a cheetah. It
becomes infeasible to estimate the probability p(ω) by summing over all these parse trees in a grammar.

Therefore we must avoid these recursively defined grammar rules A → aA, and treat the grouping of
atomic regions into one large region A as a single computational step, such as the grouping and partitioning
in a graph space [5]. Thus the probability p(ω) is assigned to each object as a whole instead of the production
rules. In the literature, there are a number of hierarchic representations by an adaptive image pyramid, for
example, the work by Rosenfeld and Hong in the early 80’s [58], and the multi-scale segmentation by Galun
et al. [43]. Though generic elements are grouped in these works, there are no explicit grammar rules. We
shall distinguish such multi-scale pyramid representation from parse trees.

The second issue, unseen in language grammar, is the issue of image scaling [74,136,140]. It is a unique
property of vision that objects appear at arbitrary scales in an image when the 3D object lies nearer or farther
from the camera. You cannot hear or read an English sentence at multiple scales, but the image grammar
must be a multi-resolution representation. This implies that the parse tree can terminate immediately at any
node because no more detail is visible.

Figure 3.2 shows a human face in three levels from [147]. The left column shows face images at three
resolutions. The middle column shows three configurations (graphs) of increasing detail and the right col-
umn shows the dictionaries (terminals) used at each resolution respectively. At a lower resolution, a face
is represented by patches as a whole (for example, by principle component analysis) whereas at a middle
resolution, it is represented by a number of parts. At a higher resolution, the face is represented by a sketch
graph using smaller image primitives. The sketch graphs shown in the middle of Figure 3.2 expands with
increasing resolution. One can account for this by adding some termination rules to each non-terminal node,
e.g. , each non-terminal node may exit the production for a low resolution case.

∀A ∈ VN , A→ β1 | · · · |βn(A) | t1 | t2 |· (3.1)
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images                                   sketches                                  primitives

Figure 3.2: A face appears at three resolutions is represented by graph configurations in three scales. The right column shows
the primitives used at the three levels.

where t1, t2,∈ VT are image primitives or image templates forA at certain scales. For example, ifA is a car,
then t1, t2 are typical views (small patches) of the car at low resolution. As they are in low resolution, the
parts of the cars are not very distinguishable and thus are not represented separately. The decompositions
βi, i = 1, 2, ..., n(A) represent the production rules for higher resolutions, so this new issue does not com-
plicate the grammar design, except that one must learn the image primitives at multiple scales in developing
the visual vocabulary.

The third issue with image grammars is that natural images contain a much wider spectrum of quite
irregular local patterns than in speech signals. Images not only have very regular and highly structured
objects which could be composed by production rules, they also contain very stochastic patterns, such as
clutter and texture which are better represented by Markov random field models. In fact, the spectrum is
continuous. The structured and textured patterns can transfer from one to the other through continuous
scaling [136, 142]. The two categories of models ought to be integrated more intimately and melded into
a common model. This raises numerous challenges in modeling and learning at all levels of vision. For
example, how do we decide when we should develop an image primitive (texton) for a specific element or
use a texture description (for example, a Markov Random Field)? How do we decide when we should group
objects in a scene by a production rule or by a Markov random field for context? These questions shall be
answered in the following.

3.2 Visual Vocabulary

3.2.1 The Hierarchical Visual Vocabulary – the "Lego Land"

In English dictionaries, a word not only has a few attributes, such as meanings, number, tense, and part of
speech, but also a number of ways to connect with other words in a context. Sometimes the connections
are so strong that compound words are created. For example, the word "apple" can be bound with "pine"
or "Fuji" to the left, or "pie" and "cart" to the right. For slightly weaker connections, phrases are used.
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For instance, the word "make" can be connected with "something" using the prepositions "of" or "from",
or connected with "somebody" through the prepositions "at" or "against". Thus a word is very much like a
piece of Legos for building toy objects.

The bonds exist more explicitly and are much more necessary in the 2D image domain. We define the
visual vocabulary as follows.

Definition I. Visual vocabulary

The visual vocabulary is a set of pairs, each consisting of an image function Φi(x, y;αi) and a set
of d(i) bonds (i.e. , its degree), to be eventually connected with other elements, which are denoted
by a vector βi = (βi,1, ..., βi,d(i)). We think of βi,k as an address variable or pointer. αi is a
vector of attributes for (a) a geometric transformation, e.g. the central position, scale, orientation
and plastic deformation, and (b) appearance, such as intensity contrast, profile or surface albedo. In
particular, αi determines a domain Λi(αi) and Φi is then defined for (x, y) ∈ Λi with values in R
(a gray-valued template) or R3 (a color template). Often each βi,k is associated with a subset of the
boundary of Λi(αi). The whole vocabulary is thus a set:

∆ = {(Φi(x, y;αi), βi) : (x, y) ∈ Λi(αi) ⊂ Λ}, (3.2)

where i indexes the type of the primitives.

The conventional wavelets, Gabor image bases, image patches, and image fragments are possible ex-
amples of this visual vocabulary except that they don’t have bonds. As an image grammar must adopt a
multi-resolution representation, the elements in its vocabulary represent visual concepts at all levels of ab-
straction and complexity. In the following we introduce some examples of the visual vocabulary at the low,
middle, and high levels respectively.

3.2.2 Image Primitives

As we have seen in refer to part I, Julesz conjectured that textons (blobs, bars, terminators, crosses) are
the atomic elements in the early stage of visual perception for local structures [64]. Marr extended Julesz’s
texton concept to image primitives which he called "symbolic tokens" in his primal sketch representation
[80]. An essential criterion in selecting a dictionary in low level vision is to ensure that they are parsimonious
and sufficient in representing real world images, and more importantly they should have the necessary
structures to allow composition into higher level parts. An example of dictionary of image primitives is the
primal sketch(see Part I Chapter X for detail).

As illustrated in Figure 3.3.(a), an image primitive is a small image patch with a degree d connections or
bonds which are illustrated by the half circles. The primitives are called blobs, terminators, edges or ridges,
"L"-junctions, "T"-junctions, and cross junctions for d = 0, 1, 2, 3, 4 respectively. Each primitive has a
number of attributes for its geometry and appearance. These primitives can be used to represent images. For
example in Figure 3.4, the boundaries of the two rectangles are covered by 4 "T"-junctions, 8 "L"-junctions,
and 20 step edges. We denote the domain covered by an image primitive Φsk

i by Λsk,i, and the pixels covered
by these primitives, which are called the "sketchable part" in [49], are the denoted by

Λsk = ∪nsk
i=1Λsk,i. (3.3)
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(a) (b)

Figure 3.3: Low level visual vocabulary – image primitives. (a). Some examples of image primitives: blobs, terminators, edges,
ridges, "L"-junctions, "T"-junction, and cross junction etc. These primitives are the elements for composing a bigger graph structure
at the upper level of the hierarchy. (b) is an example of composing a big "T"-shape image using 7 primitives. From (Guo, Zhu and
Wu, 2003).

The image I on Λsk is denoted by Isk and is modeled by the image primitives through their intensity profiles.
Let ε be the residual noise.

Isk(x, y) = Φsk
i (x, y;αi, βi) + ε(x, y), (x, y) ∈ Λsk,i, i = 1, 2, ..., nsk. (3.4)

The remaining pixels are flat or stochastic texture areas, called non-sketchable, and are clustered into a few
homogeneous texture areas

Λnsk = Λ \ Λsk = ∪nnsk
j=1 Λnsk,j . (3.5)

They can be reconstructed through Markov random field models conditional on Isk,

Insk,j | Isk ∼ p(Insk | Isk; Θj). (3.6)

Θj is a vector-valued parameter for the Gibbs model, for example, the FRAME model [158].

(a) (b)

B

A

B

A

Figure 3.4: An illustrative example for composing primitives into a graph configuration. (a) is a simple image, and (b) is a
number of primitives represented by rectangles which cover the structured parts of the image. The remaining part of the image can
be reconstructed through simple heat diffusion.

To summarize, image primitives can compose a planar attribute graph configuration to generate the
structured part of the image. These primitives are transformed, warped, and aligned to each other to have a
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tight fit. Adjacent primitives are connected through their bonds. The explicit use of bonds distinguishes the
image primitives from other basic image representations, such as wavelets and sparse image coding [78,87]
mentioned before, and other image patches and fragments in the recent vision literature [133]. The bonds
encode the topological information, in addition to the geometry and appearance, and enable the composition
of bigger structures in the hierarchy.

3.2.3 Basic Geometric Groupings

If by analogy, image primitives are like English letters or phonemes in language, then one naturally wonders
what are the visual words and visual phrases. This is the central question addressed by the gestalt school
of psychophysicists [65, 154]. One may summarize their work by saying that the geometric relations of
alignment, parallelism and symmetry, especially as created by occlusions, are the driving forces behind the
grouping of lower level parts into larger parts. A set of these composite parts is shown in Figure 3.5 and
briefly described in the caption.

(a)

(c)

(b)

(d)

(e)

(g)

(f)

(h)

(i)

(k)

(j)

Figure 3.5: Middle level visual vocabulary: common groupings found in images. (a) extended curves, (b) curves with breaks
and imperfect alignment, (c) parallel curves, (d) parallels continuing past corners, (e) ends of bars formed by parallels and corners,
(f) curves continuing across paired T-junctions (the most frequent indication of occlusion), (g) a bar occluded by some edge, (h) a
square, (i) a curve created by repetition of discrete similar elements, (j) symmetric curves and (k) parallel lines ending at terminators
forming a curve.

It is important to realize that these groupings occur at every scale. Many of them occur in local groupings
containing as few as 2 to 8 image primitives as in the previous section. We will call these "graphlets" [141].
But extended curves, parallels and symmetric structures may span the whole image. Notably, symmetry
is always a larger scale feature but one occurring very often in nature (e.g. in faces) and which is highly
detectable by people even in cluttered scenes. Parallel lines also occur frequently in nature, e.g. in tree
trunks. The occlusion clue shown in Figure 3.5 is especially important because it is not only common but is
the strongest clue in a static 2D image to the 3D structure of the scene. Moreover, it implies the existence of
an "amodal" or occluded contour representing the continuation of the left and right edges behind the central
bar. This necessitates a special purpose algorithm to be discussed below. Figure 3.6 shows an image with
its primal sketch on the right side with its graphlets shown in dark line segments.

These graphlets are learned through clustering and binding the image primitives in a way discussed at
the beginning of this book. Each cluster in this space is an equivalence class subject to an affine transform,
some deformation, as well as minor topological editing. These graphlets are generic 2D patterns, and some
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(a) (b)

Figure 3.6: An example of graphlets in natural image. The graphlets are highlighted in the primal sketch. These graphlets can be
viewed as larger pieces of lego.

of them could be interpreted as object parts.

3.2.4 Parts and Objects

If one is only interested in certain object categories segmented from the background, such as bicycles, cars,
ipods, chairs or clothes, the dictionary will be object parts. Although these object parts are significant within
each category or reusable by a few categories, their overall frequency is low and they are often rare events
in a big database of real world images. Thus the object parts are less significant as contributors to lowering
image entropy than the graphlets presented above, and the latter are, in turn, less entropically significant
than the image primitives at the lower level.

We take one complex object category – clothes as an example. Figure 3.7 shows how a shirt is composed
of three parts: a collar, and a left and a right short sleeves. In this figure, each part is represented by an
attribute graph with open bonds, like the graphlets. For example, the collar part has 5 bonds, and the two
short sleaves have 3 bonds to be connected with the arms and collar. By decomposing a number of instances
in the clothes category together with upper body and shoes, one can obtain a dictionary of parts. Figure 3.8
shows some examples for each category.

Thus we denote the dictionary by

∆cloth = {(Φcloth
i (x, y;αi), βi) : ∀i, αi, βi.} (3.7)

As before, Φcloth
i is an image patch defined in a domain Λcloth

i which does not have to be compact or
connected. αi controls the geometric and photometric attributes, and βi = (βi1, βi2, . . . , βid(i)) is a set of
open bonds. These bonds shall be represented as address variables that point to other bonds.

In fact, the object parts defined above are not no much different from the dictionaries of image primitives
or graphlets, except that they are bigger and more structured. Indeed they form a continuous spectrum for
the vision vocabulary from low to high levels of vision.

By analogy, each part is like a class in object oriented programming, such as C++. The inner struc-
tures of the class are encapsulated, only the bonds are visible to other classes. These bonds are used for
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Figure 3.7: . High level visual vocabulary – the objects and parts. We show an example of upper body clothes made of three
parts: a collar, a left and a right short sleeves. Each part is again represented by a graph with bonds. A vocabulary of part for human
clothes is shown in Figure 3.8.

a

b

c

d

e

f

g
h

g

Figure 3.8: . The dictionary of object parts for cloth and body components. Each element is a small graph composed of primitives
and graphlets and has open-bonds for collecting with other parts.

communication between different object instances.
In the literature, Biederman [7] proposes a set of "geons" as 3D object elements, which are generalized

cylinders for representing 3D man-made objects. In practice it is very difficult to compute these generalized
cylinders from images. In comparison, we adopt a view based representation for the primitives, graphlets
and parts, which can be inferred relatively reliably.

3.3 Relations and configurations

While the hierarchical visual vocabulary represents the vertical compositional structures, the relations in this
section represent the horizontal links for contextual information between nodes in the hierarchy at all levels.
The vocabulary and relations are the ingredients for constructing a large number of image configurations at
various level of abstractions. The set of valid configurations constitutes the language of an image grammar.

36



3.3.1 Relations

We start with a set of nodes V = {Ai : i = 1, 2, ..., n} where Ai = (Φi(x, y;αi), βi) ∈ ∆ is an entity
representing an image primitive, a grouping, or an object part as defined in the previous section. A number
of spatial and functional relations must be defined between the nodes in V to form a graph with colored
edges where the color indexes the type of relation.

Definition II Attributed Relation

A binary relation defined on an arbitrary set S is a subset of the product set S × S

{(s, t)} ⊂ S × S. (3.8)

An attributed binary relation is augmented with a vector of attributes γ and ρ,

E = {(s, t; γ, ρ) : s, t ∈ S}, (3.9)

where γ = γ(s, t) represents the structure that binds s and t, and ρ = ρ(s, t) is a real number
measuring the compatibility between s and t. Then < S,E > is a graph expressing the relation E
on S. A k-way attributed relation is defined in a similar way as a subset of Sk.

There are three types of relations of increasing abstraction for the horizontal links and context. The first
type is the bond type that connects image primitives into bigger and bigger graphs. The second type includes
various joints and grouping rules for organizing the parts and objects in a planar layout. The third type is
the functional and semantic relation between objects in a scene.

Relation type 1: bonds and connections. For a set of nodes V = {Ai : i = 1, 2, ..., n} defined above,
each node Ai ∈ V has a number of open bonds {βij : j = 1, 2, ..., n(i)} shown by the half disks in the
previous section. We collect all these bonds as a set,

Sbond = {βij : i = 1, 2, ..., n, j = 1, 2, ..., n(i)}. (3.10)

Two bonds βij and βkl are said to be connected if they are aligned in position and orientation. Therefore the
bonding relation is a set of pairs of bonds with attributes:

Ebond(S) = {(βij , βkl ; γ, ρ)} (3.11)

where γ = (x, y, θ) denote the position and orientation of the bond. The latter is the tangent direction at the
bond for the two connected primitives. ρ is a function to check the consistency of intensity profile or color
between two connected primitives.

The trivial example is the image lattice. The primitives Ai, i = 1, ..., |Λ| are the pixels. Each pixel
has 4 bonds βij , j = 1, 2, 3, 4. Then Ebond(S) is the set of 4-nearest neighbor connections. In this case,
γ = nil is empty, and ρ is a pair-clique function for the intensities at pixels i and j. Figures 3.5 and 3.7 show
more examples of bonds for composing graphlets from primitives, and composing clothes from parts. Very
often people use graphical models, such as templates, with fixed structures where the bonds are decided
deterministically and thus become transparent. In the next subsection, we shall define the bonds as random
variables to reconfigure the graph structures.

Relation type 2 : joints and junctions. When image primitives are connected into larger parts, some
spatial and functional relations must be found. Besides its open bonds to connect with others, usually
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its immediate neighbors, a part may be bound with other parts in various ways. The gestalt groupings
discussed in the previous section are the best examples: parts can be linked over possibly large distances by
being collinear, parallel or symmetric. To identify this groupings, connections must be created flagging this
non-accidental relationship. Figure 3.9 displays some typical relations of this type between object parts.

Hinged Butting Concentric Attached Colinear Parallel Radial Bar-circle

Figure 3.9: Examples of spatial relations for binding object parts. The red dots or lines are the attributes γ(s, t) of joint relation
(s, t) which form the ‘glue’ in this relation. From [62].

Some of these relations also contribute to 3D interpretations. For example, an ellipse is a part that has
multiple possible compositions. If it is recognized as a bike wheel, its center can function as an axis and
thus can be connected to the tip of a bar (see the rightmost of Figure 3.9). It could also be the rim of a
tea cup, and then the two ends of its long axis will be joined to a pair of parallel lines to form a cylinder.
In Figure 2.11 we discussed a phenomenon occurred in language where the word "what" is shared by two
clauses. Similarly we have many such joints in images, such as hinge joints, and butting joints.

As Figure 3.9 shows, two parts can be hinged at a point. For example, two hands of a clock have a
common axis. For a set of parts in an image S = V , the hinge relation is a set

Ehinge(S) = {(Ai, Aj ; γ(Ai, Aj), ρ(Ai, Aj))}. (3.12)

Here γ is the hinge point and ρ = nil. In a butting relation, γ(Ai, Aj) represents the line segment(s) shared
by the two parts. The line segment is shown in red in Figure 3.9. Sometimes, two parts may share two line
segments. For example the handle of a teapot or cup share two line segments with the body.

Relation type 3: object interactions and semantics. When letters are grouped into words, semantic
meanings emerge. When parts are grouped into objects, semantic relations are created for their interactions.
Very often these relations are directed. For example, the occluding relation is a viewpoint dependent binary
relation between object or surfaces, and it is important for figure-ground segregation. A view point inde-
pendent relation is a supporting relation. A simple example is shown in Figure 3.10. Let S = V be a set of
objects,

Esupp = {< M,D >,< M,E >} (3.13)

Eoccld = {< D,M >,< E,M >,< D,N >,< E,N >}. (3.14)

The <> represents directed relation and the attributes γ, ρ are omitted. There are other functional
relations among objects in a scene. For example, a personA is eating an appleB Eedible(S) = {< A,B >},
and a person is riding a bikeEride(S) = {< A,C >}. These directed relations usually are partially ordered.

It is worth mentioning that the relations are dense at low level, such as the bonds, in the sense that the
size |E(S)| is in the order of |S|, and that they become very sparse (or rare) and diverse at high level. At the
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Figure 3.10: A parser tree for a block world from (Fu, 1982). The ellipses represents non-terminal nodes and the squares are
for terminal nodes. The parse tree is augmented into a parse graph with horizonal connections for relations, such as one object
supporting the other, or two adjacent objects sharing a boundary.

high level, we may find many interesting relations but each relation may only have a few occurrences in the
image.

3.3.2 Configurations

So far, we have introduced the visual dictionaries and relations at various levels of abstractions. The two
components are integrated into what we call the visual configuration in the following.

Definition III. Configuration

A configuration C is a spatial layout of entities in a scene at certain level of abstraction. It is a one
layer graph, often flattened from hierarchic representation,

C =< V,E > . (3.15)

V = {Ai, i = 1, 2, ..., n} is a set of attributed image structures at the same semantic level, such as
primitives, parts, or objects and E is a relation. If V is a set of sketches and E = Ebonds, then C
is a primal sketch configuration. If E is a union of several relations E = Er1 ∪ · · · ∪ Erk , which
often occurs at the object level, then C is called a "mixed configuration". For a generative model,
the image on a lattice is the ultimate "terminal configuration", and its primal sketch is called the
"pre-terminal configuration". Note that E will close some of the bonds in V and leave others open;
thus we may speak of the open bonds in a configuration.

We briefly present examples of configurations at three levels.
Firstly, for early vision, the scene configuration C is a primal sketch graph where V is a set of image

primitives with bonds and E = Ebonds is the bond relation. For example, Figure 3.4.(b) illustrates a
configuration for a simple image in 3.4.(a), and Figure ??.(b) is a configuration for the image in Figure
??.(a). These configurations are attributed graphs because each primitive vi is associated with variables αi
for its geometric properties and photometric appearance. The primal sketch graph is a parsimonious "token"
representation in Marr’s words [80], and thus it is a crucial stage connecting the raw image signal and the
symbolic representation above it. It can reconstruct the original image with perceptually equivalent texture
appearance.
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Secondly, for the parts to object level, Figure ?? displays three possible upper body configurations
composed of a number of clothes’ parts shown in Figure 3.8. In these examples, each configuration C is a
graph with vertices being 6-7 parts and E = Ebond is a set of bonds connecting the parts, as it was shown
in Figure 3.7.

(a) image (b) layer 1 configuration (c) layer 2 configuration

sky

body

head

field

sky

body

upper
head

field

occluded
sky

occluded
field 2

occluded
field 1

lower
head

Figure 3.11: . An illustration of scene configuration. (a) is a scene of a man in a field. (b) is the graph for the highest level
configuration C =< V,E >, V is the set of 4 objects {sky, field, head, body} and E = Eadj ∪ Eocclude includes two relations:
"adjacency" (solid lines) and "occlusion" (dotted arrows). (c) is the configuration at an intermediate level in which the occlusion
relation is unpacked: now the dotted arrows indicate two identical sets of pixels but on separate layers.

Thirdly, Figure 3.11 (a) and (b) illustrate a scene configuration at the highest level of abstraction. V is a
set of objects, and E included two relations an "adjacency" relation in solid lines

Eadj = {(sky, field), (head, body)}, (3.16)

and a directed "occlusion" relation in dotted arrows,

Econtain = {< head, sky >,< head, field >,< body, field >}. (3.17)

In summary, the image grammar which shall be presented in the following section is also called a
"layered grammar". That is, it can generate configurations as its "language" at different levels of detail.

3.3.3 The Reconfigurable Graphs

In vision, the configurations are inferred from images. For example, in a Bayesian framework, the graph
C =< V,E > will not be pre-determined but reconfigurable on-the-fly. That is, the set of vertices may
change, so does the set of edges (relations). Therefore the configurations must be made flexible to meet the
demand of various visual tasks. Figure 3.12 shows such an example.

On the left of the figure is a primal sketch configuration Csk for the simple image shown in Figure 3.4.
This is a planar graph with 4 "T"-junctions. In this configuration two adjacent primitives are connected by
the bond relation Ebond. The four "T"-junctions are then broken in the right configuration, which is called
the 2.1D sketch [86] and denoted by C2.1sk. The bonds are reorganized with a1 being connected with a3 and
a2 with a4. C2.1sk includes two disjoint subgraphs for the two rectangles in two layers. From this example,
we can see that both the vertices and the bonds must be treated as random variables. Figure 3.13 shows a
real application of this sort of reconfiguration in computing a 2.1D sketch from a 2D primal sketch. This
example is from [49]. It decomposes an input image in 3.13.(a) into three layers in 3.13.(d), (e) and (f), found
after reconfiguring the bonds by completing the contours (red line segments in 3.13.(b) and (c)) behind and
filling-in the occluded areas using the Markov random field region descriptor in the primal sketch model.
From the point of view of parse structures, we need to add new nodes to represent the extra layers present
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Figure 3.12: (a) A primal sketch configuration for a simple image. It has four primitives for "T"-junctions – t1, t2, t3, t4. It is a
planar graph formed by bonding the adjacent primitives. (b) A layered (2.1D sketch) representation with two occluding surfaces.
The four "T"-junctions are broken. The bonds are reorganized. a1 is bonded with a3, and a2 is bonded with a4.

behind the observed surfaces together with "occluded by" relations. This is illustrated by Figure 3.11, (c).
This is a configuration which has duplicated three regions to represent missing parts of the background layer.

(a) input image (b) curve completion at layer 2 (c) curve completion at layer 3

(d) layer 1 (e) layer 2 after fill-in (f) layer 3 after fill-in

Figure 3.13: From a 2D sketch to a 2.1D layered representation by reconfiguring the bond relations. (a) is an input image from
which a 2D sketch is computed. This is transferred to a 2.1D sketch representations with three layers shown in (d), (e) and (f)
respectively. The inference process reconfigures the bonds of the image primitives shown in red in (b) and (c). From [49]

.
A mathematical model for the reconfigurable graph is called the mixed Markov model in [41]. In a mixed

Markov model, the bonds are treated as nodes. Therefore, the vertex set V of a configuration has two type
of nodes – V = Vx ∪ Va. Vx include the usual nodes for image entities, and Va is a set of address nodes,
for example, the bonds. The latter are like the pointers in the C language. These address nodes reconfigure
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the graphical structure and realize non-local relations. It was shown that a probability model defined on
such reconfigurable graphs still observes a suitable form of he Hammersley-Clifford theorem and can be
simulated by Gibbs sampler.

By analogy to language, the bonds in this example correspond to the arrows in the English sentence
discussed in Figure 2.11 for non-local context. As there are many possible (bond, joint, functional, and
semantic) relations, each image entity (primitives, parts, objects) may have many random variables as the
"pointers". Many of them could be empty, and will be instantiated in the inference process.

3.4 Parse Graph for Objects and Scenes

In this section, we define parse graphs as image interpretations. Then we will show in the next section that
these parse graphs are generated as instances by an And-Or graph. The latter is a general representation that
embeds the image grammar.

Recall that in Section ?? a language grammar is a 4-tuple G = (VN , VT ,R, S), and that a sentence ω is
derived (or generated) by a sequence of production rules from a starting symbol S,

S
γ1,γ2,...,γn(ω)

=⇒ ω (3.18)

These production rules form a parse tree for ω,

pt(ω) = (γ1, γ2, ..., γn(ω)). (3.19)

For example, Figure 2.9 shows two possible parse trees for a sentence "I saw the man with the telescope".

This grammar is a generative model, and the inference is an inverse process that computes a parse tree
for a given sentence as its interpretation or one of its best interpretations. Back to image grammars, a
configuration C is a flat attributed graph corresponding to a sentence ω, and a parse tree pt is augmented to
a parse graph pg by adding horizontal links for various relations. In previous sections, Figure 3.10.(b) has
shown a parse graph for a block work scene.

In the following, we define a parse graph as an interpretation of image.
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Definition IV. Parse graph

A parse graph pg consists of a hierarchic parse tree (defining "vertical" edges) and a number of
relations E (defining "horizontal edges"):

pg = (pt, E). (3.20)

The parse tree pt is also an And-tree whose non-terminal nodes are all And-nodes. The decompo-
sition of each And-Node A into its parts is given by a production rule which now produces not a
string but a configuration:

γ : A→ C =< V,E > . (3.21)

A production should also associate the open bonds of A with open bonds in C. The whole parse tree
is a sequence of production rules

pt(ω) = (γ1, γ2, ..., γn). (3.22)

The horizontal links E consists of a number of directed or undirected relations among the terminal
or non-terminal nodes, such as bonds, junctions, functional and semantic relations,

E = Er1 ∪ Er2 ∪ · · · ∪ Erk . (3.23)

A parse graph pg, when collapsed, produces a series of flat configurations at each level of abstrac-
tion/detail,

pg =⇒ C. (3.24)

Depending on the type of relation, there may be special rules for producing relations at a lower level
from higher level relations in the collapsing process. The finest configuration is the image itself in
which every pixel is explained by the parse graph. The next finest configuration is the primal sketch
graph.

The parse graph, augmented with spatial context and possible functional relations, is a comprehensive
interpretation of the observed image I. The task of image parsing is to compute the parse graph from input
image(s). In the Bayesian framework, this is to either maximize the posterior probability for an optimal
solution,

ParsingGraph∗ = arg max p(ParsingGraph|I), (3.25)

or sampling the posterior probability for a set of distinct solutions,

ParsingGraphi : i = 1, 2, ...,K} ∼ p(ParsingGraph|I). (3.26)

Object instances in the same category may have very different configurations and thus distinct parse graphs.
Figure 3.14 displays two parse graphs for two clock instances. It has three levels and the components are
connected through three types relations: the hinge joint to connect clock hands, a co-centric relation to align
the frames, and a radial relation to align the numbers.

As it was mentioned in Chapter 3.1, objects appear at arbitrary scales in images. As shown in Figure 3.2,
a face can be decomposed into facial elements at higher resolution, and it may terminate as a whole face for
low resolution. Therefore, one remarkable property that distinguishes an image parse graph is that a parse
graph may stop at any level of abstraction, while the the parse tree in language must stop at the word level.
This is the reason for defining visual vocabulary at multiple levels of resolution, and defining the image
grammar as a layered grammar.
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(a) (b)

Figure 3.14: Two parse graph examples for clocks which are generated from the And-Or-graph in Fig. 3.16.

3.5 Knowledge Representation with And-Or Graph

This section addresses the central idea of this chaper – developing a consistent representation framework for
the vast amount of visual knowledge at all levels of abstraction. The proposed representation is the And-Or
graph embedding image grammars. The And-Or graph representation was first explicitly used in [13] for
representing and recognizing a complex object category of clothes.

3.5.1 And-Or graph

While a parse graph is an interpretation of a specific image, an And-Or graph embeds the whole image
grammar and contains all the valid parse graphs. Before introducing the And-Or graph, we revisit the origin
of grammar and its Chomsky formulation in Sections ?? and ??.

Firstly, we know each production rule in the SCFG can be written as

A→ β1 |β2 · · · |βn(A), with A ∈ VN, β ∈ (VN ∪VT)+. (3.27)

Therefore each non-terminal node A can be represented by an Or-node with n(A) alternative structures,
each of which is an And-node composed of a number of substructures. For example, the following rule is
represented by a two level And-Or tree in Figure 2.5.

A→ a · b | c · c; ρ|(1− ρ). (3.28)

The two alternatives branches at the Or-node are assigned probabilities (ρ, 1 − ρ). Thus a SCFG can be
understood as an And-Or tree.

Secondly, we have shown in Figure 2.6 that a small And-Or tree can produce a combinatorial number of
configurations – called its language. To represent contextual information in the following, we augment the
And-Or tree into an And-Or graph producing a context sensitive image grammar.

In [155], it has been shown that any visual pattern can be conceptualized as a statistical ensemble that
observes a certain statistical description. For a complex object pattern, its statistical ensemble must include
a large number of distinct configurations. Thus our objective is to define an And-Or graph, thus its image
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grammar, such that its language, i.e. the set of valid configurations that it produces, reproduces the ensemble
of instances for the visual pattern.

An And-Or graph augments an And-Or tree with three new features.

1. Horizontal lines are indicate to show relations, bonds, junctions and semantic relations.

2. Relations at all levels are augmented on the And-Or graph to represent hard (compatibility) or soft
(statistical) constraints.

3. The children of an Or-node may share Or-node children. It represents a reusable part shared by several
production rules. The sharing of nodes reduces the complexity of the representation and thus the size
of dictionary. Other possible sharing may be useful: see, for example, Section 2.6.

Figure 3.15.(a) has shown a simple example of an And-Or graph. An And-Or graph includes three types
of nodes: And-nodes (solid circles), Or-nodes (dashed circles), and terminal nodes (squares). The Or-nodes
have labels for classification at various levels, such as scene category, object classes, and parts etc. Due
to this recursive definition, one may merge the And-Or graphs for many objects or scene categories into a
larger graph. In theory, the whole natural image ensemble can be represented by a huge And-Or graph, as it
is for language.
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Figure 3.15: Illustrating the And-Or graph representation. (a) An And-Or graph embodies the grammar productions rules and
contexts. It contains many parse graphs, one of which is shown in bold arrows. (b) and (c) are two distinct parse graphs by selecting
the switches at related Or-nodes. (d) and (e) are two graphical configurations produced by the two parse graphs respectively. The
links of these configurations are inherited from the And-or graph relations.

By assigning values to these labels on the Or-node, one obtains an And-graph – i.e. a parse graph.
The bold arrows and shaded nodes in Figure 3.15.(a) constitute a parse graph pg embedded in the And-Or
graph. This parse graph is shown in Figure 3.15.(b) and produces a configuration shown Figure 3.15.(d). It
has four terminal nodes (for primitives, parts, or objects): 1, 6, 8, 10 and the edges are inherited from their
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parent relations. Both nodes 8 and 10 have a common ancestor node C. Therefore the relation < B,C > is
propagated to < 1, 6 > and < 1, 8 >. For example, if < B,C > includes three bonds, two bonds may be
inherited by < 1, 8 > and one by < 1, 6 >. Similarly the links < 6, 10 > and < 8, 10 > are inherited from
< C,D >.

Figure 3.15.(c) is a second parse graph and it produces a configuration in Figure 3.15.(e). It has 4
terminal nodes 2, 4, 9, 9′. The node 9 is a reusable part shared by nodes C and D. It is worth mentioning
that a shared node may appear as multiple instances.

Definition V. And-Or Graph

An And-Or graph is a 5-tuple for representing an image grammar G.

Gand−or =< S, VN , VT , R, P > . (3.29)

S is a root node for a scene or object category, VN = V and ∪ V or is a set of non-terminal nodes
including an And-node set V and and an Or-node set V or. The And-nodes plus the graph formed by
their children are the productions and the Or-nodes are the vocabulary items. VT is a set of terminal
nodes for primitives, parts and objects (note that an object at low resolution may terminate without
decomposition directly), R is a number of relations between the nodes, and P is the probability
model defined on the And-Or graph.

The following is more detailed explanation of the components in the And-Or graph.
1. The Non-terminal nodes include both And-nodes and Or-nodes VN = V and ∪ V or,

V and = {u1, ..., um(u)}, V or = {v1, ..., vm(v)}. (3.30)

An Or-node v ∈ V or is a switch pointing to a number of possible And-Nodes, the productions whose head
is v.

v → u1 |u2 · · · |un(v), u1, ..., un ∈ V and. (3.31)

We define a switch variable ω(v) for v ∈ V , that takes an integer value to index the child node.

ω(v) ∈ {∅, 1, 2, ..., n(v)} (3.32)

By choosing the switch variables in the Or-nodes, one obtains a parse graph from the And-Or graph. The
switch variable is set to empty ω(v) = ∅ if v is not part of the parse graph. In fact the assignments of
Or-nodes at various levels of the And-Or graph corresponds to scene classification and object recognition.
In practice, when an Or-node has a large n(v), i.e. too fat, one may replace it by a small Or-tree that has
n(v) leaves. We omit the discussion of such cases for clarity.

An And-node u ∈ V and either terminates as a template t ∈ VT or it can be decomposed into a set
of Or-nodes. In the latter case, the relations between these child nodes are specified by some relations
r1, ..., rk(u) ∈ R shown by the dashed horizontal lines in Figure 3.15. We adopt the symbol :: for represent-
ing the relations associated with the production rule or the And-node.

u → t ∈ VT ; or

u → C = (v1, ..., vn(v)) :: (r1, ..., rk(v)), vi ∈ V, rj ∈ R.

The termination rule reflects the multi-scale representation. That is, the node u may be instantiated by a
template at a relatively lower image resolution.
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2. The Terminal node set VT = {t1, ..., tm(T )} is a set of instances from the image dictionary ∆. Usually
it is a graphical template (Φ(x, y;α), β) with attributes α and open bonds β. Usually, each t ∈ VT is a sketch
graph, such as the image primitives.

3. The Configurations which are produced from the root node S are the language of the grammar:
Gand−or,

L(Gand−or) = Σ = {Ck : S
Gand−or

=⇒ Ck k = 1, 2, ..., N}. (3.33)

Each configuration C ∈ Σ is a composite template, for example, the cloth shown in Figure 3.7. The And-Or
graph in Figure 3.15.(a) contains a combinatorial number of valid configurations, e.g.

Σ = {(1, 6, 8, 10), (2, 4, 9, 9), (1, 5, 11), (2, 4, 6, 7, 9), ...} (3.34)

The first two configurations are shown on the right side of Figure 3.15.
4. The relation set R pools over all the relations between nodes at all levels.

R = ∪mEm = {est = (vs, vt; γst, ρst)}. (3.35)

These relations become the pair-cliques in the composite graphical template. When a node vs is split later,
the link est may be split as well or may descend to specific pairs of children. For example, in Figure 3.15
node C is split into two leaf nodes 6 and 8, then the relation (B,C) is split into two subsets between (1, 6)
and (1, 8),

5. P is a probability model defined on the And-Or graph. It includes many local probabilities – one at
each Or-node to account for the relative frequency of each alternative, and local energies associated with
each link e ∈ R. The former is like the SCFG and the latter is like the Markov random fields or graphical
models. We will discuss the probability component in the next subsection.

Before concluding this section, we show an And-Or graph for a clock category [73] in Figure 3.16.
Fig. 3.16 has shown two parse graphs as instances of this And-Or graph. The dark bold arrows in Figure 3.16
are the parse tree shown in Fig.3.14.(a).

In summary, an And-Or graph Gand−or defines a context sensitive graph grammar with VT being its
vocabulary, VN the production rules, Σ its language,R the contexts. Gand−or contains all the possible parse
graphs which in turns produce a combinatorial number of configurations. Again, the number of configura-
tions is far larger than the vocabulary, i.e.

|VN ∪ VT | << |Σ|. (3.36)

This is a crucial aspect for representing the large intra-category structural variations.
Our next task is to define a probability model on Gand−or to make it a stochastic grammar.

3.5.2 Stochastic Models on the And-Or graph

The probability model for the And-Or graph Gand−or must integrate the Markov tree model (SCFG) for the
Or-nodes and the graphical (Markov) models for the And-nodes. Together a probability model is defined
on the parse graphs. The objective of this probability model is to match the frequency of parse graphs in an
observed training set (supervised learning will be discussed in the next section).

Just as the language model in equation (2.17) defined probabilties on each parse tree pt(ω) of each
sentence ω, the new model should define probabilties on each parse graphs pg. As pg produces a final
configuration C deterministically when it is collapsed, thus p(pg; Θ) produces a marginal probability on the
final configurations with Θ being its parameters. A configuration C is assumed to be directly observable, i.e.
the input, and parse graph pg are hidden variables and have to be inferred.
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Figure 3.16: An And-Or graph example for the object category – clock. It has two parse graphs shown in
Figure 3.14, one of which is illustrated in dark arrows. Some leaf nodes are omitted from the graph for
clarity. From [73].

By definition IV, a parse graph pg is a parse tree pt augmented with relations E,

pg = (pt, E). (3.37)

For notational convenience, we denote the following components in pg.

• T (pg) = {t1, ..., tn(pg)} is the set of leaf nodes in pg. For example, T (pg) = {1, 6, 8, 10} for the
parse graph shown by the dark arrows in Figure 3.15. In applications, T (pg) is often the pre-terminal
nodes with each t ∈ T (pg) being an image primitive in the primal sketch.

• V or(pg) is the set of non-empty Or-nodes (switches) that are used pg. For instance, V or(pg) =
{B,C,D,N,O}. These switch variables selected the path to decide the parse tree pt = (γ1, γ2, ..., γn).

• E(pg) is the set of links in pg.

The probability for pg is of the following Gibbs form, similar to equation (2.17),

p(pg; Θ,R,∆) =
1

Z(Θ)
exp{−E(pg)} (3.38)
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where E(pg) is the total energy,

E(pg) =
∑

v∈V or(pg)

λv(ω(v)) +
∑

t∈T (pg)∪V and(pg)

λt(α(t)) +
∑

(i,j)∈E(pg)

λij(vi, vj , γij , ρij) (3.39)

The model is specified by a number of parameters Θ, the relations setR and the vocabulary ∆. The first term
in the energy is the same as the SCFG. It assigns different weights λv() to the switch variables ω(v) at the
or-nodes v. The weight should account for how frequently a child node appears. Removing the 2nd and 3rd
terms, this reduces to a SCFG in eqn 2.9. The second and third terms are typical singleton and pair-clique
energy for graphical models. The second term is defined on the geometric and appearance attributes of the
image primitives. The third term models the compatibility constraint, such as the spatial and appearance
constraint between the primitives, graphlets, parts, and objects.

This model can be derived from a maximum entropy principle under two types of constraints on the
statistics of training image ensembles. One is to match the frequency at each Or-node, just like the SCFG,
and the other is to match the statistics, such as histograms or co-occurrence frequency as in standard graph-
ical models. Θ is the set of parameters in the energy,

Θ = {λv(), λt(), λij(); ∀v ∈ V or,∀t ∈ VT , ∀(i, j) ∈ R}. (3.40)

Each λ() above is a potential function, not a scalar, and is represented by a vector through discretizing
the function in a non-parametric way, as it was done in the FRAME model for texture [158]. ∆ is the
vocabulary for the generative model. The partition function is summed over all parse graph in the And-Or
graph Gand−or or the grammar G.

Z = Z(Θ) =
∑
pg

exp{−E(pg)}. (3.41)

3.6 Examples in Related Work

In this section, we introduce several examples in the computer vision literature which can be alternatively
viewed under the S-AOG framework.

3.6.1 Probabilistic Geometric Grammars

Probabilistic geometric grammars (PGGs) were proposed by M. Aycinena, et al [4], which represents ob-
ject classes recursively in terms of their parts, thereby exploiting the hierarchical and substitutive structure
inherent to many types of objects. The PGG model was inspired by the AOG framework [156]. It allows
Or-nodes in additional to the And-nodes that exists in simple part hierarchies; this difference is what makes
it a grammar.

As illustrated in Figure 3.17, A PGG is a set of part models, each of which is either primitive or com-
posite (i.e., terminal nodes and nonterminal nodes in AOGs). A composite part model (i.e., an Or-node)
consists of a set of rules which define how the part can be broken down into subparts (i.e., And-nodes). A
primitive part model (i.e., Terminal-node) consists of an appearance model which describes a distribution
over the part’s image appearance. More details are referred to [4].

3.6.2 Mixture of Deformable Part-based Models and Object Detection Grammars

Deformable part-based models (DPMs) were proposed by P. Felzenszwalb, et al [33] which were discrimi-
natively trained for object detection and were a dominant method in the field of object detection such as on
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Figure 3.17: An example of a PGG for chairs. The symbols φcrk represent conditional geometry models
which define distributions on the geometry properties of a subpart k given its parent c subject to a rule r,
while Ac represent appearance models for linking a part c to image data. Courtesy of [4].

the PASCAL VOC datasets [30]. A DPM for an object with n parts is formally defined by a (n + 2)-tuple
(F0, P1, · · · , Pn, b) where F0 is a root filter template for the entire object, Pi is a model for the i-the part
and b is a real-valued bias term. Each part model Pi is defined by a 3-tuple (Fi, vi, di) where Fi is a filter
template for the i-th part, vi is a 2D vector specifying an “anchor" position for part i relative to the root
position, and di is a 4D vector specifying coefficients of a quadratic function defining a deformation cost for
each possible placement of the part relative to the anchor position. A mixture model with m components is
defined by a m-tuple, M = (M1, · · · ,Mm), where Mc is the DPM for the c-th component. See Figure 3.18
for an example.

A mixture of DPMs can be viewed as a 3-layer Or-And Tree model: the root Or-node represents the
mixture, the child And-nodes of the root represent the mixture components (i.e, different DPMs), and the
child Terminal-nodes of an And-node represents parts. More details are referred to [33].

Felzenszwalb and McAllester extended the mixture of DPMs to a more general object detection gram-
mar [?] which is similar in spirit to the S-AOG, but is formulated with discriminative training.

3.6.3 Probabilistic Program Induction

Lake, et al presented a Bayesian program learning (BPL) model which represents concepts (e.g., handwrit-
ten characters) as simple programs that best explain observed examples under a Bayesian criterion [?]. The
model is capable of learning a large class of handwritten characters from just a single example and gener-
alizing in ways that are mostly indistinguishable from people. The BPL approach learns simple stochastic
programs to represent concepts, building them compositionally from parts (Figure 3.19, iii), subparts (Fig-
ure 3.19, ii), and spatial relations (Figure 3.19, iv). BPL defines a generative model that can sample new
types of concepts (an “A,” “B,” etc.) by combining parts and subparts in new ways. Each new type is also
represented as a generative model, and this lower-level generative model produces new examples (or to-
kens) of the concept (Figure 3.19, v), making BPL a generative model for generative models. The final step
renders the token-level variables in the format of the raw data (Figure 3.19, vi).

The hierarchical and compositional structure of BPL is the same as that of AOGs, which expresses
object-part-subpart-primitive hierarchy in a compositional way. Instead of using the commonly adopted
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Figure 3.18: An example of a mixture of DPMs for bicycles. Top: Some typical detection results using the
2-component bicycle DPMs. Bottom: Two bicycle DPMs for the side viewpoint and the frontal viewpoint
respectively. Courtesy of [33].

filter templates as primitives as done in the DPMs, BPL developed a small generative program which can be
interpreted as a continuous Or-node accounting for local structural variations in handwritten characters. BPL
also used a small motor program accounting for relationships between entities at the same level (primitive,
subpart and part), which can be interpreted as top-down context-sensitive spatial modeling.

3.6.4 Recursive Cortical Networks

George et al proposed a recursive cortical network (RCN) for learning And-Or like models on CAPTCHAs
from small examples. As illustrated in Figure 3.20, in RCN, objects, CAPTCHA letters, are modeled as a
combination of contours and surfaces (Figure 3.20A). Contours appear at the boundaries of surfaces, both at
the outline of objects and at the border be-tween the surfaces that compose the object. Surfaces are modeled
using a Conditional Random Field (CRF) which captures the smoothness of variations of surface properties.
Con-tours are modeled using a compositional hierarchy of features. Factored representation of contours
(shape) and surfaces (appearance) enables the model to recognize object shapes with dramatically different
appearances without training exhaustively on every possible shape and appearance combination.

RCN integrates and builds upon various ideas from com-positional models, especially S-AOG — hi-
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Figure 3.19: An example of BPL on handwritten characters. New types are generated by choosing primitive
actions (color coded) from a library (i), combining these subparts (ii) to make parts (iii), and combining
parts with relations to define simple programs (iv). New tokens are generated by running these programs
(v), which are then rendered as raw data (vi). Courtesy of [?].

erarchical composition, gradual building of invariances, lateral connections for selectivity, contour-surface
factorization and joint-explanation based parsing — into a structured probabilistic graphical model such that
Belief Propagation can be used as the primary approximate inference engine.

52



Figure 3.20: Structure of the RCN. (A) A hierarchy generates the contours of an object, and a Conditional
Random Field (CRF) generates its surface appearance. (B) Two subnetworks at the same level of the contour
hierarchy keep separate lateral connections by making parent-specific copies of child features and connect-
ing them with parent-specific laterals; nodes within the green rectangle are copies of the feature marked “e”.
(C) A three level RCN representing the contours of a square. Features at Level 2 represent the four cor-
ners, and each corner is represented as a conjunction of four line-segment features. (D) Four-level network
representing an “A”. Courtesy of [?].
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4

Learning the And-Or Graph

Prof. Zhu’s notes about this chapter The Learning in the Zhu/Mumford booklet only talked about parameter
learning, without covering Structure learning, which is covered by the Block Pursuit (Zhangzhang Si’s paper,
and Pei Mingtao’s paper), and also Kewei Tu’s NIPS paper.

1. For structure learning: we have multiple pursuits, also can be interpreted in the information projection
framework.

2. For parametric learning: One important part is structured-SVM: adjusting the parameters so that the
supervised pg* has the highest probability.

3. Both parameter and structure learning: We start from a Full AOG (like Tangram for the S-AOG by
Shuo Wang, and a full AOG by Hanlin for the T-AOG), the EM algorithm prunes the unused branches,
and leaves an AOG.

Notes end
Some introductory lines
In previous chapters, we studied the definition and applications of And-Or Graphs (AOG). In this chap-

ter, we move forward to some learning algorithms of the AOG. An AOG is a model defined by its parameters
and structure. In the following sections, we discuss parameter and structure learning separately. As the space
of the structures and relations are considerably huge, learning AOGs exactly is usually intractable. We uti-
lize maximize likelihood estimation (MLE) as the backbone of our algorithms and accommodate the pursuit
algorithm to learn AOG.

4.1 Overview of the Learning Problem

The goal of learning an AOG is to find an AOG that best explains the training data. This can be modeled
as an MLE problem. In many cases, an MLE problem can be solved with optimization approaches such
as stochastic gradient descent. However, because AOG learning is a non-differentiable process, we have to
use another method to tackle the optimization. We pursuit an AOG model from two directions to maximize
the information gain (the mutual information between the old and new models) in every step. The first is
the descriptive direction, which adds filter and relations to the AOG. The second is the generative direction,
which adds an element to the AOG dictionary by combining existing elements to form hierarchies. Both
of these operations guarantee increment of the likelihood. In the rest of the chapter, we parameterization
an AOG with Θ,R,F and ∆. Θ represents all the parameters in an AOG, including the or-node weights
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Figure 4.1: Pursuit of AOG models. (Left) Hierarchical structure of the dictionaries. Here we use an
computer vision representation as an example. AOG is a model to interpret images. The basic-level units
of an image are the pixels, which forms the vocabulary of ∆1. Then, we establish higher-level vocabularies
from the composition of lower-level vocabularies. For example, the compositions of pixels form primitives
and the compositions of parts form objects. (Right) The decrease of the entropy/coding length as the learning
goes on. In descriptive process, filters and relations are added into AOG. In generative process, elements are
adding in the dictionaries. The decrease of entropy/coding length is equivalent to the increase of likelihood.

Figure 4.2: Pursuit as information projection. We start from a reference model q and want to approximate
the ground truth distribution f that generates the data. The pursuit can be done by adding constraints or
active basis [15]. Every time a constraint is added the current model needs to be updated to satisfy the
constraint and the difference (measured by KL-divergence) between the current model and the ground truth
model will be monotonically decreased. Usually constraints are statistics that we care about. Given a new
constraint, we want to choose the model that satisfies the constraint and is close to the previous model to
avoid adding unnecessary features [157].

56



and parameters in potential functions. F ,R and ∆ represent all the filters, relations and the hierarchical
dictionaries in the AOG respectively. In most of the cases, we can consider filters as the relations defined on
the elements in the basic level dictionaries, so we can also merge F into R and consider them together in
our algorithms. The gist of our learning algorithms is illustrated in Figure 4.1.

4.1.1 Learning Parameters in Stochastic Context-Free Grammar

Before we get into AOG, let’s first study the algorithm of learning parameters in a stochastic context-free
grammar (SCFG). The difference between an SCFG and an AOG is the former doesn’t have relations and is
context-free. The only thing we need to learn is the probability of the production-rules.

Define VN and VT as the non-terminal and terminal nodes in an SCFG G. A ∈ VN has a number of
alternative rewriting rules,

A→ β1| . . . |βn(A), γA,i : A→ βi

with A ∈ VN , β ∈ (VN ∪ VT )+,

n(A) as the number of alternative rules of A.

Each production rule is associated with a probability p(γA,i) = p(A → βi) and
∑n(A)

i=1 p(γA,i) = 1. Given
a sentence, ω (a sample generated from G) and its parse-tree, pt(ω) (it is a tree as G is context-free), the
probability of this parse tree is:

p(pt(ω)) =

n(ω)∏
j=1

p(γj).

Here we abuse the notation and use n(ω) to denote the number of non-terminal nodes included in the parsing
tree. In a supervised way, suppose we have a set of observed parse trees:

{ptm,m = 1, 2, . . . ,M}

Denote θA,i = p(A→ βi), ∀A, i, we have a likelihood,

l(Θ) =
M∑
m=1

log p(ptm; Θ) =
∑
A

#(A→ βi) log θA,i (4.1)

where #(A → βi) denotes the total number of occurance of this production rule in the dataset. We also
have the normalization constraints to make sure all the probabilities are valid distributions. Thus, we can
solve a conditional optimization problem with Lagrange multipliers:

L(Θ) = l(Θ)−
∑
A∈VN

λA
( n(A)∑
i=1

p(A→ βi)− 1
)

=
∑
A

#(A→ βi) log θA,i −
∑
A∈VN

λA
( n(A)∑
i=1

p(A→ βi)− 1
)

(4.2)

(4.3)
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We can calculate ∂L
∂θA,i

and set it to 0. Then we can get:

∂L

∂θA,i
=

∑
A #(A→ βi)

θA,i
− λA = 0

∴ θA,i =

∑
A #(A→ βi)

λA

λA can be calculated with the normalization constraints as
∑n(A)

i=1 #(A → βi). Thus, together, we have
θA,i = #(A→βi)∑n(A)

j=1 #(A→βj)
, which is the empirical frequency of the rule occurrence. The grammar we learned is

a consistent (the total probability of all possible samples sums to one) SCFG. Notice that here we are learning
SCFG in a supervised manner, given samples and their parsing trees. If we want to learn unsupervisedly, we
need to use inside-outside algorithms 5.1.4 and integrate out all possible parsing trees.

4.1.2 Probability Model for AOG

We can step forward from SCFG to AOG by adding constraints into the grammar and obtain a context-
sensitive grammar. Take a bi-gram Markov chain of sentence for an example. Consider w = (w1, . . . , wn),
where wi represents a word in the sentence. Given the SCFG, we can have a parsing tree of w, pt(w). The
probability of pt(w) is:

p(pt(w)) = p(γ1)p(γ2) . . . p(γK) (4.4)

=
1

Z
exp{−

∑
γi∈pt(w)

λ(γi)} (4.5)

Here we use λ(γi) to represent the switch variable of γi.
The probability of a bi-gram Markov chain of w is:

p(w) = p(w1)
n−1∏
i=1

p(wi+1|wi) (4.6)

=
1

Z
exp{−

∑
i

φ(wi)−
∑
〈i,j〉

ψ(wi, wj)} (4.7)

The unary terms can be better understood in a image parsing scenario. wis can be the terminal nodes of
the grammar, but they are still symbolic. We also need to calculate the compatibility between the terminal
grammar nodes and the input raw data, such as an image.

A model for the AOG is defined on the parse graphs pg. We want to:

• minimizes a KL-divergence between the SCFG model and the AOG model (for hierarchical structures
and grammar consistency)

• matches the statistical constraints (for contexts)

p(pg(w); Θ) = arg minKL
(
p(pg(w); Θ)‖p(pt(w); Θ0)

)
(4.8)

s.t. Ep[hi(pg(w)] = Ef [hi(pg(w))], ∀i (4.9)
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Here we abuse the notation and use Θ to represent all the parameters in the AOG, including or-node weights,
energy function parameters and relations. Θ0 represents the parameters in the SCFG, which are the produc-
tion rule probabilities. h are unary and binary constraints that considers the compatibility between the
grammar and the input data and the context among the grammar. f is the ground truth model that we want
to recover from the data. The parsing trees are available given the SCFG, and the expectations wrt. f can
be approximated with the training data. What we want to learn is the Θ, which makes our AOG closest to
the SCFG but also satisfy all the statistical constraints that we care about. We can write a general formula
for the probability of the parsing graphs:

p(pg(w); Θ) =
1

Z(Θ)
exp{−

∑
γ∈pt(w)

λ(γ)−
∑

gi∈T (pg(w))

E(gi(w); Θ)−
∑

eik,jl∈R(pg(w))

E(βik(w), βjl(w); Θ)},

(4.10)

where T (pg) is the set of the terminal notes in this pg and R(pg) is the set of relations in this pg. The first
term alone in equation 4.10 stands for a SCFG. The second and third terms are energy terms on the terminal
notes and relations. In the following sections, we’ll elaborate the learning algorithms for AOGs in detail,
starting from the parameter learning.

4.2 Learning Parameters in AOG

Suppose we have a training set sampled from an underlying distribution f governing the objects.

Dobs = {(Iobs
i ,pgobs

i ) : i = 1, 2, ..., N} ∼ f(I,pg). (4.11)

The parse graphs pgobs
i can be obtained from the ground truth database, like [149], or considered missing

in unsupervised case. The objective is to learn a model p which approaches f by minimizing a Kullback-
Leibler divergence,

p∗ = arg minKL(f ||p) = arg min
∑

pg∈Ωpg

∫
ΩI

f(I,pg) log
f(I,pg)

p(I,pg; Θ,R,∆)
dI

= arg min−entropy(f(I,pg))− E(I,pg)∼f [log p(I,pg; Θ,R,∆)]. (4.12)

The entropy of f is constant and we can approximate the expectation with empirical sampling. Then, this is
equivalent to the MLE for the optimal vocabulary ∆, relationR, and parameter Θ,

(∆,R,Θ)∗ = arg max

N∑
i=1

log p(Iobs
i ,pgobs

i ; Θ,R,∆)− `(VT , VN , N) (4.13)

log p(Iobs
i ,pgobs

i ; Θ,R,∆) ∝ −
∑
v∈V or

λv(ω(v))−
∑
t∈V T

λt(α(t))−
∑

(i,j)∈R

λmn(vm, vn) (4.14)

where `(VT , VN , N) is a regularization term that shall balance the model complexity wrt. sample size N
but also account for the semantic significance of each elements for the vision purpose (human guided here).
The latter is often reflected by utility or cost functions in Bayesian decision theory. Other notations will be
explained in next section.

Learning the probability model includes three phases and all three phases follow the same principle
above.
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1. Estimating the parameters Θ from training date Dobs for givenR and ∆.

2. Learning and pursuing the relation setR for nodes in G given ∆.

3. Discovering and binding the vocabulary ∆ and the hierarchy of the And-Or tree automatically.

4.2.1 Maximum Likelihood Learning of Θ

For a given And-Or Graph hierarchy and relations, the estimation of Θ follows the MLE learning process.
Let L(Θ) =

∑N
i=1 log p(Iobs

i ,pgobs
i ; Θ,R,∆) be the log-likelihood, by setting ∂L(Θ)

∂Θ = 0, we have the
following three learning steps.

1. Learning the λv at each Or-node v ∈ V or accounts for the frequency of each alternative choice. The
switch variable at v has n(v) choices ω(v) ∈ {∅, 1, 2, ..., n(v)} and it is ∅ when v is not included in the pg.
The derivation is similar to what we have in section 4.1.1. We compute the histogram,

hobs
v (ω(v) = k) =

#(ω(v) = k)∑n(v)
j=1 #(ω(v) = j)

, k = 1, 2, ..., n(v). (4.15)

#(ω(v) = k) is the number of times that node v appears with ω(v) = k in all the parse graphs in Ωobs
pg .

Thus,
λv(ω(v) = k) = − loghobs

v (ω(v) = k), ∀v ∈ V or. (4.16)

2. Learning the potential function λt at the terminal node t ∈ V T . ∂L(Θ)
∂λt

= 0 leads to the statistical
constraints,

Ep(pg;Θ,R,∆)[h(α(t)] = hobs
t , ∀t ∈ V T . (4.17)

In the above equation, α(t) are the attributes of t and h(α(t)) is a statistical measure of the attributes, such
as the histogram. hobs

t is the observed histogram pooled over all the occurrences of t in Ωobs
pg .

hobs
t (z) =

1

#t

∑
t

1(z − ε

2
< α(t) ≤ z +

ε

2
). (4.18)

#t is the total number of times, a terminal node t appears in the data Ωobs
pg . z indexes the bins in the

histogram and ε is the length of a bin.
3. Learning the potential function λmn for each pair relation (m,n) ∈ R. ∂L(Θ)

∂λmn
= 0 leads to the

following implicit function,

Ep(pg;Θ,R,∆)[h(vm, vn)]] = hobs
mn, ∀(m,n) ∈ R. (4.19)

Again, h(vm, vn) is a statistic on vm, vn, for example, a histogram on the relative size, position, and orien-
tation, appearance etc. hobs

mn is the histogram summed over all the occurrence of (vm, vn) in Dobs.
The equations (4.16), (4.17) and (4.19) are the constraints for deriving the Gibbs model p(pg; Θ,R,∆)

in equation (4.14) through the maximum entropy principle.
Due to the coupling of the energy terms, both equations (4.17) and (4.19) are solved iteratively through

a gradient method. In a general case, we follow the stochastic gradient method adopted in learning the
FRAME model [158], which approximates the expectationsEp[h(α(t))] in equation (4.17) andEp[h(vi, vj)]
in (4.19) by sample means from a set of synthesized examples. This is the method of analysis-by-synthesis
adopted in our texture modeling paper [158]. In the end of this section, we show the sampling and synthesis
experiments on two object categories – clock and bike in Figures 4.5 and 4.7.
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Figure 4.3: Results of the learning procedure. In the left, we show histograms for four pairwise relationships
at different iterations. The last iteration matches the observed histogram quite closely. In the right, we
can see the decrease of KL divergence between the current and target model as the relationship pursuit is
performed.

4.2.2 Learning and Pursuing the Relation Set

Besides the learning of parameters Θ, we can also augment the relation setsR in an And-Or Graph, and thus
pursue the energy terms in

∑
(m,n)∈pg λmn(vm, vn) in the same way as pursuing the filters and statistics in

texture modeling by the minimax entropy principle [158].
Suppose we start with an empty relation set R = ∅ and thus p = p(pg;λ, ∅,∆) is a SCFG model. The

learning procedure is a greedy pursuit. In each step, we add a relation e+ to R and thus augment model
p(pg; Θ,R,∆) to p+(pg; Θ,R+,∆), whereR+ = R∪{e+}. e+ is selected from a large pool ∆R so as to
maximally reduce KL-divengence,

e+ = arg maxKL(f ||p)−KL(f ||p+) = arg maxKL(p+||p), (4.20)

Thus we denote the information gain of e+ by

δ(e+)
def
= KL(p+||p) ≈ fobs(e+)dmanh(hobs(e+),hsyn

p (e+)). (4.21)

In the above formula, fobs(e+) is the frequency that relation e+ is observed in the training data, hobs(e+) is
the histogram for relation e+ over training data Dobs, and hsyn

p (e+) is the histogram for relation e+ over the
synthesized parse graphs according to the current model p. dmanh is the Manhanonabis distance between
the two histograms.

Intuitively, δ(e+) is large if e+ occurs frequently and tells a large difference between the histograms of
the observed and the synthesized parse graphs. Large information gain means a significant relation e+.

4.2.3 Examples of Sampling and Synthesis from AOG

In this section, we show some examples of sampling and synthesizing images from AOGs. Our examples
illustrates the improvement of the samples as we pursuit the model and add relations into the initial SCFG. In
[155], Zhu et al. showed a range of image synthesis experiments by sampling the image model (ensembles)
for various visual patterns, such as textures, texton, shape contours, faces etc. to verify the learned model in
the spirit of analysis-by-synthesis.

In Figure 4.4, we compare faces synthesized from SCFG and AOG. We can see that context-sensitive
grammar generates much more realistic faces. Figure 4.5 illustrates the synthesis process for a clock cate-
gory whose AOG is shown previously in Figure 3.16. The experiment is from [62]. Each row in Figure 4.5
shows five typical examples from the synthesis set Ωsyn

pg in different iterations. In the first row, the clocks
are sampled from the SCFG (Markov tree) in a window. These examples have valid parts for clocks shown
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Algorithm 1: Learning Θ by Stochastic Gradients

Input: Dobs = {pgobs
i ; i = 1, 2, ...,M}.

1 Compute histograms hobs
v ,hobs

t ,hobs
mn from Dobs for all feature/relations.

2 Learn the parameters λv at the Or-nodes by equation (4.16).
3 repeat
4 Sample a set of parse graphs from the current model p(pg; Θ,R,∆)
5 Dsyn = {pgsyn

i ; i = 1, 2, ...,M ′}
6 Compute histograms hsyn

t ,hsyn
ij from Dsyn for all feature/relations

7 Select a feature/relation that maximizes the diff. between obs. vs syn. histograms.
8 Set λ = 0 for the newly selected feature/relation.
9 repeat

10 Update the parameters with step size η
11 δλt = ηt (hsyn

t − hobs
t ), ∀t ∈ VT ,

12 δλmn = ηmn (hsyn
mn − hobs

mn), ∀(m,n) ∈ R.
13 Sample a set of parse graphs and update the histograms.
14 until |hsyn

t − hobs
t | ≤ ε and |hsyn

mn − hobs
mn| ≤ ε for the selected feature/relations.;

15 until |hsyn
t − hobs

t | ≤ ε and |hsyn
mn − hobs

mn| ≤ ε for all features and relations;
16 Equations (4.17) and (4.19) are then satisfied to certain precision.

in different colors, but there are no spatial relations or features to constrain the attributes of the component
or layouts. Thus the instances look quite wrong. In the second row, the relative positions of the components
(in terms of their centers) are considered. After matching the statistics of the synthesized and observed
sets, the sampled instances look more reasonable. In the third, fourth, and fifth rows, the statistics on the
relative scale, the hinge relation between clock hands, and a containing relation are added one by one. The
synthesized instances become more realistic.

Figure 4.7 shows the same random sampling and synthesis experiment on bicycles. With more spatial
relations included and statistics matched, the sampled bikes from the learning models become more realistic
from (a) to (d). The set of relations we chose from are included in Figure 4.6.

The synthesis process produces novel configurations not seen in the observed set and also demonstrates
that the spatial relations captured by the And-Or graph will provide information for top-down prediction of
object components. Figure 5.60 shows an example of top-down prediction and hallucination of occluded
parts using the learned bike model above.

We also show the application of AOG models in human pose parsing. In Figure 4.9, we define an AOG
for human posing and combine it with the learned appearance model in Figure 4.10 to parse pedestrian poses
from natural scenes [109]. The compositionality of the AOGs enable us to parse diverse human poses and
handle significant deformation/variation of the poses. In Figure 4.11 we show samples generated from the
learned AOG. The context-sensitive grammar can generate enriched samples w/o constraints assigned to
certain parts of the body.

4.2.4 Summary of the Parameter Learning

In summary, the learning algorithm starts with a SCFG (Markov tree) and a number of observed parse graphs
for trainingDobs. It first learns the SCFG model by counting the occurrence frequency at the Or-nodes. Then
by sampling this SCFG, it synthesizes a set of instances Dsyn. The sampled instances in Dsyn will have the
proper components but often have wrong spatial relations among the parts as there are no relations specified
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Figure 4.4: Synthesized cartoon faces. All the facial organs are generated from an SCFG. The attributes,
however, are determined by an AOG, which considers the context, such as the relative distance between
the nose and the mouth, the symmetry of the eyes and ears, etc. (a) No relations are added. Although all
components are included, the layouts are random. (b) Only unary relations are added. All components are
anchored in a rough area in the face, but the relative distances are not considered. (c) Binary relations are
included. Now the relative positions of all the organs are correct, giving realistic face layouts.

in SCFG. Then the algorithm chooses a relation that has the most different statistics (histogram) over some
measurement between the setsDobs andDsyn. The model is then learned to reproduce the observed statistics
over the chosen relation. A new set of synthesized instances is sampled. This iterative process continues
until no more significant differences are observed between the observed and synthesized sets.

Remark 1. At the initial step, the synthesized parse graphs will match the frequency counts on all
Or-nodes first, but the synthesized parse graphs and their configurations will not look realistic. Parts of the
objects will be in wrong positions and have wrong relations. The iterative steps will make improvements.
Ideally, if the features and statistical constraints selected in equations (4.17) and (4.19) are sufficient, then
the synthesized configurations

Ωsyn
C = {Csyn

i : pgsyn
i −→ Cobs

i , i = 1, 2, ...,M ′}. (4.22)

should resemble the observed configurations. This is what people did in texture synthesis.
Remark 2. In the above learning process, a parse graph pgobs

i contributes to some parameters only when
the corresponding nodes and relations are present in pgobs

i .

4.3 Structure Learning:Block Pursuit and Graph Compression

In the coming sections, we study the structure learning of AOG. Recall that learning structure aims to obtain
the hierarchical vocabulary for the grammar. The hierarchy enables semantic meaningful components to be
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(a)

(b)

(c)

(d)

(e)

Figure 4.5: Learning the And-Or graph parameters for the clock category. (a) Sampled clock examples
(synthesis) based on SCFG (Markov tree) that accounts for the frequency of occurrence. (b-e) Synthesis
examples at four incremental statges of the minimax entropy pursuit process. (b) Matching the relation
positions between parts, (c) further matching the relative scales, (d) further pursuing the hinge relation, (e)
further macthing the containing relation. Reprinted/modified, with permission, from (Porway, Yao and Zhu,
2008) [99].
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Figure 4.6: Relation examples. Here we only include binary relations. They can be applied to selected
grammar nodes and return a value. The input of a relation function is the attributes of two nodes. Then it
outputs the value, indicating if the two nodes have certain relation.

reconfigured and composed, expressing large-scale of languages when maintaining concise grammar. Visual
objects are fundamentally compositional and exhibit rich structural variations: cats may have sharp or round
ears; desks may have long or short legs. Therefore object templates must be reconfigurable to account for
structural variabilities. In this section, we introduce a framework for learning AND-OR templates (AOT)
which combine compositionality represented as AND nodes, and reconfigurability represented as OR nodes.

An AOT is a stochastic reconfigurable template that generates a set of valid configurations or object
templates. The AND nodes represent compositions of parts, while the OR nodes account for articulation
and structural variation of parts. As an example, Figure 4.12 shows a learned AOT from 320 animal face
images without manual labeling. The solid circles denote AND nodes and the hollow ones denote OR nodes.
The branching probabilities are also shown at each OR node. The rectangles denote terminal nodes, where
the numbers index the animal facial parts (e.g. eyes, ears) shown as Hybrid Image Templates (HITs) in the
third row of the figure. HITs are used as reusable building blocks of AOT and will be introduced in the
following. The hierarchical AOT generates a large number of valid configurations.

The learning algorithm for AOT consists of two steps:
i) Block pursuit for hierarchical dictionaries of reusable parts. Firstly we set up a data matrix (e.g.

Figure 4.15) using feature responses of positive training examples. Each row in the data matrix corresponds
to one training example; and each column corresponds to one feature (e.g. primitive, texture and color).
The data matrix is usually flat, i.e. with a small number of rows (e.g. 100) and a large number of columns
(e.g. 106). The entries in the data matrix, i.e. the feature responses, are normalized to real numbers between
0 and 1. A response of 1 indicates that a certain feature or part is present in the image, while 0 indicates
absence of such feature. Each visual part corresponds to a rectangular block in the data matrix. The block
is specified by a set of common features (columns) shared by a set of examples (rows). The shared features
form a template of the block members. The summation over entries in the block measures how significant
and how frequent it is. We find that pursuing large blocks with a lot of 1’s directly links to the information
projection principle [143, 158] and maximum likelihood estimation. Once we pursue the blocks, i.e. the
parts, we augment the data matrix with new columns measuring the responses of the parts. This procedure
is done recursively until we reach the scale of whole objects. It is worth to note that the pervasive ambiguity
of parts (i.e. where to segment objects into parts) can be reduced or eliminated by jointly pursuing for both
objects and parts. We show this in the one dimensional text example in Section 4.3.5.

ii) Graph compression on the AOT. After block pursuit, we encode the training images by a set of
configurations of parts (i.e. which parts appear and where they appear). It is a flat and large AOT whose root
node has many branches. This flat AOT simply memorizes data, so it suffers from large model complexity
and thus poor generalizability. We propose a graph compression procedure to produce a compact AOT.
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(a)

(b)

(c)

(d)

Figure 4.7: Random sampling and synthesis of the bike category. Reprinted/modified, with permission,
from (Porway, Yao and Zhu, 2008) [99].
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Figure 4.8: Top-down prediction by sampling the missing part. A neighborhood of parts is fixed and the
remaining parts are Gibbs sampled. The accuracy of the prediction is measured by the Thin-plate-spline +
affine transformation (Y-Axis of the right curve) needed to move the predicted part to its true position. We
can see that this energy decreases drastically as we add more relations to the model [99]. Reprinted/modified,
with permission, from (Porway, Yao and Zhu, 2008) [99].

Figure 4.9: And-Or graph grammar model for human pose parsing: (a) Pictorially represent the and-or
graph, representing or-nodes as ovals containing a selection from multiple forms for a given part type.
For each of these forms there is a corresponding and-node, represented as black circles, that specify the
composition of that part from smaller subparts. (b) A parse graph is a derivation of the and-or graph, and
contains instantiations for each and-node corresponding to every or-node selected in the derivation. The
edges of the parse graph represent local geometric and type constraints between parts. Reprinted/modified,
with permission, from (Rothrock, Park and Zhu, 2013) [109].
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Figure 4.10: Learned HIT appearance templates for 25 of the 110 productions in the model. Each produc-
tion corresponds to a prototypical part configuration which captures a particular perceptual aspect of the
part’s appearance such as clothing, color, geometry, pose, and lighting. The color features are rendered by
sampling pixels from their corresponding prototype histograms. Reprinted/modified, with permission, from
(Rothrock, Park and Zhu, 2013) [109].
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Figure 4.11: Random samples from the prior model are synthesized by sampling a random parse graph from
prior model, then sampling the appearance template for each part. To illustrate the flexibility of the model,
samples can be conditioned on any set of parts. Constrained samples conditioned on fixed hand positions
are shown in (a), and unconditioned samples are shown in (b). Reprinted/modified, with permission, from
(Rothrock, Park and Zhu, 2013) [109].

There are two operators in graph compression:

• Sharing. This operator restructures the AOT by sharing parts (e.g. (A∩B)∪(A∩C)⇒ A∩(B∪C)).

• Merging. This operator merges OR nodes with similar branching probabilities, and re-estimate the
merged probabilities.

By applying the two operators, we reduce the model complexity, which is measured by the number of nodes
in the AOT. This is accompanied by a slight loss in likelihood. We use a parameter to control the trade-off
between data likelihood and model complexity. This is closely related to Bayesian model selection methods
like BIC [114]. Though in this section we introduce block pursuit and graph compression in AOT learning as
an example, the methodology is universal and can be extended to other applications, e.g., pursuit of atomic
actions or causal relationships.

4.3.1 Hybrid Image Templates (HIT) as Terminal Nodes

In our representation, the terminal nodes of the AOT are HITs (hybrid image templates) [119], which we
explain in the following.

Image alphabet. An image I is divided into many small image patches {IΛ}, where {Λ} are domains of
local regions (e.g. 112 ∼ 192 pixels). The space of small image patches are quantized into four categories:
sketch, texture, flatness and color.

Definition 1 (Definition 1). The image alphabet, denoted as ∆(1), is the set of feature prototypes that are
typical and appear frequently in small image patches. They include sketch, texture, flatness and color:

∆(1) = {Bj} ∪ {htxt
j } ∪ {hflt

j } ∪ {hclr
j }
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Figure 4.12: An AND-OR Template (AOT) learned from 320 animal face images of four categories, with no
manual labeling. Shaded circles denote AND nodes, which are combinations of terminal nodes or children
OR nodes. Empty circles means structural OR nodes. Shaded rectangles are terminal nodes, which are
hybrid image templates (HITs) for part appearances. Each terminal node is also associated with a geometric
OR node which accounts for its deformation and articulation. For clarity we removed the geometric OR
nodes and OR branches with probability less than 0.1. Reprinted/modified, with permission, from (Zhang
and Zhu, 2011) [119].
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Figure 4.13: A more detailed illustration of the animal AOT shown in Figure 4.12. For OR nodes, we illustrate typical
templates with structural variations and geometric transforms. The AND nodes are denoted by solid blue circles. The
terminal nodes are individual parts (e.g. ear, mouth) which are represented by automatically learned hybrid image
templates. Reprinted/modified, with permission, from (Zhang and Zhu, 2011) [119].

{Bj} are image primitives or sketches (e.g. Gabor wavelets), which often appear near strong edges and
object boundaries. {htxt

j } are histograms of gradient orientations (e.g. HoG) which are suitable to represent
more complex textures inside objects (e.g. fur and hair). {hflt

j } are flatness features which often appear in
empty image patches like cloudless sky. {hclr

j } are histograms of color, which are most capable of describing
objects with distinctive colors (e.g. tomatoes).

HIT model. A HIT is a fully generative probabilistic image model, which consists of a small number of
atomic feature prototypes at selected locations and orientations. See Figure 4.14 for two HITs learned from
tomato and pear images. A HIT is specified by a list:

HIT = {(B1, x1, y1, o1), (h2, x2, y2),

(h3, x3, y3), (B4, x4, y4, o4), ...}

whereB1, B4, ... are image primitives and h2,h3, ... are histogram descriptors for texture, flatness and color.
{(xj , yj)} denote the selected locations and {oj} are the selected orientations. Though local deformation is
allowed for its individual elements, the HIT itself does not deal with large articulation or structural variation.
The proposed AOT is aimed at addressing this issue, and the HITs serve as terminal nodes of AOT. Each
AOT is an object template consist of a few HITs as parts.

structure texture flatness color

Figure 4.14: HITs for tomato and pear. Best viewed in color. Reprinted/modified, with permission, from
(Zhang and Zhu, 2011) [119].
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Feature responses. Within a window (e.g. 150 by 150 pixels) of visual object, the image is divided
into small image patches using a regular grid. For each patch, we measure a one-dimensional response r(I)
which indicates how likely each feature prototype in ∆(1) appears in this patch. r measures the similarity
between the image patch and feature prototype, and it is normalized to a value between 0 and 1. Larger
value of r means this feature prototype appears with higher probability.

For image primitives {Bj}, we compute feature response r as the Euclidean distance between the image
patch and the primitive. For texture, color and flatness, we compute locally pooled histograms in the image
patch. We refer to [119] for parameters of atomic features and how to compute the one dimensional response
r(I).

Let D be the total number of feature responses (i.e. number of patches times the dictionary size |∆(1)|
) on one image. D is often on the order of 106 or more. The feature responses of image I is organized in a
vector:

R(I) = (r1(I), ..., rD(I)).

From the D candidate features we select a small subset to compose a HIT. Let {j1, ...jT } ⊂ {1, ..., D} be
indexes of the selected features. T is the number of selected atomic features, and it is usually on the order
of 10. To simplify notation, we will use rt to denote rjt when there is no ambiguity.

Probability model. Let X+ = {I1, ..., IN} be positive example images (e.g. animal faces) governed
by the underlying target distribution f(I). Let X− be a large set of generic natural images governed by the
reference distribution q(I). Our objective of learning is to pursue a model p(I) to approximate f(I) in a
series of steps:

q(I) = p0(I)→ p1(I)→ · · · pT (I) = p(I) ≈ f(I)

starting from q.
The model p after T iterations contains T selected features {rt : t = 1, ..., T}. If the selected feature

responses capture all information about image I, it can be shown by variable transformation [143] that:

p(I)

q(I)
=
p(r1, ..., rT )

q(r1, ..., rT )
. (4.23)

So p can be constructed by reweighting q with the marginal likelihood ratio on selected features.
Under the maximum entropy principle, p(I) can be expressed in the following log-linear form:

p(I) = q(I)
T∏
t=1

[
1

zt
exp {βtrt(I)}

]
. (4.24)

where βt is the parameter for the t-th selected feature rt and zt (zt > 0) is the individual normalization
constant determined by βt:

zt =
∑
rt

q(rt) exp{βtrt}. (4.25)

It is an expectation over the reference distribution q(rt). In practice, as a pre-processing step prior to model
learning, we estimate q(rt) in the form of a histogram using a large number of random training examples.
And we can compute zt using Monte Carlo estimation.

For simplicity, we will use an aggregated normalizing constantZ =
∏T
t=1 zt when there is no ambiguity.

By the information projection principle [95, 143, 158], we adopt a step-wise procedure to for feature
selection. In particular, the t-th feature rt is selected and model pt is updated by:

pt = arg max K(pt|pt−1)
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s.t. Ept [rt] =
1

N

N∑
i=1

rt(Ii) (4.26)

where K denotes the Kullback-Leibler divergence, and by maximizing it over all candidate features, we
select a most informative feature rt to augment pt−1 towards pt. The constraint equation in Eq. (7.30)
ensures that the updated model is consistent with the observed training examples on marginal statistics. The
optimal βt can be found by a simple line search or gradient descent to satisfy the constraint in Eq. (7.30).

It is convenient to rewrite Eq. (7.29) using a long and sparse vector β of length D, with only few
non-zero entries at the indexes {j1, ..., jT } corresponding to selected features:

p(I) = q(I)
D∏
j=1

[
1

zj
exp{βjrj(I)}

]
(4.27)

And the logarithm of normalizing constants (log z1, ..., log zD) is also sparse, with log zj = 0 (i.e. zj = 1)
whenever βj = 0. Since β encodes both indexes and multiplicative weights of selected features, we may
simply consider β itself as an HIT.

Definition 2 (Definition 2). The terminal nodes of AOT, denoted as ∆(2), is the set of HITs,

∆(2) = {HITk : k = 1, ...,K},

which are automatically learned from images. Each entry in ∆(2) is a part template composed of elements
in ∆(1) at selected locations and orientations. K can also be learned, which will be explained in Section
4.3.3. See the third row of Figure 4.12 for an example of ∆(2).

In [119] it is shown that the HIT performs well on object categorization. With fewer features and
parameters, it achieves on par or better accuracy compared with state-of-the-art methods like HoG + SVM
[23] on public benchmarks, especially when there are a small number of training examples.

Figure 4.15: The data matrix R measured on images. Reprinted/modified, with permission, from (Zhang
and Zhu, 2011) [119].

4.3.2 AOT: Reconfigurable Object Templates

An AOT consists of a number of configurations of parts, which include
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i) structural variabilities (i.e. what parts appear);

ii) geometric variabilities (i.e. where they appear).

The AOT embodies a stochastic context free grammar to regulate the structural and geometric variabilities.
It can efficiently capture high-order interaction of parts and compositionality.

Figure 4.13 illustrates an AOT for animal faces. The terminal nodes are shown as shaded rectangles.
AND nodes are denoted as blue solid circles. OR nodes (for both geometric and structural variabilities) are
drawn with dashed boxes together with typical configurations. The root node is an OR node with all the
valid configurations of animal faces. It is branched into several sets of valid structural configurations as well
as geometric configurations (represented as AND nodes) of two sub-parts: upper face (B) and mouth (C).
As we move down the AOT, the upper face is in turn decomposed into left ear (D), right ear (E) and forehead
(F). The structural and geometric configurations are not observed in training images, and thus are modeled
by two separate sets of latent random variables:

Definition 3 (Definition 3). The structural configuration b of AOT is a binary activation vector of length K
(K = |∆(2)|), indicating which parts in ∆(2) are activated. bk = 1 means HITk is activated and appears
in the image.

Definition 4 (Definition 4). The geometric configuration τ of AOT is a list of transforms (translation, rota-
tion and scaling) applied to the parts in ∆(2).

The AOT (e.g. in Figure 4.13) defines a set of valid configurations for b and τ , and puts a probability
distribution p(τ ,b; AOT) on this set.

The complete likelihood for an AOT is defined as

p(I, τ ,b|AOT,β) = p(τ ,b|AOT) · p(I|τ ,b,β), (4.28)

and the image likelihood conditioned on the configuration (τ ,b) is a log-linear form following Eq. (4.27):

p(I|τ ,b,β) =

exp
{ K∑
k=1

bk

 D∑
j=1

βk,jrτ (j)(I)− logZk

}q(I), (4.29)

Here we slightly abuse the notation and use τ as a warping function that maps {1, ..., D} to an integer-
valued index. This in effects matches a location (and orientation, scale) in the template to a location in the
image. For out-of-bound situation, rτ (j) = 0 if τ (j) < 1 or τ (j) > D. β is a K ×D real-valued matrix
denoting a set of K HITs for part templates. β is extremely sparse, and there are only around 10 ∼ 30 out
of D (D can easily exceed 106) non-zero entries in each row. Zk’s are normalizing constants.

We shall call the log-likelihood ratio log p
q as a template matching score, which measures the information

gain of explaining the image by the foreground object model instead of the background model:

Score(I) = log
p(I|τ ,b,β)

q(I)
=

K∑
k=1

Score(HITk, I) (4.30)

where

Score(HITk, I) = bk

 D∑
j=1

βk,jrτ (j)(I)− logZk

 . (4.31)
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We assume that the structural configuration is independent from the geometric configuration, and thus

p(τ ,b|AOT) = p(τ |AOTgeo) · p(b|AOTstr), (4.32)

where AOTgeo is a sub-AOT consisting of only geometric OR nodes (see Figure 4.13), and AOTstr con-
sisting of only structural OR nodes. This facilitates fast inference. In our work, AOTgeo is a hierarchical
deformation tree similar to the active basis model [143].

4.3.3 Learning AOT from Images

The terminal nodes ∆(2) and the non-terminal nodes in AOT are learned automatically from training images.
We first describe how to learn ∆(2) (the HITs for part templates) using an EM-type block pursuit algorithm.
The same algorithm is applied recursively to learn ∆(3) (compositions of HITs) . Then we introduce a graph
compression algorithm to learn a compact set of non-terminal AND/OR nodes.

Block Pursuit on Data Matrix

Data matrix. The learning is performed on the data matrix R as shown in Figure 4.15. Each row of R
is a feature vector for an image in X+. R is not necessarily a rectangular matrix, as images of different
sizes produce feature vectors of varying lengths. But for simplicity, we assume all positive training images
are roughly aligned and have the same size as the object template (this assumption is released in Section
25). Therefore R is a matrix with N (number of positive examples) rows and D (number of all candidate
features) columns, and each entry Rij = rj(Ii) is a feature response (0 ≤ Rij ≤ 1). Larger value of Rij

means feature j appears in image Ii with higher probability.
On the data matrix, we pursue large blocks {Bk : k = 1, ...,K} with lots of 1’s, which correspond to

HITs that appear frequently and with high confidence. A block is specified by a set of common features
(columns) shared by a set of examples (rows). The significance of block Bk is measured by the summation
over the block:

Score(Bk) =
∑

i ∈ rows(Bk)
j ∈ cols(Bk)

(βk,jRi,j − log zk,j) (4.33)

where rows(·) and cols(·) denote the rows and columns of block Bk. cols(Bk) corresponds to the selected
features in HITk; and rows(Bk) are the examples on which HITk is activated. βk,j is the multiplicative
parameter of feature j in HITk, and zk,j is the individual normalizing constant determined by βk,j . See Eq.
4.25 for estimation of zk,j .

The score of Bk is equal with the summation of Eq. (4.31) over positive examples {Ii : i = 1, ..., N}:

Score(Bk) =
N∑
i=1

Score(HITk, Ii). (4.34)

If we have already identified K blocks {Bk : k = 1, ...,K}, then the total score for all the blocks is equal
with the summation of Eq. (4.30) over positive examples:

K∑
k=1

Score(Bk) =
N∑
i=1

Score(Ii) =
N∑
i=1

log
p(Ii)

q(Ii)
. (4.35)
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So pursuing blocks by maximizing Eq. (4.35) corresponds to maximum likelihood estimation and the
information projection principle.

Information projection. Recall that we pursue a series of models starting from q(I) to approximate the
target distribution f(I) governing training positives X+. This corresponds to maximizing the log-likelihood
log p(I) on X+. Initially p = q, and the data matrix has a log-likelihood L0(R). After pursuing K blocks,
the resulting image log-likelihood is

L(R,β,b) = L0(R) +

K∑
k=1

Score(Bk). (4.36)

In the above equation, we have used the vector representation in Eq. (4.27) and (4.29). Here we denote
the dictionary of HITs in a K ×D real-valued sparse matrix β. And we denote the structural configurations
on all N images in a K ×N binary sparse matrix b. The k-th block can then be denoted as a pair of sparse
vectors

(
bk,: ,βk,:

)
, where the non-zero items in βk,: denotes columns of Bk, and the non-zero items in bk,:

denote the rows of Bk.
Block pursuit is a penalized maximum likelihood estimation problem, minimizing a two-term cost func-

tion:

−L(R,β,b) + penalty(β), (4.37)

which measures how well the dictionary of templates ∆(2) (encoded in β) explain the data matrix through
their activations b. The penalty term is an l0 penalty on β:

penalty(β) = η ·
D∑
j=1

1β 6=0 (4.38)

where 1() is an indicator function. η controls the trade-off between the two terms, and we find η = 0.1
usually leads to good learning results.

In a fully expanded form, the optimization problem in (4.37) is:

min
b,β
− 1

N

 N∑
i=1

∑
k

bk,i

D∑
j=1

βk,jRi,j − logZk


+0.1 ·

∑
k,j

1βk,j 6=0 (4.39)

where Zk =
1

|X−|
∑
I∈X−

exp


D∑
j=1

βk,jrj(I)


We also enforce that the coefficients βk,: of HITk is confined within a local region of the object window
(e.g. the top-left subwindow in the 3 by 3 grid in Figure 4.19) , and for each local region exactly one block
is activated for each image example, so that the activated HITs do not overlap.

Due to the highly non-convex l0 penalty, a naive global optimization algorithm would result in expo-
nential complexity of O(2K×D). Inspired by the matching pursuit algorithm for signal reconstruction under
sparse constraints, we propose a shared matching pursuit algorithm generalized from the one used in [143].
This algorithm greedily selects blocks with largest scores, and has a linear complexity O(KD).
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Algorithm 2: Block Pursuit for Part Learning

Input: Data matrix R, initialization of structural configuration b(0), the number of blocks K.
Output: Coefficient matrix β(T ) and structural configuration b(T ) after T iterations.

1 t← 1. Compute the correlation matrix Corr between each pair (j, j′) of features.
2 For each candidate feature rj , and for a grid of possible values {β(m)} for the coefficient β,

compute the corresponding normalizing constant zmj , and the corresponding expectations
{E
[
rj ;β

(m)
]
} for all m:

E
[
rj ;β

(m)
]

= 1
|X−|

∑
I∈X− rj(I) exp{β(m)rj(I)}

3 repeat
55 for k = 1 to K do
6 Compute the average response on activated positive examples: r̄+

k,j = 1
N

∑N
i=1 bk,iRi,j ,∀j

88 Find the best βk,j and zk,j by β∗k,j ← β(µ), z∗k,j ← z
(µ)
j ,

µ = arg minm(E
[
rj ;β

(m)
]
− r̄+

k,j)
2

1010 Then compute the gain of feature j for the k-th block:

gaink,j =

{
β∗k,j r̄

+
k,j − log z∗k,j j ∈ Sc(t)

0 otherwise

11 end
12 β ← 0
13 for k = 1 to K do
14 repeat
15 update βk,::

j∗ ← arg max
j

gaink,j

β
(t)
k,j ← β∗k,j , z

(t)
k,j ← z∗k,j

gaink,j′ ← 0, ∀j′ s.t. Corr(j, j′) > Thres = 0.9

16 until maxj gaink,j < γ, or the maximum allowed number of selected features is reached;
17 end
18 b← 0.
19 for i = 1 to N do
20 repeat
21

k∗ ← arg max
k

∑
j

β
(t)
k,jRi,j − log z

(t)
k,j

b
(t)
k∗,i ← 1

set b(t)
k,i = 0 if non-zero entries of βk,: and βk∗,: overlap.

22 until all values in b are assigned;
23 end
24 t← t+ 1

25 until b converges;
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EM-type iterations. The rows of blocks (i.e. activations of parts b) are not observed on training images,
and we need to repeatedly infer them using the estimated AOT model. So the block pursuit algorithm as
outlined below is an EM-type algorithm that alternate between model parameters β and latent variables b:

The learned blocks can be ranked by the score (or information gain) in Eq. (7.31) and the blocks with
small scores are discarded.

Deformable Block Pursuit

In the previous subsection, we assume the images are aligned so that the the visual parts of different images
appear in similar locations. To apply the block pursuit algorithm for non-aligned images or images with
articulated objects, we expand the E1 step in the baseline block pursuit algorithm by inferring both geometric
and structural configurations. Now the input is a set of feature vectors R = {R1,:, ...,RN,:} with different
dimensions, but the coefficient matrix remains to be K ×D. Similar to Eq. (4.37), the objective is:

min
β,b,τ

−L(R,β,b, τ ) + penalty(β), (4.40)

where

L(R,β,b, τ ) = L0(R) +
N∑
i=1

∑
k

bk,i

D∑
j=1

(
βk,jRi,τ i(j) − log zk,j

)
. (4.41)

In the E step, we not only solve for the best structural configuration b but also infer the best geometric
configuration τ i on each positive example Ri,: using the inference algorithm in Section 4.3.4. τ i denotes the
localization (i.e. position x, y, rotation o, scale s ) for the object bounding box, part bounding boxes as well
as primitives on image Ii. Part bounding boxes sit at canonical locations relative to the object center. Each
part is subject to a random local perturbation (∆x,∆y,∆o,∆s), which is independent from other parts.
Similarly, primitives are subject to independent local perturbations around their canonical locations inside
their parent part bounding box. The inference algorithm contains one round of bottom-up steps followed
by one round of top-down steps. In the bottom-up steps, the local perturbations are accounted in local
maximizations (Up-2, Up-4). The optimal localization of object bounding box is first inferred (Up-6); then
the optimal localizations of parts are obtained by retrieving the arg-max perturbations of parts (Down-5).
The optimal localizations of primitives are found similarly.

Recursive Block Pursuit

Now we have pursuedK blocks or terminal nodes ∆(2) = {HITk, k = 1, ...,K}. We then augment the data
matrix by K new columns consisting of responses on the HITs. For clarity, we denote R as R(1) to indicate
responses on ∆(1). And we denote R(2) as the newly computed responses on ∆(2) for the N images. Each
entry of R(2) is a template matching score:

R
(2)
i,k = Score(HITk, Ii). (4.42)

The block pursuit algorithm or its deformable version can be carried on recursively on R(2). This leads to a
compositional hierarchy. In our experiments we find the simple three level (object-part-primitive) hierarchy
works well for detecting articulated objects in cluttered images.
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Figure 4.16: Block pursuit on images. Reprinted/modified, with permission, from (Zhang and Zhu,
2011) [119].

Figure 4.17: Graph compression by sharing. Reprinted/modified, with permission, from (Zhang and Zhu,
2011) [119].

Figure 4.18: Graph compression by merging. Reprinted/modified, with permission, from (Zhang and Zhu,
2011) [119].

Graph Compression

So far we are focused on pursuing blocks to identify meaningful parts from the training images and assume a
trivial structural AOT which allows for any activation patterns of parts as long as they don’t overlap. This can
be problematic as the parts that co-appear in different locations are usually correlated, and certain structural
configurations of parts should be prohibited (e.g. bear’s left ear + cat’s right ear). In particular, such a
flexible model may easily match a cluttered background patches and cause a large number of false positives.
To learn the structural AOT from examples, we extend the optimization problem of block pursuit by adding
a prior model p(b; AOTstr) for structural configuration b and a hyper prior controlling the complexity of
AOTstr. This results in an objective function with four terms:

min
β,b,τ ,AOTstr

−L(R,b,β, τ ) + penalty(β,b)

− log p(b; AOTstr) + γ|AOTstr| (4.43)

where |AOTstr| denotes the total number of nodes in the AOT, and the first two terms are exactly the block
pursuit cost function and penalty in Eq. (4.41). To solve (4.43), we adopt a coordinate descent method
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which alternate between (β,b) and AOTstr:

i) Given AOTstr, solve for (β,b) using the block pursuit algorithm. Here we need to adapt the E1 step,
such that b is inferred using dynamic programming on AOTstr.

ii) Given (β,b), solve for AOTstr by minimizing − log p(b; AOTstr) + γ|AOTstr|.

Step ii) is a penalized maximum likelihood problem with log-likelihood term Lstr = log p(b; AOTstr).
It is solved by a graph compression procedure as follows. Initially we form a giant AOT that has one root
OR node branching over the object configurations in ∆(3). For example:

AOT0 = (1, 6, 20, 41) ∪ (1, 6, 34, 49) ∪ (6, 18, 27, 52)...

where ∪ means OR, and each vector means non-zero entries of b (i.e. activated parts) in one configuration
from ∆(3).

We call this AOT0 a memorization AOT since it simply memorizes the observed structural configura-
tions. Since the number of configurations is combinatorial, this AOT is huge and tends to overfit. Then we
apply an iterative compression procedure that includes two operators:

• Sharing. This operator restructures the AOT by sharing parts. For example, (1, 6, 20, 41)∪(1, 6, 34, 49)⇒
(1, 6, ((20, 41) ∪ (34, 49))).

• Merging. This operator merges OR nodes with similar branching probabilities, and re-estimate the
merged probabilities.

The two operators are illustrated in Figure 4.17 and 4.18. Each of the two operators results in a loss
in log-likelihood ∆Lstr ≤ 0 and a reduction in model complexity (number of nodes) ∆|AOTstr| < 0. We
decide to apply the merging or sharing operator if

∆Lstr − γ ·∆|AOTstr| > 0 (4.44)

i.e. the reduction in complexity outweighs the loss of log-likelihood.
Re-parameterization of the γ factor. Directly optimizing Eq.(4.44) requires fine tuning of the γ pa-

rameter, and the optimal value of γ ∈ [0,+∞) is very sensitive to the training data. We adopt a robust
re-parameterization of γ using another parameter α ∈ [0, 1]. Observing that Eq.4.44 is essentially testing
whether two distributions are the same, we propose to use the χ2 test with significance level 1 − α (where
α ∈ [0, 1]) to approximately implement the decision in Eq.(4.44). If the branching probabilities of the two
OR nodes are : (a1, ..., aM ) and (b1, ..., bM ) with

∑
i ai = 1,

∑
i bi = 1, ai > 0, bi > 0, ∀i, then the χ2 test

statistic is computed as χ2 =
∑

i(ai − bi)2/a2
i . We compare this value to FM−1,1−α which can be looked

up in the F-table. If χ2 < FM−1,1−α, then we decide merge these two OR nodes. In the experiments, we
use α as the control parameter for model complexity instead of γ.

4.3.4 Inference on AOTs

As the AOT is a tree structured graphical model, so a dynamic programming procedure is in place for
efficient inference. In particular, the dynamic programming takes the form of recursive SUM and MAX
operations, which has been commonly used in hierarchical object models [36,115,143] with variations. The
inference algorithm is an interleaved procedure between dynamic programming on AOTgeo and dynamic
programming on AOTstr:

Algorithm 3: Inference by recursive SUM-MAX
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Figure 4.19: Inference of AOT on an observed image. The top row: the dictionary of parts displayed with
different colors in the border. Showing top 20 of them. The bottom row: the parsing procedure with the
structural AOT and geometric AOT. The structural AOT stores an AND-OR grammar that generates a set of
admissible configuration (i.e. activation of parts) on an image. In this AOT, we divide the object template
into a 3 by 3 grid, and within each of the 9 cells only one part is allowed to be activated. A parse from the
structural AOT results in a structural configuration (k1, ..., k9) illustrated as a 3 by 3 color code. A parse
from the geometric AOT results in the geometric configuration of activated primitives shown as black bars
overlayed on the image. We also show the whole geometric parse tree by displaying the transformed object
and part bounding boxes. Reprinted/modified, with permission, from (Zhang and Zhu, 2011) [119].

Input: Testing image I, AOT, β and {Zk}.

Output: i) Geometric configuration τ : detected location, rotation and scaling for the whole object, activated parts and
activated primitives. ii) Structural configuration b: which parts are activated.

Up-1 Compute atomic feature response rj(I) = SUM1(xj , yj , oj , sj) for all locations (xj , yj), rotations oj and scalings
sj of the atomic filter (e.g. image primitive).

Up-2 Perform local maximization on SUM1 maps over local translation, rotation and scaling to obtain MAX1(x, y, o, s)
and ARGMAX1(x, y, o, s), where MAX1 stores local maximum responses and ARGMAX1 stores the local trans-
formation of primitives that result in the local maxima.

Up-3 For each part k (k = 1, ...,K), compute part score maps SUM2k(x, y, o, s) for all locations, orientations and scales
by transforming the sparse part template (i.e. HIT template) βk,: by translation (x, y), rotation o and scaling s and
computing the dot product between βk,: and the portion of MAX1 map under the transformed part window:

SUM2k(x, y, o, s) =
D∑

j=1

βk,jMAX1(τx,y,o,s(xj , yj , oj , sj))− logZk,

where τx,y,o,s(xj , yj , oj , sj)) the destination transformation of the primitive (xj , yj , oj , sj) after it moves with the
template, which itself is transformed by translation (x, y), rotation o and scaling s.

Up-4 Compute MAX2, ARGMAX2 maps for all parts by local maximization on SUM2 maps.

Up-4.5 For each transformation (x, y, o, s) of the object, collect the all the part scores as a K dimensional vector r(2) =

(r
(2)
1 , ..., r

(2)
K ). Infer the best structural configuration b∗ using AOTstr based on r(2).
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Up-5 For each transformation (x, y, o, s) of the object, compute the SUM3 score by applying the object filter specified by
b̂:

SUM3(x, y, o, s) =

K∑
k=1

b∗k · r
(2)
k ,

where r(2) is the collected vector of MAX2 scores of parts and b̂ is the best structural configuration both computed
in Up-4.5.

Up-6 Compute the global maximum of SUM3 score maps over all object transformations (x, y, o, s).

Down-6 Retrieve the detected (absolute) transformation (x̂, ŷ, ô, ŝ) of the object from the maximization in Up-6.

Down-5 Compute the temporary transformation {τ x̂,ŷ,ô,ŝ(xk, yk)} for each activated part k (such that bk > 0) on I by
letting the part move with the object, where (xk, yk) is the canonical location of the part center relative to the object
center.

Down-4 For each activated part k ∈ {k : bk > 0}, retrieve the detected (absolute) transformation (x̂k, ŷk, ôk, ŝk) of the
k-th part from ARGMAX2 maps computed in Up-4.

Down-3 For each activated part k, for each of its activated primitive j ∈ {βk,j > 0}, compute its temporary transforma-
tion {τ x̂k,ŷk,ôk,ŝk(xj , yj , oj)} on I by letting the primitive move with the part, where (xj , yj , oj) is the canonical
location and rotation of the j-th primitive in the part template.

Down-2 For each activated part k, for each of its activated primitive j, retrieve its detected (absolute) transformation
(x̂j , ŷj , ôj , ŝj) on I.

In Up-4.5 the procedure to infer the best structural configuration b also takes the form of recursive SUM-
MAX. The input is a K dimensional vector r(2) = (r

(2)
1 , ..., r

(2)
K ) of all candidate part scores. For notational

convenience, we represent the sparse binary vector b as its non-zero entries (k1, k2, ...) ⊂ {1, ...,K}. By
induction, assume for all the OR nodes in level l we have found the its best parse tree that generates the sub-
configuration (k1, ..., kl) with exactly l parts being activated. We have also computed the scores of these OR
nodes achieved by the best parse trees. Then for an OR node ORl+1 in level l+ 1 (the parent level), we find
its best parse tree by the following two steps:

SUM Identify this OR node’s children nodes, which are AND nodes. For each of the AND nodes ANDl+1
i , compute its

score by summation of :
Score(ANDl+1

i ) =
∑

ORl
j∈Children(ANDl+1

i )

Score(ORl
j)

MAX Find the best branch of this OR node by maximization:

i∗ = arg max
i

Score(ANDl+1
i ).

Retrieve the best parse tree by concatenating the best sub-parse-trees in Children(ANDl+1
i∗ ). From this parse tree,

we get the non-zero entries (k∗1 , ..., k
∗
l+1) of the best sub-configuration b∗. We then compute the best score of this

OR node by:

Score(ORl+1) =

K∑
k=1

b∗kr
(2)
k
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Figure 4.20: A stochastic AND-OR template for generating a sentence composed by three parts: subject + linking
verb + adjective/present participle, such as “hamster is now jumping”. Shaded circles denote AND nodes. Empty
circles represent OR nodes. Shaded rectangles are terminal nodes. Reprinted/modified, with permission, from (Zhang
and Zhu, 2011) [119].

Figure 4.21: Left: The learned dictionary of terminal nodes ∆(1) for three/four letter groupings (white space is
included). We only show the top ones, together with their frequencies and information gains side by side, up to a
constant multiple. Middle: The learned second level dictionary ∆(2) for words composed by entries in the children
dictionary ∆(1). Right: The learned dictionary for sentences as combinations of ∆(2) entries. Reprinted/modified,
with permission, from (Zhang and Zhu, 2011) [119].

4.3.5 Example: The Synthesized 1D Text AOT Learning

We illustrate the AOT model in a supervised setting, where the ground-truth labels for training images and
object bounding boxes are given. We measure the performance of classification and detection for articulated
objects. We synthesize a 1D example where we know the underlying AOT as ground truth that generates
the training data. Let AOT∗ be the true AOT. Figure 4.20 shows AOT∗ for sentences composed of three
parts: subject + linking verb + adjective/present participle (e.g. winter is now leaving). The three parts are
correlated, such that not all combinations of the three parts are admissible. For example, the combination
spring is now jumping is not allowed. Each part is in turn composed of a prefix and a postfix. Each part,
prefix/postfix and letter can be missing (i.e. occluded by random letters) with a small probability (0.01).
Finally, random letters of varying lengths are inserted between the three parts of the sentence.

The Data and Data Matrix

Table 4.1 shows several example strings generated by this underlying AOT. Our goal is to learn an AOT
from the sampled example strings, and compare the learned AOT with the underlying one in Figure 4.20 to
study the effectiveness of the learning algorithm in identifying its parts and composite structures.
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Table 4.1: String examples.

1. nkfnwknspringyzxyxuwas nowjvzeawarmertgprh
2. oqsdq bovhamsteriwxwowas nowtdxtzbyccomingbjxp
3. lhtuwbcdzfzhamsteraquo is nowzgoclujumpingmmqrlu
4. jlmzzrslwintervmqdleis nownaplaleavingdouggkwh

Recursive Block Pursuit for Text Data

We first identify frequent substrings of length l (l = 3 or 4), such as “ing”, “ster”, as significant blocks in
the data matrix. These blocks are selected into the first level dictionary ∆(1) (Figure 4.21).

Once ∆(1) is learned, the strings are re-encoded using the entries in ∆(1). We then construct a new data
matrix by collecting co-occurrences of ∆(1) entires. As a result, frequent combinations such as “spr”+“ing”
are identified as significant blocks and selected into the second level word dictionary ∆(2). An entry in the
word level dictionary covers 6 to 8 letters. The word dictionary contains many duplicate or overlapping
entries, such as “hamster” and “amster”. The nuance entries like “amster” are pruned by a greedy procedure
of finding best matching and local inhibition. In the end, only high frequency words remain in the top of
∆(2) (Figure 4.21). Notice that compared to ∆(1), ∆(2) contains much less ambiguity. Finally the level 3
dictionary (sentences) ∆(3) = {“spring is now coming”, · · · } is easily obtained by identifying frequent
combinations of words.
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Figure 4.22: Left: the initial AOT naïvely constructed. Right: the compressed AOT. Both are obtained from
the same 100 training sequences sampled from the underlying AOT in Figure 4.20. The model complexity
parameter α is set to 0.05. The initial AOT has 13 free parameters. The compressed AOT has only 9
free parameters and successfully recovers the structure of true underlying AOT. Reprinted/modified, with
permission, from (Zhang and Zhu, 2011) [119].

Evaluation on the Text Example

In this experiment, we are interested in studying the following factors that influence model identifiability:

• n: training sample size.
• s: the average length of random letters inserted between two words (see Table 4.1) in the underlying

AOT. When s is small, words are hard to separate, which results in large ambiguity. s implies the
articulation and separation of parts in images.
• α: the parameter controlling model complexity.

n and s are parameters of training data, and α is a parameter of the learning algorithm.
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Figure 4.23: The effect of the separation parameter s and training sample size n on learned dictionary. Left:
ROC curves for different separation parameters. Right: AUC as a function of separation s and sample size
n. Reprinted/modified, with permission, from (Zhang and Zhu, 2011) [119].

We design a comprehensive experiment with about 105 combinations of parameters. And the results are
summarized in Figure 4.23 and 4.24.

Evaluating the learned terminal nodes of AOT. To compare the underlying true terminal nodes ∆true

with the learned terminal nodes ∆. We use the ROC curve and AUC (area under ROC curve) to evaluate
the difference between manually labeled ground-truth ∆true and the learned ∆ with entries ranked by in-
formation gain. Figure 4.23 (left figure) plots three ROC curves for three different values of s for sample
size n = 100. After repeating this for different n, we obtain a series of ROC comparisons. To summarize
this, Figure 4.23 (right figure) shows the isolines of AUC as a function of two variables: s the separation
parameter, and n the training sample size. Take the two points A, B as an example, when the separation
decreases by 1 from A to B, we need about twice (100.3) as many training examples to achieve the same
AUC.

We find that the block pursuit algorithm can successfully identify the terminal nodes ∆ for n > 100 and
s > 2, up to an accuracy of AUC = 0.99.

Figure 4.24: The effect of the model complexity α and training sample size n on model generalizability.
Left: Error of learned model (KL divergence) as a function of model complexity α, plotted on training
and testing data respectively. Right: KL divergence as a function of n and α. Reprinted/modified, with
permission, from (Zhang and Zhu, 2011) [119].

Evaluating on the graph topology and branching probabilities of the learned structural AOT. Another
important factor is the parameter α which controls model complexity. We set α to different values and com-
press the sentence-level dictionary ∆(3) into a series of AOTs with varying complexity. We then compute
the distance between the learned AOT and the underlying true AOT∗ shown in Figure 4.20. We use the
Kullback-Leibler divergence as the distance between AOTs, which is estimated by Monte-Carlo simulation
on their samples. We first sample m configurations from AOT∗:

{b1, ...,bm} ∼ p(b; AOT∗).
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Then we compute:

K(AOT∗|AOT) ≈
m∑
i=1

log
p(bi; AOT∗)

p(bi; AOT)

For each bi (i = 1, ...,m) we compute p(b; AOT) and p(b; AOT∗) by the product of branching probabil-
ities along the paths of AOT that generates b.

We perform 105 repeated cross validations to compare training error and testing error. Different from
the classification scenario, the training error for AOT is defined as the KL divergence K(f̂ train

n ‖AOT) be-
tween the learned AOT and training data f̂ train

n . Here f̂ train
n denotes the empirical distribution on the training

data {btrain
1 , ...,btrain

n }. The testing error for AOT is defined as the KL divergence K(f̂ test
m ‖AOT), where

f̂ test
m = {btest

1 , ...,btest
m } is another independent sample from AOT∗. And m >> n. In Figure 4.24 (left), the

horizontal axis is the logarithm of α which is sampled at seven points (10−6, 10−3, 10−2, 0.1, 0.2, 0.5, 0.8),
and the vertical axis denotes the model error computed as KL divergence. Recall that large α results in
larger more complexity. When the model becomes more complex, the training error always decreases, but
the testing error would first decrease but then increase due to overfitting. Figure 4.24 (right) shows at what
sample size and what α values can we successfully recover the generating grammar. The horizontal axis is
the logarithm of training sample size log10 n, and the vertical axis is logα. The color intensity in this 2D
contour map denotes the testing error.

We find that the graph compression algorithm can successfully identify the AOT for n > 100 and
10−6 < α < 10−2, up to a tolerance of 0.1 in KL divergence.

4.4 Structure Learning: Unsupervised Structure Learning

In unsupervised learning of stochastic And-Or grammars, we aim to learn a grammar from a set of unan-
notated i.i.d. data samples (e.g., natural language sentences, quantized images, action sequences). The
objective function is the posterior probability of the grammar given the training data:

P (G|X) ∝ P (G)P (X|G) =
1

Z
e−α‖G‖

∏
xi∈X

P (xi|G)

where G is the grammar, X = {xi} is the set of training samples, Z is the normalization factor of the
prior, α is a constant, and ‖G‖ is the size of the grammar. By adopting a sparsity prior that penalizes the
size of the grammar, we hope to learn a compact grammar with good generalizability. In order to ease the
learning process, during learning we approximate the likelihood P (xi|G) with the Viterbi likelihood (the
probability of the best parse of the data sample xi). Viterbi likelihood has been empirically shown to lead to
better grammar learning results [98, 121] and can be interpreted as combining the standard likelihood with
an unambiguity bias [129].

4.4.1 Algorithm Framework

We first define an initial grammar that generates the exact set of training samples. Specifically, for each
training sample xi ∈ X , there is an Or-rule S → Ai in the initial grammar where S is the start symbol andAi
is an And-node, and the probability of the rule is 1

‖X‖ where ‖X‖ is the number of training samples; for each
xi there is also an And-rule Ai → ai1ai2 . . . ain where aij (j = 1 . . . n) are the terminal nodes representing
the set of atomic patterns contained in sample xi, and a set of relations are specified between these terminal
nodes such that they compose sample xi. Figure 4.25a shows an example initial grammar. This initial
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grammar leads to the maximal likelihood on the training data but has a very small prior probability because
of its large size.
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Figure 4.25: An illustration of the learning process. (a) The initial grammar. (b) Iteration 1: learning a gram-
mar fragment rooted at N1. (c) Iteration 2: learning a grammar fragment rooted at N2. Reprinted/modified,
with permission, from (Tu, Pavlovskaia and Zhu, 2013) [?].

Starting from the initial grammar, we introduce new intermediate nonterminal nodes between the termi-
nal nodes and the top-level nonterminal nodes in an iterative bottom-up fashion to generalize the grammar
and increase its posterior probability. At each iteration, we add a grammar fragment into the grammar that is
rooted at a new nonterminal node and contains a set of grammar rules that specify how the new nonterminal
node generates one or more configurations of existing terminal or nonterminal nodes; we also try to reduce
each training sample using the new grammar rules and update the top-level And-rules accordingly. Figure
4.25 illustrates this learning process. There are typically multiple candidate grammar fragments that can
be added at each iteration, and we employ greedy search or beam search to explore the search space and
maximize the posterior probability of the grammar. We also restrict the types of grammar fragments that
can be added in order to reduce the number of candidate grammar fragments, which will be discussed in the
next subsection. The algorithm terminates when no more grammar fragment can be found that increases the
posterior probability of the grammar.

4.4.2 And-Or Fragments

In each iteration of our learning algorithm framework, we search for a new grammar fragment and add
it into the grammar. There are many different types of grammar fragments, the choice of which greatly
influences the efficiency and accuracy of the learning algorithm. Two simplest types of grammar fragments
are And-fragments and Or-fragments. An And-fragment contains a new And-node A and an And-rule A→
a1a2 . . . an specifying the generation from the And-node A to a configuration of existing nodes a1a2 . . . an.
An Or-fragment contains a new Or-node O and a set of Or-rules O → a1|a2| . . . |an each specifying the
generation from the Or-node O to an existing node ai. While these two types of fragments are simple and
intuitive, they both have important disadvantages if they are searched for separately in the learning algorithm.
For And-fragments, when the training data is scarce, many compositions modeled by the target grammar
would be missing from the training data and hence cannot be learned by searching for And-fragments alone;
besides, if the search for And-fragments is not properly coupled with the search for Or-fragments, the
learned grammar would become large and redundant. For Or-fragments, it can be shown that in most cases
adding an Or-fragment into the grammar decreases the posterior probability of the grammar even if the
target grammar does contain the Or-fragment, so in order to learn Or-rules we need more expensive search
techniques than greedy or beam search employed in our algorithm; in addition, the search for Or-fragments
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Figure 4.26: (a) An example And-Or fragment. (b) The n-gram tensor of the And-Or fragment based on
the training data (here n = 3). (c) The context matrix of the And-Or fragment based on the training data.
Reprinted/modified, with permission, from (Tu, Pavlovskaia and Zhu, 2013) [?].

can be error-prone if different Or-rules can generate the same node in the target grammar.
Instead of And-fragments and Or-fragments, we propose to search for And-Or fragments in the learning

algorithm. An And-Or fragment contains a new And-node A, a set of new Or-nodes O1, O2, . . . , On, an
And-rule A → O1O2 . . . On, and a set of Or-rules Oi → ai1|ai2| . . . |aimi for each Or-node Oi (where
ai1, ai2, . . . , aimi are existing nodes of the grammar). Such an And-Or fragment can generate

∏n
i=1mi

number of configurations of existing nodes. Figure 4.26a shows an example And-Or fragment. It can be
shown that by adding only And-Or fragments, our algorithm is still capable of constructing any context-
free And-Or grammar. Using And-Or fragments can avoid or alleviate the problems associated with And-
fragments and Or-fragments: since an And-Or fragment systematically covers multiple compositions, the
data scarcity problem of And-fragments is alleviated; since And-rules and Or-rules are learned in a more
unified manner, the resulting grammar is often more compact; reasonable And-Or fragments usually increase
the posterior probability of the grammar, therefore easing the search procedure; finally, ambiguous Or-
rules can be better distinguished since they are learned jointly with their sibling Or-nodes in the And-Or
fragments.

To perform greedy search or beam search, in each iteration of our learning algorithm we need to find
the And-Or fragments that lead to the highest gain in the posterior probability of the grammar. Computing
the posterior gain by re-parsing the training samples can be very time-consuming if the training set or
the grammar is large. Fortunately, we show that by assuming grammar unambiguity the posterior gain of
adding an And-Or fragment can be formulated based on a set of sufficient statistics of the training data and is
efficient to compute. Since the posterior probability is proportional to the product of the likelihood and the
prior probability, the posterior gain is equal to the product of the likelihood gain and the prior gain, which
we formulate separately below.

Likelihood Gain. Remember that in our learning algorithm when an And-Or fragment is added into
the grammar, we try to reduce the training samples using the new grammar rules and update the top-level
And-rules accordingly. Denote the set of reductions being made on the training samples by RD. Suppose in
reduction rd ∈ RD, we replace a configuration e of nodes a1j1a2j2 . . . anjn with the new And-nodeA, where
aiji(i = 1 . . . n) is an existing terminal or nonterminal node that can be generated by the new Or-node Oi in
the And-Or fragment. With reduction rd, the Viterbi likelihood of the training sample x where rd occurs is
changed by two factors. First, since the grammar now generates the And-node A first, which then generates
a1j1a2j2 . . . anjn , the Viterbi likelihood of sample x is reduced by a factor of P (A → a1j1a2j2 . . . anjn).
Second, the reduction may make sample x identical to some other training samples, which increases the
Viterbi likelihood of sample x by a factor equal to the ratio of the numbers of such identical samples after
and before the reduction. To facilitate the computation of this factor, we can construct a context matrix
CM where each row is a configuration of existing nodes covered by the And-Or fragment, each column is a
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context which is the surrounding patterns of a configuration, and each element is the number of times that
the corresponding configuration and context co-occur in the training set. See Figure 4.26c for the context
matrix of the example And-Or fragment. Putting these two types of changes to the likelihood together, we
can formulate the likelihood gain of adding the And-Or fragment as follows (see the supplementary material
for the full derivation).

P (X|Gt+1)

P (X|Gt)
=

∏n
i=1

∏mi
j=1 ‖RDi(aij)‖‖RDi(aij)‖

‖RD‖n‖RD‖
×
∏
c(
∑

eCM [e, c])
∑
e CM [e,c]∏

e,cCM [e, c]CM [e,c]

whereGt andGt+1 are the grammars before and after learning from the And-Or fragment,RDi(aij) denotes
the subset of reductions in RD in which the i-th node of the configuration being reduced is aij , e in the
summation or product ranges over all the configurations covered by the And-Or fragment, and c in the
product ranges over all the contexts that appear in CM .

It can be shown that the likelihood gain can be factorized as the product of two tensor/matrix coherence
measures as defined in [77]. The first is the coherence of the n-gram tensor of the And-Or fragment (which
tabulates the number of times each configuration covered by the And-Or fragment appears in the training
samples, as illustrated in Figure 4.26b). The second is the coherence of the context matrix. These two
factors provide a surrogate measure of how much the training data support the context-freeness within the
And-Or fragment and the context-freeness of the And-Or fragment against its context respectively. See the
supplementary material for the derivation and discussion.

The formulation of likelihood gain also entails the optimal probabilities of the Or-rules in the And-Or
fragment.

∀i, j P (Oi → aij) =
‖RDi(aij)‖∑mi
j′=1 ‖RDi(aij′)‖

=
‖RDi(aij)‖
‖RD‖

Prior Gain. The prior probability of the grammar is determined by the grammar size. When the And-Or
fragment is added into the grammar, the size of the grammar is changed in two aspects: first, the size of
the grammar is increased by the size of the And-Or fragment; second, the size of the grammar is decreased
because of the reductions from configurations of multiple nodes to the new And-node. Therefore, the prior
gain of learning from the And-Or fragment is:

P (Gt+1)

P (Gt)
= e−α(‖Gt+1‖−‖Gt‖) = e−α((nsa+

∑n
i=1miso)−‖RD‖(n−1)sa)

where sa and so are the number of bits needed to encode each node on the right-hand side of an And-rule
and Or-rule respectively. It can be seen that the prior gain penalizes And-Or fragments that have a large size
but only cover a small number of configurations in the training data.

In order to find the And-Or fragments with the highest posterior gain, we could construct n-gram tensors
from all the training samples for different values of n and different And-rule relations, and within these n-
gram tensors we search for sub-tensors that correspond to And-Or fragments with the highest posterior
gain. Figure 4.27 illustrates this procedure. In practice, we find it sufficient to use greedy search or beam
search with random restarts in identifying good And-Or fragments. The algorithm runs reasonably fast: our
prototype implementation can finish running within a few minutes on a desktop with 5000 training samples
each containing more than 10 atomic patterns.

4.5 Structure Learning:Pruning from Full Graph

Learning the structure of a graphical model is generally hard. However, in certain cases, it is possible to
convert the structure learning problem to a parameter learning problem. The learning-by-parsing framework
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Figure 4.27: An illustration of the procedure of finding the best And-Or fragment. r1, r2, r3 denote different
relations between patterns. (a) Collecting statistics from the training samples to construct or update the
n-gram tensors. (b) Finding one or more sub-tensors that lead to the highest posterior gain and constructing
the corresponding And-Or fragments. Reprinted/modified, with permission, from (Tu, Pavlovskaia and Zhu,
2013) [?].

Algorithm 3: Structure Learning of And-Or Grammars
Input: the training set X
Output: an And-Or grammar G

1 G⇐ the initial grammar constructed from X
2 while True do
3 F ⇐ {}
4 repeat
5 f ⇐ an And-Or fragment with two Or-nodes and two leaf nodes constructed from a

randomly selected bigram from X
6 optimize the posterior gain of f using greedy or beam search via four operators:

adding/removing Or-nodes, adding/removing leaf nodes
7 if f increases the posterior gain and f 6∈ F then
8 add f into F
9 end

10 until after a pre-specified number of iterations;
11 if F is empty then
12 return G
13 end
14 f∗ ⇐ the fragment in F with the highest posterior gain
15 insert f∗ into G
16 reduce X using the grammar rules in f∗ and update G accordingly
17 end
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is a learning framework that applies to situations where a complete and-or graph can be generated. One such
case would be to generate all possible image tessellations, which we present in the later section as a case
study.

In this section, we first present the general idea and framework of learning-by-parsing, then we discuss
two case studies that used this learning framework.

4.5.1 General Framework

The main idea of learning-by-parsing is to prune the complete graph structure based on the estimated pa-
rameters. In this sense, learning the structure of a representation is just to learn its parameters.

Given a complete graph structure(i.e. the full grammar), the learning objective is to maximize the
marginal log-likelihood of the given data based on this grammar. One standard way of achieving this goal
when hidden variables are missing in the dataset is the expectation-maximization algorithm. EM-algorithm
involves two steps for achieving maximum likelihood. The E-step, also known as expectation step, com-
putes the inferred hidden variable based on the current model parameter. The M-step, a.k.a. maximization
step, updates the model parameter based on the inferred variable from E-step. In the learning-by-parsing
framework, the hidden variable is usually the parse graph of an And-Or graph. In practice, it is difficult to
sum/integrate over all possible parse trees in the E-step, so various approximations exist to implement the
standard EM-algorithm. A typical approximation used in this framework is Viterbi approximation, which
gives the following form of EM-algorithm.

The whole framework is summarized in the following:

• Define a complete grammar for the given problem

• EM-algorithm for maximum likelihood estimation

• E-step: Inference based on current parameter

• M-step: Update parameter based on inferred variable

• Prune the complete grammar based on the estimated parameters

4.5.2 Example: Learning Image Tangram Model

Introduction

A typical scene category contains an enormous number of distinct scene configurations that are composed of
objects and regions of varying shapes in different layouts. In image tangram model, a representation named
Hierarchical Space Tiling (HST) is proposed to quantize the huge and continuous scene configuration space.
Then, the HST is augmented with attributes (nouns and adjectives) to describe the semantics of the objects
and regions inside a scene. the scene configurations and attributes are simultaneously learned following
the learning-by-parsing framework from a collection of natural images associated with descriptive text.
Given a test image, we compute the most probable parse tree with the associated attributes by dynamic
programming. In applications, we apply this model to four tasks: scene classification, attribute recognition,
attribute localization, and pixel-wise scene labeling.

Representation

The HST model consists of two components, HST-geo and HST-att respectively. HST-geo models the spatial
configuration of a scene layout, while HST-att models the semantics of such a layout.
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HST-geo

We divide the image lattice into an nw × nh grid and treat each cell as an atomic shape element, then
organize these atomic shape elements in an And-Or Tree(AoT) structure. The following figure shows a
HST-geo example with nw = nh = 2.

There are three types of nodes in the HST-geo:

• or-nodes V OR

This type of nodes is shown as the hollow circles in the above figure, corresponding to the grammar
rules like

rOR : S → s|EF |GH (4.45)

which act as "switches" between the possible decompositions. The branching probabilities p(s|S),
p(EF |S), p(GH|S) account for the preference for each decomposition and can be learned.

• and-nodes V AND

This type of nodes is shown as the solid circles in the above figure, corresponding to the grammar
rules like

rAND : E → a · b (4.46)

which represent a fixed decomposition from a parent node E to its child nodes a and b. For simplicity,
only two-way decompositions are considered in this model.

• terminal nodes V T

This type of nodes is shown as the hollow squares in the above figure. The nodes in HST-geo can
terminate at all levels to represent the visual concepts at multiple resolutions. We see a terminal node
as a “scene part”, and the terminal nodes from all levels form a scene part dictionary ∆ = V T as the
following.

The atomic shape elements are at the bottom of the hierarchy (L = 1). According to the grammar
rules described above, a number of atomic shape elements compose higher-level nodes at different scales,
locations and shapes. The “level” L here means the number of atomic shape elements being used. To avoid
the combinatorial explosion, only regular shapes, i.e., squares and rectangles, are allowed. The HST-geo
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can also allow non-regular shape elements, such as triangles, parallelograms and trapezoids, which make
the representation more flexible but complex.

Formally, we define the HST-geo as a 4-tuple

HST − geo = (S, V N , V T ; θ) (4.47)

where S is a start symbol at root and V N = V AND ∪ V OR is a set of non-terminal nodes. Let v index the
node and Ch(v) denote its child node set. θ is a set of branching probabilities at Or-nodes.

θ = {θ(vi|v); v ∈ V OR, vi ∈ Ch(v)} s.t.

|Ch(v)|∑
i=1

θ(vi|v) = 1; ∀v ∈ V OR (4.48)

The HST-geo is recursively defined with homogeneous structures. Starting from a root which is an Or-node,
HST-geo generates alternating levels of And-nodes and Or-nodes, and stops at terminal nodes. The And-Or
structure defines a full space of possible parsing with probabilistic context free grammar(PCFG), which
we call it a “full HST”. By selecting the branches at Or-nodes, a parse tree pt can be derived. Intuitively,
when a parse tree collapses, it produces a planar configuration. We utilize this configuration to represent the
layout/configuration of a scene. The following diagram enumerates all the parse trees and configurations
generated from a 2× 2 HST-geo using only squares and rectangles.

The parse trees highlighted in the blue panel in this diagram show the ambiguity in the HST-geo. The
ambiguity arises from the shape elements shared by more than one parent node, which will admit two or
more reasonable parse trees for one configuration. The ambiguity can be reduced during learning.

HST-att

Terminal nodes at HST-geo may have semantic labels, called scene attributes. Thus we extend the HST-geo
by HST-att. There are two types of attributes.

• Adjective attributes Aadj
Those are adjectives, such as “green” and “cloudy”, that describe the characteristics of a scene.

• Noun attributes An
Those are nouns, such as “field” and “sky”, denote the objects and regions inside a scene. Each noun
attribute, acting as an appearance-Or node, has a mixture of adjective attributes, e.g., sky can be blue,
cloudy or overcast.

We link each terminal node v ∈ ∆ in the HST-geo to a noun attribute an ∈ An, and further to an
adjective attribute aadj ∈ Aadj according to an association matrix Φ.

Φ : An ×∆ 7→ [0, 1], s.t.
∑
a∈An

Φ(a, v) = 1,∀v ∈ ∆ (4.49)
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where the rows in Φ are the noun attributes and the columns are the scene parts, and we normalize the sum
of each column to 1. Φ measures the probabilities of assigning noun attributes to certain scene parts, e.g.,
“road” has high probability appearing at the bottom of an image. Formally, we define the HST-att as a
3-tuple

HST − att = (An, Aadj ; Φ). (4.50)

The whole representation of HST is illustrated in the following figure.

Learning

As we stated in the introduction, the input of learning is a set of natural images I = {Im}Mm=1and their
text descriptions A = {Am = (Anm, A

adj
m )}Mm=1, where Anm ⊂ An and Aadjm ⊂ Aadj denote the noun and

adjective attribute sets for the image Im, respectively.
The hidden variables of HST are

{pt+m = (ptm, φm)}Mm=1 (4.51)

where ptm is the inferred parse tree and φm is the attribute assignment.
Formally, φm is a mapping from the the inferred attribute set Âm to the terminal node set of ptm, i.e.,

V T (ptm).

φm : Âm × V T (ptm) 7→ {0, 1} (4.52)

where φm(a, v) = 1 if an attribute a is assigned to a terminal node v and φm(a, v) = 0 otherwise.
The objective of learning is to estimate the HST parameters, i.e., the branching probabilities θ and the

association matrix Φ, by maximizing a log-likelihood.

(θ∗,Φ∗) = arg max
θ,Φ

logP (I, A; θ,Φ) (4.53)
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= arg max
θ,Φ

M∑
m=1

log
∑
pt+m

P (Im, Am, pt
+
m; θ,Φ). (4.54)

We first separately learn the HST-geo and HST-att as an initial HST model. Then we jointly learn (θ,Φ)
and infer the hidden parse trees {pt+m}Mm=1. Starting from a full HST, we learn the branching probabilities
and association matrix, prune the redundant branches, and finally get a compact model. Therefore, we trans-
fer the structure learning of AoT to a tractable parameter learning problem. The complete learning algorithm
is summarized as the following.

Algorithm 4: Learning Algorithm of HST

; // Initialization

1 Learn HST-geo with parameter Θ(0) based on the multi-scale segmentation.
2 Learn HST-att with parameter Φ(0) and train appearance models.

; // Itertively learn HST
3 repeat
4 Jointly infer pt+ for each training sample.
5 Update Θ(t+1) in HST-geo.
6 Update Φ(t+1) in HST-att and retrain appearance models.
7 until convergence;

Initial Learning

The initial learning consists of learning HST-geo and learning HST-att individually. we first presents the
learning of HST-geo without text input. Since we do not have ground-truth scene configurations, we use
multi-scale segmentations, corresponding to the coarse-to-fine scene configurations, to propose candidate
terminal nodes or scene parts in the HST-geo. Given a training image Im, we first adopt [34] to obtain
a multi-scale segmentation by tuning z ∈ 300, 400, · · · , 5000, where z controls the granularity of seg-
mentation. Then we select six distinct segmented layers by comparing the adjacent layers in pixels, and
compose a multi-scale segmentation set Cm = {(Ckm, zkm)}6k = 1, where Ckm is one segmented layer with
the control variable zkm. To learn the HST-geo, we estimate the branching probabilities θ by maximizing a
log-likelihood. We sum out the hidden variables Ckm and ptm.

Θ∗ = arg max
Θ

logP (I; Θ)

∝ arg max
Θ

M∑
m=1

∑
ptm,k

P (Im|Ckm)P (Ckm, ptm; Θ) (4.55)

where p(I|Ck) is the likelihood given one segmented layer and we omit the index m hereafter in the deriva-
tion for simplicity when there is no confusion.

logP (I|Ck) ∝ −
∑

c∈{R,G,B}

∑
r∈Ck

||Ic(r)− Īc(r)||2 − zk (4.56)
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where c is a color channel; r is a segmented region in Ck; I(r) is the image patch covered by r and Îc(r)
is the average intensity of r at color channel c. This term measures the segmentation homogeneity of pixel
intensity and penalizes the large zk.

p(Ck, pt; θ) ∝ exp{−E(Ck, pt; θ)}, following the Gibbs distribution, is the joint probability with θ
being the parameters to be learned. Since the HST-geo embodies a PCFG, the contextual relations among
the And-nodes are not considered. Thus the energy is defined on two potential terms corresponding to the
Or-nodes and terminal nodes of a parse tree.

E(Ck, pt; Θ) =
∑

v∈V OR(pt)

EOR(vi|v) + λ
∑

v∈V T (pt)

ET (Ck(v)|v) (4.57)

where λ is the parameter balancing the two terms (in this paper λ = 0.25 is set empirically through cross
validation). V OR(pt) and V T (pt) denote the sets of Or nodes and terminal nodes in pt.The energy of an
Or-node is defined on its branching probability.

EOR(vi|v) = −ln(vi|v) = −ln #(v → vi)∑|Ch(v)|
i=1 #(v → vi)

(4.58)

where #(v → vi) is the number of times that v selects the i-th node/branch vi ∈ Ch(v). We learn
the branching probabilities in the following subsection. The energy for a terminal node is defined on the
homogeneity of the terminal node in terms of the segmentation label, i.e., how well the configuration of pt
fits to the segmented layer Ck.

ET (Ck(v)|v) = −ln
∑

i∈Ck(v) 1[lki = lkv ]

|Ck(v)|
(4.59)

where 1[·] is the indicator function and Ck(v) denotes the segmented patch covered by the terminal node
v. In the k-th layer, lki is the segmentation label of pixel i and lkv is the dominant label of terminal node v. In
addition, the terminal nodes are allowed to be locally adjustable to fit the scene boundaries. We introduce
12 node activities including perturbations in location (δ(x) = [±8,±16]), scale (δ(s) = [1 ± 1

32 , 1 ±
1
16 ])

and orientation (δ(a) = [± π
48 ,±

π
24 ]). Taking the multi-scale segmentations as input, we solve Eq.8 by a

learning-by-parsing method which is an EM-like strategy. The E-step infers the optimal parse trees pt*
which approximate the scene configurations with small error and low complexity by dynamic programming.
The M-step estimates the parameters Θ by maximum likelihood estimation (MLE).

(i) E-step: parse tree inference. Keeping the current branching probabilities θ fixed and assuming p(I)
is uniform, an optimal parse tree pt* can be inferred from the HST-geo for each training sample.

pt∗ = arg max
pt

logP (pt|I; Θ)

= arg max
pt

logP (I, pt; Θ)

≈ arg max
pt,k

logP (I|Ck)P (Ck, pt; Θ)

(4.60)

Here, we use the best segmented layer to approximate the summation of all layers. In practice, given
a training image, we infer an optimal parse tree for each segmented layer by minimizing Eq.10. Then we
choose the best parse tree and segmented layer according to Eq.13.

Because of the tree-structure of HST-geo and the independence assumption in PCFG, the optimal parse
tree can be obtained by Dynamic Programming (DP). Specifically, we start with calculating the data term
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(Eq.12) for each terminal node, then for the upper level Or-node v, DP evaluates all its possible branches
vi ∈ Ch(v) and selects the best one such that

v∗i = argminvi∈Ch(v)(E
OR(vi|v) + E(Ck(vi, pt(vi); Θ))) (4.61)

where pt(vi) is the sub-tree with vi as the root and the sub-tree energy E(Ck(vi); pt(vi); θ) is defined
in Eq.10.

(ii) M-step: update branching probabilities. We rewrite the objective function in Eq.8 as

L(Θ) =
M∑
m=1

log
∑
ptm,k

P (Im|Ckm)P (Ckm, ptm; Θ) +

|V OR|∑
v=1

αv(1−
|Ch(v)|∑
i=1

θ(vi|v)) (4.62)

where αv is the Lagrange multiplier for the branching probabilities at each Or-node to be normalized.
We estimate θ by MLE, which takes the derivative of L(θ) w.r.t. θ(vi|v) and sets it to zero. We adopt the

Viterbi algorithm [35], which is an approximated method using the optimal parse tree instead of all parse
trees, and update the branching probabilities (see supplementary material for detailed derivation).

θ(t+1)(vi|v) =
1

αv

M∑
m=1

1[vi ∈ pt∗m] · P (pt∗m|Ckm; Θt)P (Im|Ckm) (4.63)

where pt∗m and Ckm are the parse tree and segmented layer inferred in the E-step, and 1[vi ∈ pt∗m]
indicates if the branch vi is selected in pt∗m. θ is set to be uniform as initialization. We repeat inferring
parse trees (E-step) and updating parameters (M-step) until convergence. Finally, those branches whose
probabilities are below a certain threshold (say 0.01) are pruned. We collect the terminal nodes from all
levels, and they compose the scene part dictionary4.

Recall An is the noun attribute set, Aadj is the adjective attribute set and Φ : An × 4 7→ [0, 1] is the
association matrix measuring the probabilities of assigning noun attributes to scene parts. For an image Im,
φm : AmV

T (ptm) 7→ {1, 0} is the attribute assignment from the attribute set Am = (Anm;Aadjm ) to the
terminal node set V T (ptm) .

We compute Φ by counting the co-occurrence of nouns a ∈ An and terminal nodes v ∈ V T (pt) in the
training images.

Φ(a, v) =

∑M
m=1 1[a ∈ Anm] · 1[v ∈ V T (ptm) · φm(a, v)]∑

a∈An Φ(a, v)
(4.64)

where φm(a; v) ∈ {0, 1} indicates whether a noun attribute a is assigned to a terminal node v.
In learning the HST-geo in Section 3.2, an optimal parse tree pt* can be inferred for each training

sample. However, the correspondence between scene parts (terminal nodes in pt*) and attributes is still
unknown because the attributes are annotated at image level rather than on image regions. So we initialize
φm by turning on all possible assignments, i.e., φm(a; v) = 1,∀(a; v) ∈ Anm × V T (pt∗m),m = 1, ...,M .

Then, we learn the HST-att through an iterative procedure, including two steps.
(i) Update association matrix Φ through noun attribute localization. Given the current Φ(t), we

establish a bipartite graph G(V T (pt∗m), Anm, ξm) for each training image, where V T (pt∗m) denotes the ter-
minal nodes in pt* m and Anm denotes the noun attributes from text. If |V T (pt∗m)| 6= |Anm|, add dummy
nodes for balance. ξm is the edge set connecting V T (pt∗m) and Anm, whose weight is defined as:

w(a, v) = Φt(a, v) · P (a|I(v)) (4.65)
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Let F(I(v), a) be the score of classifying the image patch I(v) as an attribute a, thus p(a|I(v)) =

maxc
exp{F c(I(v),a)}∑
a′ exp{F c(I(v),a′)} . As defined in Section 2.2, one noun attribute has a mixture of adjectives, c is

the number of adjectives and F c denotes the adjective classifier. At initialization, p(a|I(v)) is set to be
uniform, since the appearance models are empty.

We adopt the Hungarian algorithm [36] to solve the bipartite graph and get a one-to-one matching
φ(t + 1)m, i.e., for each image we localize the noun attributes to scene parts (terminal nodes). Then we
update the association matrix Φ(t+ 1) by recalculating Eq.17.

(ii) Update attribute appearance models. For each noun attribute, as shown in Fig.5(b), we crop the
image patches covered by the assigned terminal nodes and do clustering according to the given adjectives,
such as “rocky mountain” and “snowy mountain”. Then for each cluster (i.e., a noun and adjective pair),
we train a kernel SVM classifier with one-versus-all mode as its appearance model. In this paper, we adopt
bag-of-words (BoW) features on color histogram and SIFT, and utilize the histogram intersection kernel.

Repeating the above steps till the change of {φm}Mm = 1 below a threshold, finally, we get the associa-
tion matrix Φ and the attribute appearance models.

Fig.5(a)(left) shows the association of noun attributes and scene parts/terminal nodes, where the hor-
izontal axis indexes the scene parts and the vertical axis indexes the association probability from Φ. For
example, “sky” has a higher probability to cover the top of an image and “horse” has a higher probability
to cover the middle part. To qualitatively evaluate the association, for each noun attribute, we average the
image patches assigned to it. Interestingly, as illustrated in Fig.5(a)(right), although learning in a weakly
supervised way, our association shows the similar spatial priors of the object categories to [15] (see Fig.3 in
[15]). Fig.5(b) shows that the image patches assigned to each noun are split into multiple clusters according
to the given adjectives.

Joint Inference

Using the learned HST-geo and HST-att as an initial HST model, we can infer pt+m = (ptm;φm), φm :
Âm × V T (ptm) 7→ {0, 1} directly from the image Im and text description Am, rather than multi-scale
segmentation, by maximizing p(Im, Am, pt+m; θ,Φ) ∝ exp{−E(Im, Ampt

+
m; θ,Φ)}. Let â = (ân, âadj) ∈

Âm denote the inferred attribute. The energy is rewritten from Eq.10.

E(Im, Am, pt
+
m; Θ,Φ) =

∑
v∈V OR(ptm)

EOR(vi|v) + λ1

∑
v∈V T (ptm)

En(ân|v)

+ λ2

∑
ân∈Ânm

Eadj(âadj |ân) + λ3

∑
v∈V T (ptm)

ET (â|I(v))

+
∑
â∈Âm

EA(â, Am)

(4.66)

where (λ1, λ2, λ3) are the parameters balancing the energy terms (in this paper (λ1, λ2, λ3) = (0:7;0:1;2)
are set empirically through cross validation). The first term measures the scene configuration prior which is
the same as Eq.11. The second term measures the noun attribute association with the terminal node:

En(ân|v) = −lnΦ(ân, v) (4.67)

The third term is designed to model the compatibility between a noun and an adjective

Eadj(âadj |ân) = −lnP (âadj |ân) (4.68)
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where p(aadj |an) =
∑M
m=1 1[an∈Anm]1[aadj∈Aadjm ]∑M

m=1 1[an∈Anm]
can be counted from the given text phrases. The fourth

term is an attribute specific data term

ET (â|I(v)) = −lnP (â|I(v)) (4.69)

where I(v) is the image patch occupied by v and p(â|I(v)) = maxc
exp{F c(I(v),â)}∑
a′ exp{F c(I(v),a′)} . F(I(v), a) is the

score of classifying I(v) as attribute a. The last term EA(â;Am) assumes 1 on attributes outside Am and θ
otherwise, making sure â ∈ Am.

Because both the HST-geo and HST-att are tree structured, DP algorithm can be applied to jointly infer
the parse tree ptm and attribute assignment φm. In the joint inference, we start with calculating ET for the
terminal nodes. Then, for every terminal node, DP evaluates all possible attributes according to the sum of
ET ,En andEadj , and assigns a best attribute (a noun and adjective pair) to it. Next, DP iteratively proceeds
to the upper level Or-nodes and selects best branches until finds the optimal parse tree with associated
attributes:

(pt+m)∗ = arg max
pt+m

P (Im, Am, pt
+
m; Θ,Φ) (4.70)

In training, we use EA to constrain the consistency between inferred attributes and given text descrip-
tions. While it cannot be done for testing images as their attributes are unknown. Thus in testing, we simply
abandon this energy term.

Follow the learning-by-parsing framework introduced in Section 3.2, we can re-estimate the HST-geo
and HST-att based on {pt+m}Mm=1. We summarize the entire learning procedure in Table 3, which contains
two steps. (i) Separately learn HST-geo parameters θ and association matrix Φ based on the multi-scale
segmentations as an initialization; and (ii) Iteratively update the HST-geo and the HST-att based on the joint
inference.

I
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5

Parsing Algorithms for Inference in And-Or
Graphs

5.1 Classic Search and Parsing Algorithms

5.1.1 Heuristic Search in And-Graph, Or-Graph and And-Or-Graph

In this section, we begin by introducing a few conventional search algorithms in artificial intelligence. The
researchers had studied these algorithms in the 1960s-80s and conventional search algorithms handle the
hierarchic graph structures in a "top-down" manner with or without heuristic information. These techniques
are very revealing. We should pay attention to their formulation, data structures, and ordering schemes,
which are essential ingredients in designing more advanced algorithms in visual inference. Unfortunately,
most of the vision literature has largely ignored these issues. Figure 5.1 gives a brief classification of the
search algorithms.

Search	Algorithms

Uninformed	Search

Blind	Search

BFS,	DFS

Informed	Search

Solve

Heuristic	Search

Adversarial	Search

Game	Playing

And-Or	Graphs

Figure 5.1: The four main types of search algorithms

Let first look at a toy example.

River Crossing Puzzle

A farmer wants to move himself, a silver fox, a fat goose, and some tasty grain
across a river. Unfortunately, his boat is so tiny he can take only one of his
possessions across on any trip. Worse yet, an unattended fox will eat a goose,
and an unattended goose will eat Grain. How can he cross the river without
losing his possessions?

To solve such a problem in a computer, we must formulate it properly. One solution is to enumerate all
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possible states and find the transitions among them. All possible states comprise the state space, and a state
graph can be used to describe the transitions.

Farmer
Goose
Fox
Grain

Fox
Grain

Farmer
Goose

Farmer
Fox
Grain

Goose

(0000) (1100) (0100)

Farmer
Goose
Fox

Grain

Farmer
Goose
Grain

Fox

Farmer
Goose
Grain

Fox

Farmer
Goose
Fox

Grain

Farmer
Fox
Grain

Goose

Farmer
Goose

Fox
Grain

Farmer
Goose
Fox
Grain

(1110) (0010)

(1101) (0001)

(1011) (0011) (1111)

Initial	State Goal	State

Figure 5.2: The state space of the river crossing puzzle and the transition among them. The yellow ribbon
represents the river; farmer, goose, fox, and grain can be at either side of the river.

In Figure 5.2, each rectangle describes a valid state with each object at either side of the river. And each
object in a state is assigned with a binary value to indicate whether it has crossed the river or not, i.e., "0"
represents the object is above the river and "1" for at opposite side, as shown under each rectangle in Figure
5.2. There should be 24 = 16 states in the state graph, but 6 of them are invalid. The "boat" is a metaphor,
it has limited capacity and thus the states are connected locally. The whole process can be seen as a task
planning problem which will be introduced in next section. The final solution can be any path from initial
stat (0000) to the goal state (1111), as shown in Figure 5.2. Here, we provide the problem formulation by
listing all key elements in solving the problem,

• State Space: there are constraints in the state space, e.g., fox eats goose;

• States: configurations, objects;

• Operators: available actions are often limited, e.g., the boat has limited capacity; the operator’s
actions also represent the transitions from current state to available neighboring nodes toward the goal
state(s).

• Initial State: No parent state;

• Goal State(s) goal test;

• Metrics for multiple solutions, metrics measure their performance.

To design more effective algorithms, we need to design "big boats", which corresponds to large moves
in the state space. In later formulation, the constraints on the state space will not be valid-vs-invalid, but
probabilistic. Some states receive higher probabilities, and some receive low probabilities.

There are four criteria in designing a search algorithm,

• Completeness: is the algorithm guaranteed to find a solution if a solution exists?

• Time Complexity: this is often measured by the number of nodes visited by the algorithm before it
reaches a goal node.
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• Space Complexity: this is often measured by the maximum size of memory that the algorithm once
used during the search.

• Optimality: is the algorithm guaranteed to find an optimal solution if there are many solutions? A
solution is optimal in the sense of minimum cost.

We say an algorithm is asymptotically optimal in space (or time) if the amount of space (time) required
by the algorithm is within some additive or multiplicative factor of the minimum amount of space (time)
required for the task in a computer.

Search in a tree (Or-Tree)

Although the search is often performed in a graph in the state space, our study will focus on tree structured
graph for two reasons: 1) It is convenient and revealing to analyze algorithm performance on trees. We can
do the analysis on trees, and then generalize it to graphs. 2) If a search algorithm does not visit nodes that
were visited in previous steps, then its paths form a tree.

A tree has some outstanding properties which affect the efficiency of search algorithms:

• A tree is a connected graph with no loop: for a tree of n nodes, it always has n− 1 edges.

• In a tree there is only one root, each node other than root has one and only one parent, but they can
have multiple children; the node has no child is called terminal node/leaf, non-leaf node is also called
non-terminal/internal node.

• The branching factor b is maximum number of successors of any node.

• The depth, d, of the shallowest goal node (i.e., the number of steps along the path from the root).

• For a complete tree with depth d and branching factor b, there are b×d leaves and 1+b2+· · ·+bd−1 =
bd−1
b−1 = O(bd) non-terminal nodes. Thus for b > 1, the leaves outnumbers all the other nodes in the

tree.

Uninformed Search

The minimum information for searching a graph is the goal test — a function that returns true when a
node is a goal. If there is no other information available, the search algorithm is called uninformed search.
This mainly includes: (1) Depth First Search (DFS); (2) Breadth First Search (BFS); and (3) Iterative
Deepening Search. There are other variants, such as, limited depth search, bi-directional search, which are
not introduced in this textbook.

A

B E

C D H J

F G I

A B E C D

F G H J IOpen	List

Closed	List

Figure 5.3: The data structure used in search algorithm: (1) open list — current visiting nodes; (2) closed
list — contains untouched nodes
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In general, the algorithms operate on two lists. An open list stores all the leaf nodes of the current
search tree, as the green nodes in Figure 5.3. A closed list stored all the internal nodes that have been visited
(expanded), those light blue nodes in Figure 5.3. In the closed list, each node has a pointer to its parent as
the blue links of the list at the left hand side of Figure 5.3, thus the algorithm can trace the visiting path from
a node to the root, at the final stage of extracting the solution. The nodes in the open list are sorted by some
merits, e.g., depth, breadth. So, these search algorithms are also categorized as Best-First Search since the
merit applied is greedy to the minimum or maximum values. We summarize the general search algorithm
with the following pseudo code:

Algorithm 5: General Search Algorithm
Input: open list← s0 (initial node) and closed list← ∅

1 repeat
2 if open list is empty then
3 exit with failure
4 end
5 take the first node s from the open list
6 if goal-test(s) = true then
7 exit with success
8 extract the path from s to s0

9 end
10 insert s in the closed list, s is said to be visited (or expanded)
11 insert the children of s in the open list in a certain order
12 until

We mention three remarks as below:

• Remark I: To avoid repeated visit, if a child of s appears in the closed/open lists, it will not be added.

• Remark II: A node is said to be "visited" after it enters the closed list, not the open list.

• Remark III: In uninformed search, the space complexity is the maximum length that the open list once
reached. The time complexity is measured by the length of the closed list.

Both Depth First Search (DFS) and Breath First Search (BFS) follows the paradigm of Algorithm 5,
their difference comes from the way they order nodes in the open list. DFS uses a stack, it always puts the
latest node on the top of the stack. While BFS uses a queue, it always puts the latest node at the rear of the
queue.

Complexities of DFS and BFS

For ease of analysis, we assume the graph is a complete tree with finite depth d and branching factor b.
Suppose the goal node is at depth d. For DFS, the best case time complexity is O(d), which approves that
the goal is at the leftmost branch. The worst case time complexity is O(bd) and the goal is at the rightmost
branch. The space complexity of DFS is O(db). For BFS, the best and worst cases time complexity are both
O(bd). The space complexity of BFS is O(bd). But the DFS has a problem if the tree has a depth D � d.
Even worse, if D can be infinite, then it may never find the goal even if d is small — not complete.

Iterative Deepening Search (IDS)

The DFS has advantage of less space/time complexity, but has a problem when D � d. As d is often un-
known to us, we can adaptively search the tree with an incremental depth. This leads to Iterative Deepening
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Search (IDS) that combines the advantage of DFS and BFS. Algorithm 6 summarizes the IDS as pseudo
code.

Algorithm 6: IDS Search Algorithm
Input: set Dmax ← 1 and the goal node depth d is unknown

1 repeat
2 Do a DFS starting from the root for a fixed depth Dmax.
3 Find a goal node, i.e., d ≤ Dmax then exit.
4 Dmax = Dmax + ∆.
5 until

Now let us make an analysis of complexity of the IDS, the time complexity is O(bd) and is evaluated
with below equation,

b2 − 1

b− 1
+
b3 − 1

b− 1
+ · · ·+ bd+1

b− 1
=
bd+2 − 2b− bd+ d+ 1

(b− 1)2
(5.1)

The space complexity of IDS is simply O(db). We can draw conclusion that IDS is asymptotically optimal
in both space and time. Apparently, it wastes a lot of time to repeatedly visit nodes at the shallow levels of
the tree. But this does not matter because the property 5 of tree.

Informed Search

In some applications, an agent may have information about its goals or tasks. By using such information,
we expect it can improve performance in space and time complexity. Let us first consider some real-life
examples. First, suppose that we process a graph of routing in a supermarket with a tree search strategy. At
a moment, we are at node A, as in Figure 5.4, we are checking out from this supermarket. It has four lines
B, C, D, and E. You can decide which line to stand based on heuristic information h(X) of how long each
line is. Similarly, when you are driving in a highway which has 4 lanes, which lane do you choose to drive
at a given time period t(X)?

A

EDCB

Figure 5.4: The heuristic function h(·) applied at each leaf node provides information to root node A, the
Or operation is used to choose the satisfied one.

A poem quoted in Pearl [92]

"Heuristics, Patient rules of thumb,
So often scorned: Sloppy! Dumb!
Yet, Slowly, common sense come"
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In the 1980s, the probabilistic models are not well known to the CS search literature, Pearl viewed
heuristics as ways to

"inform the search algorithm with simplified models"

In our understanding today, the heuristics are discriminative methods which inform or drive the Markov
chain search in DDMCMC. The Heuristics are "computational knowledge" in addition to the representa-
tional knowledge (models and dictionaries).

There are two new functions that an agent can explore, g(s) and h(s), respectively

• g(s): this is a function that measures the "cost" incurred from the initial node so to the current node s.
As it illustrates in Figure 5.5, the first half of the orange path starts from S0 to S3, its cost is evaluated
with function g(s).

• h(s): this is a function (or "budget") that estimates the forth-coming cost from s to a goal node sg.
This function is called a heuristic function. In Figure 5.5 the second half of the orange path from S3

to goal node Sg is speculated with function h(s).

In summary, for each node, there is an evaluation of total cost for a path passing through this node then
reaching the goal node by f(s) = g(s) + h(s), as the orange path demonstrated in Figure 5.5, node S3 is
one of the intermediate nodes along the orange path. One more thing we need to mention is that it is not
limited to have only one goal node.

initial	node

goal	node

Figure 5.5: We evaluate the cost of a path from root through a intermediate node to the goal node by using
heuristic function.

Below gives the pseudo code for an informed search, sometime also call "best"-first-search (BFS) algo-
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rithm,
Algorithm 7: Best-First-Search Algorithm

Input: open list← s0 and closed list← ∅
1 repeat
2 if open list is empty then
3 exit with failure
4 end
5 take the first node s from the open list
6 insert s into the closed list, s is said to be visited / expanded
7 if goal-test(s) = true then
8 exit with success
9 extract the path from s to s0 in the closed list

10 end
11 insert the children of s in the open list in an increasing order of a function x(s)

12 until

Now, let us discuss how to choose the function x(s) in Algorithm 7. The pseudo-code is called "best"-
first search, because the algorithm always expands a node which it "think" is the "best" or most promising.
There are different choice for the function x(s):

• x(s) can be g(s). In case, each edge has equal cost, then g(s) = d(s) is the depth. Then it reduces to
a breadth-first search;

• x(s) can be h(s). This is called the greedy search. It is similar to the depth first search and may not
be complete;

• x(s) can be f(s) = g(s) + h(s). This is called a heuristic search.

By using the function f(s) = g(s) +h(s), a heuristic search algorithm can back-trace the most promis-
ing path. Two criteria can be taken into account to make the search effective: 1) in terms of a small search
tree, 2) in terms of an optimal solution. A concrete example in Figure 5.6 and 5.7 demonstrate the application
of "best"-first search to solve a traditional 8-puzzle problem.

The 8-Puzzle

The objective of the 8-puzzle is to rearrange a given initial configuration of
eight numbered tiles arranged on a 3× 3 board into a given final configuration
called the goal state. The rearrangement is allowed to proceed only by sliding
one of the tiles onto the empty square from an orthogonally adjacent position.

As shown in Figure 5.6(a), before moving to the next step from the initial state S0, we need to evaluate
which of the three alternatives A, B, or C appears most promising? Of course, the answer can be obtained
by exhaustively searching subsequent moves in the puzzle to find out which of the three states leads to the
shortest path to the goal. Exhaustive search, however, is utterly impractical when the number of stats that
must be examined is immense. This "combinatorial explosion" occurs in such puzzles when the path length
from the initial state to goal state is large or when larger boards (e.g., 8 × 8) are involved. The decision to
select the most promising alternative, therefore, cannot rely on exhaustive search, but rather it requires the
use of presearch judgement.
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Figure 5.6: 8-Puzzle problem: step 1 to 5
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Figure 5.7: 8-Puzzle problem: step 6 and 7

One of the judgements that we might make in solving a path-finding problem is estimating how close
a state, or configuration, is to the goal. In the 8-Puzzle there are two very common heuristics, or rules
of thumb, that are used for estimating the proximity of one state to another. The first is the number of
mismatched tiles, those by which the two states differ, which we will call heuristic function h1 (used by
Figure 5.6 and 5.7). The second is the sum of the (horizontal and vertical) distances of the mismatched
tiles between the two states, which we will call heuristic function h2. This second heuristic function is also
known as the Manhattan or city-block distance. To see how these heuristic functions work, below are the
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estimates for the proximities of the states A, B, and C from the goal state in Figure 5.6(a):

h1(A) = 5 h1(B) = 3 h1(C) = 5

h2(A) = 6 h2(B) = 4 h2(C) = 7
(5.2)

Evidently, both heuristics proclaim that state B is the one closest to the goal and that it should, therefore, be
explored before A and C.

The heuristic functions are intuitively appealing and readily computable, and may be used to prune the
space of possibilities in such a way that only configurations lying close to the solution path will actually be
explored. Search strategies that exhibit such pruning through the use of heuristic functions will be discussed
lately in this section.

Figure 5.6 and 5.7 show the 7 iterations for solving the 8-Puzzle with using heuristic function h1(s).
The cost of each node is marked below the state node, the first number of the left hand side is the value of
g(s) and the second the value of heuristic h1(s).

When design a heuristic function for the search algorithm, we also need to consider its admissibility.
One question is raised: Can we design a heuristic function h(s) so that the first found path is always the
optimal (shortest or minimum cost) path?

Definition I: a heuristic function h(s) is said to be admissible if it never over-estimates the true cost
from s to a goal sg — C(s, sg), i.e.,

h(s) ≤ C(s, sg) (5.3)

Definition II: a heuristic search algorithm is called an A∗–algorithm if it uses an admissible heuristic
function. Definition III: we say h2(s), which provides better heuristic, is more informed than h1(s) if

h1(s) < h2(s) ≤ C(s, sg) (5.4)

With the above definitions, we give the following propositions conform them.

Proposition I: An A∗–algorithm is always complete and optimal.

Proposition II: LetA∗1 andA∗2 be two algorithms using heuristic functions h1(s) and h2(s), respectively.
Then the nodes searched by A∗2 is always a subset of those searched by A∗1, if h2(s) is more informed than
h1(s), i.e., h1(s) < h2(s) ≤ C(s, sg). Figure 5.8 gives two A∗ algorithms A∗1 and A∗2 with two heuristic
functions h1 and h2, respectively. A∗1’s searching space is in light blue shaded area, and A∗2’s searching
space is in dark blue shaded area. It is obvious that A∗2 employs a better heuristic function than A∗1, with
which A∗2 makes less effort in fulfilling its goal.
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Initial	Node

Goal	Node

Figure 5.8: Two A∗-algorithms A∗1 and A∗2 with heuristic functions h1(s) and h2(s), respectively; it satisfies
that h1(s) < h2(s), then we conclude that h2 is more admissible since it is informed better with smaller
search space.

We further prove the optimality of A∗-algorithm with below statements:

Proof by refutation

Let sg be an optimal goal state with minimum cost f∗(sg). by refutation, suppose A∗ algorithm
find a path from an initial state to a goal sg2 with cost f(sg2) > f∗(sg). It could be that sg2 = sg
and just the paths found by A∗ has larger cost. Then there must be a node s on the optimal path
which is not chosen by A∗. Since A∗ has expanded before s is expended. Thus it must be that
f(s) > f(sg2) > f∗(sg). Thus implies h(s) > h∗(s). It is contradictory to the assumption of A∗

algorithm. Figure 5.9 demonstrates a scenario of such proof by refutation.

Figure 5.9: Illustration of the proof by refutation of A∗-algorithm

Iterative Deepening A∗

Obviously, the heuristic function reduces computational complexity. The extent to which the complexity
decreases depends on how informed h(s) is. For example, if h(s) = 0, the algorithm is clearly uninformed,
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and the A∗ algorithm degenerates to BFS. We learn that BFS is actually an A∗ special case, and thus it is
complete and optimal. But we know that BFS is notorious for space complexity, thus we doubt that A* may
suffer from the same problem. Our worry is often true in real situation. To reduce the space complexity,
we again introduce an iterative deepening algorithm called Iterative Deepening A∗ (IDA∗) this time. It
employs a DFS algorithm with a bound for f(s), and increases this bound incrementally.

Adversarial Search

In this section, we introduce a new search scenario: game playing. Games, like the puzzles discussed
in previous sections, offer a perfect laboratory for studying complex problem-solving methodologies. The
configuration of a game consists of:

• Two adversarial players — who alternate in making moves — each viewing the opponent’s failure as
his own success.

• Zero-sum game — it is (confusingly) defined as one where the total payoff to all players is the same for
every instance of the game. And the game begins from a specified initial state and ends in a position
that, using a simple criterion, can be declared with win-lose, lose-win, or draw. To be specified, take
chess as example, chess is zero-sum because every game has payoff of either 0 + 1, 1 + 0, or 1

2 + 1
2 .

• Game information — most game played by computer programs, including chess, checkers, and GO,
have the perfect accessibility to game information — unlike bridge in which the players’ hands are
hidden.

• Deterministic rule — no dice used, unlike Back-Gammon where the outcome of a die determines the
available moves.

The problem is still formulated as a graph on a state space with each state being a possible configuration
of the game. This graph of gaming is further explicitly represented in a tree form, which is called game
tree. The root node is the initial position of the game, its successors are the positions that the first player
can reach in one move, their successors are the positions resulting from the second player’s move, the two
players alternatively take turn in the successive moves. Terminal or leaf nodes are those representing WIN,
LOSS, or DRAW. Each path from the root to a terminal node describes one case of complete play of the
game, Figure 5.10 illustrates fictional scenarios.

Max

Min

Max

Min

Figure 5.10: The Adversarial Search Tree

We call the two players MIN and MAX respectively. Due to space/time complexity, an algorithm often
can afford to search to a certain depth of the tree. Some time this search tree can also be called Game Tree,
Then for a leave s of the tree, we compute a static evaluation function e(s) based on the configuration s, for
example piece advantage, control of positions and lines etc. We call it static because it is based on a single
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node not by looking ahead of some steps. Then for non-terminal nodes, we compute the backed-up values
propagated from the leaves.

Take a Tic-Tac-Toe game as example, each player holding© or × selects the next move according the
winning amount. At each move, players calculate the open lines as the heuristic function; then the player
chooses the one he wins more or loses less. Figure 5.11 shows one state (or position) of a proceeding game
with each player calculating his open lines (the line with available slot and non-blocking by opponent)

e(s) = {number of open lines of MAX − number of open lines of MIN} (5.5)

	=

	=	5	-	4	=	1

Figure 5.11: Heuristic function of a Tic-Tac-Toe game

Figure 5.12, 5.13, and 5.14 demonstrate the whole process of the game with its adversarial search tree
at each round

1

Start	node

MAX's	move

1

-2

-1

6	-	4	=	2

5	-	4	=	1

4	-	6	=	-2

6	-	6	=	0

5	-	6	=	-1

5	-	5	=	0

5	-	6	=	-1

4	-	5	=	-1

5	-	5	=	0

6	-	5	=	1

5	-	5	=	0

6	-	5	=	1

Figure 5.12: The Game Tree of puzzle Tic-Tac-Toe: the evaluation of first round
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3	-	2	=	1
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3	-	2	=	1
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0
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0

4	-	2	=	2

4	-	3	=	1

3	-	3	=	0

5	-	3	=	2

3	-	3	=	0

4	-	3	=	1

4	-	2	=	2

4	-	2	=	2

5	-	2	=	3

4	-	2	=	2

4	-	2	=	2

MAX's	move

Figure 5.13: The Game Tree of puzzle Tic-Tac-Toe: the evaluation of second round
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2	-	1	=	1
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3	-	1	=	2

2	-	1	=	1

3	-	1	=	2

3	-	1	=	2
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2	-	2	=	0
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Figure 5.14: The Game Tree of puzzle Tic-Tac-Toe: the evaluation of third round
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Alpha-Beta Search

The problem with min-max search is that the number of game states it has to examine is exponential in the
depth of the tree. Unfortunately, we cannot eliminate the exponent, but it turns out we can effectively prune
the search tree to some extent without changing the final search results.

Now for each non-terminal nodes, we define an α and a β values: A MIN nodes updates its β value
as the minimum among all children who are evaluated. So the β value decreases monotonically as more
children nodes are evaluated. Its α value is passed from its parent as a threshold. A MAX nodes updates its
α value as the maximum among all children who are evaluated. So the α value increases monotonically as
more children nodes are evaluated. Its β value is passed from its parent as a threshold.

We start the alpha-beta search with AB(root, α = −∞, β = +∞), then do a depth-first search which
updates (α, β) along the way, we terminate a node whenever the following cut-off condition is satisfied.

β ≤ α; (5.6)

A recursive function for the alpha-beta search with depth bound Dmax updates the values of α and β
as it goes along and prunes the remaining branches at a node as soon as the value of the current node is
known to be worse than the current α or β value for MAX and MIN, respectively. The complete algorithm
(Algorithm 8) is given below,

Algorithm 8: The alpha-beta search Algorithm

1 Function AB(s, α, β):
2 if depth(s) == Dmax then
3 return e(s) /* leaf node */
4 end
5 for k = 1 to b(s) do
6 s′ ← kth child node of s;
7 if s is a MAX node then
8 α← max(α,AB(s′, α, β)) /* update α for max node */
9 if β ≤ α then

10 return α /* β-cut */
11 end
12 else
13 β ← min(β,AB(s′, α, β)) /* update β for min node */
14 if β ≤ α then
15 return β /* α-cut */
16 end
17 end
18 end
19 if s is a MAX node then /* all children expanded */
20

21 return α
22 else
23 return β
24 end

Now let us examine again the tic-tac-toe puzzle with alpha-beta pruning algorithm on the min-max game
tree, Figure 5.15 shows the whole process, the interested reader can try to construct this by himself,
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MAX	nodes

MIN	nodes

Backed-up	value	=	+1
Start	node

Figure 5.15: The Minmax Adversarial Search Tree of puzzle Tic-Tac-Toe solved with alpha-beta pruning
algorithms

Search in an And-Or Graphs

This section introduce a very powerful data structure used to describe the composition of sub-problems
and problem reduction representations.

The Counterfeit Coin Problem

We are given 12 coins, one of which is known to be heavier or lighter than
the rest. Using a two-pan scale, we must find the counterfeit coin and deter-
mine whether it is light or heavy in no more than three tests. What is the best
weighing strategy that guarantees that, regardless of the tests’ outcomes, the
counterfeit coin can be identified and characterized in at most three weighings?

If we are lucky and the balance tips one way or another, we are left with the easy problem of finding
which of the two suspects is the counterfeit coin, knowing that the remaining ten coins are honest. This
simple problem can, of course, be solved in a single step, weighing one of the suspects against one of
the honest coins. The thing to notice, though, is that this two-suspect problem can be solved in isolation,
independently of the problems that may ensue in case the balance remains neutral. Moreover, the same
simple problem will appear frequently at the end of many elaborate strategies, and so, if we recognize it
as an individual entity deserving an individual code, the solution to this subprogram can be found once,
remembered, and shared among all strategies that lead to it.

This suggests that we treat subproblems as individual nodes in some graph, even though none of these
subproblems alone can constitute a complete solution to our original problem. In other words, since every
action in our example introduces a triplet of subproblem, all of which must be solved, we prefer to represent
the situation resulting from an action not as a single node containing a list of subproblems but rather as a
triplet of individual nodes, each residing atop its own specialized set of candidate solution strategies. Figure
5.16 illustrates this problem-reduction representation.

Note that although the individual subproblems are assigned separate nodes, they are still bound by the
requirement that all must be solved before the parent problem is considered solved. The purpose of the
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curved arcs in Figure 5.16 is to remind us of this fact. Thus the search-space graph in this representation
consists two types of nodes;

• Nodes that represent alternative ways for solving a sub-task from which they emanate.

• Nodes that are connected to a parent problem node which composes of the individual subproblems.
this kind of nodes describes a decomposition of a task into a number of sub-tasks.

The former are identical to the nodes in state-space graphs and are called OR nodes, an OR-node is
solvable if at least one of it children node is solvable. The latter are unique to problem-reduction and are
called AND nodes, an AND-node is solvable only when all of its children nodes are solvable. An AND/OR
graph may not be fully explicated at the beginning and is often expanded along the search process. A solution
graph is a sub-graph of the AND/OR graph. It starts from the root node and makes choice at OR-nodes and
all of its leave nodes are solvable. A solution graph is the parse graph in our terminology. Further, a
solution base graph is a partial solution graph containing all the open nodes to be explored, or partial parse
graphs.

:	solve	a	12-
suspects	problem

:	solve	all	problems
that	 	may	create

:	solve	a	10-suspect	problem

:	test	12	coins
:	test	2	coins

:	balance	neutral:	balance	tips	left
:	balance	
tips	right

:	solve	all	problems	that	
may	create

:	solve	all	problems	that	
may	create

test	 test	
test	

:	solve	a	2-suspect	problem

test	

Heavy
counterfeit
identified

Light
counterfeit
identified

Light
counterfeit
identified

Figure 5.16: Problem-reduction representation for the Counterfeit Coin problem. Each node stands for one
subproblem, and the curved arcs indicate which sets of subproblems must be solved conjunctively to make
up a complete solution. (Modified with permission, from (Pearl, 1984 [92])

In Figure 5.16, OR-nodes represent the strategist’s choices of tests, AND-nodes represent Nature’s choice
of test outcomes. In cases where a node gives rise to a mixture of OR-nodes and AND-nodes, we can still
maintain the purity of node types by imagining that every bundle of AND nodes emanates from a separate
(dummy) AND node and that these dummy AND-nodes are OR linked to the parent node.
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In general, an AND-node and an OR-node may simultaneously link to the same node in and AND/OR
graph, such as the node marked (n) in Figure 5.17. In this figure, however, each node issues either OR-nodes
or AND-nodes, but not both.

Node	n

(a) (b) (c)

Figure 5.17: An AND/OR graph (a) and two of its solution graphs (b) and (c). Terminal nodes are marked
as dark blue dots.(Modified with permission, from (Pearl, 1984 [92])

During the search, we need to maintain the open lists at two levels:

1. a list of the solution bases,

2. lists of open nodes for each solution bases.

The score f(s) = g(s)+h(s) for each node s is updated. A node smay be reachable from the root from
multiple paths. Therefore, its score will have to be updated, and rollback the updates to its ancestor nodes.

U U U U US S S

(a)

U U U US S S

(b)

U US S
(c)

U

S

(U)

U

S

S
(d)

S

S

Figure 5.18: Typical steps in the execution of backtracking search of an And/Or tree. The heavy line
represents the traversal path, whereas the broken lines represent portions of the tree that can be purged from
memory. (Modified with permission, from (Pearl, 1984 [92])

Figure 5.18 illustrates the steps taken by backtracking in a left-to-right traversal of a binary AND/OR tree
of depth 3. The symbols S andU stand for the "solve" and "unsolvable" labels that propagate up the traversal
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path. Note that labelling any intermediate node permits us to remove that node from storage and shift the
traversal path one step to the right. This removal, however, although not affecting the correct labelling of the
start node, prevents us from reconstructing the actual solution graph once s is labeled as solved. Therefore,
if in addition to testing whether a problem can be solved we also wish to exhibit the final solution tree,
additional bookkeeping is needed. Prior to its removal, each "solved" node should transmit to its father a
code for the solution graph residing below it. These codes are then combined by the various AND-nodes and
passed upward until the start node, if labelled "solved" receives a code for the entire solution graph beneath
it. For example, in Figure 5.18(c) the intermediate node labelled S will transmit to its father the code (1, 1),
indicating that a solution can be obtained by going down two levels following leftmost successors. At stage
(d) the AND-node assembles the tree code (1, 1) (2, 1), and finally the start node receives the solution tree
2, ((1, 1)(2, 1)).

(a) (b)
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6 4 3

(c)
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6 4
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6 46 4 6
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6 6 8
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2 1
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(g)

7

6

(h)
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6

2

3

0 0
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Figure 5.19: Successive steps in the execution of general-best-first (GBF) search on the implicit And/Or
graph of part (a). Solid circles represent solved nodes, heavy hollow circles nodes in CLOSED, and thin
circles nodes in OPEN. The heavy lines stand, at each stage, for the current most promising solution base.
(Modified with permission, from (Pearl, 1984 [92])

The general best-first search (GBF), namely the commitment to explore the best among all available
candidates, can be applied in searching AND/OR graphs. Let us look an example of applying GBF on
AND/OR graphs. Assume that we wish to find a solution graph in the (implicit) AND/OR graph G of
Figure 5.19(a). Expanding s in Figure 5.19(b), we unravel three solution bases (i.e., three disjoint subsets of
potential solution graphs represented by the three arcs emanating from s). To apply the best-first principle
we need to used some criterion (f1) for assessing the promise offered by these solution bases. Let us assume
that we decide to pursue our search within whichever subset appears to contain the solution graph with the
smallest number of edges. Although the problem itself is not posed as an optimization task (any solution
graph will do), we can reasonably argue that the pursuit of the smallest graph automatically guides us toward
an early termination.

Now, to rank our three candidates by this criterion, we need to obtain some information regarding the
class of solution graphs stemming from each of the three given arcs. If the entire G graph were accessible,
we could have ranked out candidates perfectly; all we would need to know is the size of the smallest solution

119



graph beneath each one of the three nodes currently on OPEN list. Not having access to G itself, we must
try to estimate the needed information from the descriptions of the nodes themselves, and from our general
knowledge of the problem domain.

Assuming that such estimates were computed and gave the values 6, 4, and 3 to the three nodes on OPEN
list, we now make an additional assumption that these estimates be taken at face value for the purpose of
computing the merit of each candidate solution base. Recalling that perfect estimates, if available, should
be increased by one to give the required size assessment of our candidates, we apply the identical procedure
to the imperfect estimates and obtain the values 7, 5, and 4. The best candidate appears to be the rightmost,
with an overall estimate of 4, and this estimate can now be stored at s for later use.

This one simple step applied to the three nodes in Figure 5.19(b) involves two fundamental principles in
heuristic programming. The choice of an auxiliary minimization criterion as a means to hasten the search
invokes what we call the small-is-quick principle. That choice determines the kind of heuristic estimates h;
h should contain estimates of a set of parameters sufficient for the computation of the minimization criterion
chosen. Substituting these imperfect estimates for the actual values of the parameters constitutes the second
principle and would be referred to as the face-value principle.

In Figure 5.19(b), the rightmost candidate solution base is declared most promising, and its (only) OPEN
node is expended. This allows reevaluation of the candidate using the estimates assigned to its newly gen-
erated nodes. In our example (Figure 5.19(c)), the rightmost candidate was reevaluated to 7, rendering it
inferior to the middle candidate, valued at 5. Therefore that latter candidate is declared most promising and
draws future attention.

The graphs in Figure 5.19 illustrates successive developments of the search graph G′ (in thin lines) and
the shifting of its most promising solution base G0 (in heavy lines). Figure 5.19(d) illustrates a situation
where the node selection function is invoked. The reason for choosing the leftmost tip node of G0 for
expansion stems from the following argument: If the current G0 is in fact a base of a legitimate solution, all
its tip nodes must eventually be expanded, and the order of expansion is immaterial. If it is not, however,
the most sensible node to expand would be be the one that reveals the error the earliest.

We repeat applying the above analysis and the two principles of general best-first search to successive
steps in Figure 5.19(e) - (h).

5.1.2 Bottom-Up Chart Parsing

In this section, we give an introduction to the bottom-up chart parsing methods. A chart parser is a type of
parser which adopt dynamic programming to generate partial hypothesized results. This type of methods
got its name from the data structure (chart) used for storing intermediate results along the parsing process.
With its practical value and nice properties, a lot of well-known methods share insights on the chart-parsing
idea, including the shift/reduce algorithm, Cocke-Younger-Kasami (CYK) algorithm [19, 66, 151] and also
the Earley algorithm [27]. In the following sections, we provide illustrations on both the motivations and
details of bottom-up chart parsing methods.

Parsing Inefficiency

The main motivation of bottom-up chart parsing originates from the inefficiency of backtracking (search-
based) parsers. With no intermediate results stored, a backtracking parser may perform many redundant
actions, for example (i) rediscovering phrases it has already successfully found, and (ii) re-exploring hy-
potheses that have already failed. In a simple example from [], with a grammar containing the following the
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two verb phrase expansions:

VP→ V NP PP

VP→ V NP NP

and a sentence that we are trying to parse:

"I sent the very pleasant double-glazing salesman that I met on holiday in Marbella last year a
post card."

The first rule will be attempted in the search and the long object noun phrase will be parsed. Then when
looking for a prepositional phrase, it will naturally fail and backtrack to try the second rule. In this case,
the parsing constituents before the final noun phrase will be repeated and finally "a postcard" will be parsed
as the final noun phrase. This undesired behaviour of redundant parsing operations is a natural outcome of
searching without memoization. A backtrack search parsing method may, in the worst case, need exponential
number of steps (with respect to the input) to try all alternatives of the given context-free grammar (CFG)
in order to produce all possible parse trees. In this case, the space-time complexity will both be exponential
with respect to the input string length. As a grammar parsing problem could be easily decomposed into
sub-problems, an intuitive solution to this issue is to adopt a dynamic programming based approach, store
intermediate results and avoid redundant parsing operations.

Figure 5.20: Tree inadequacy: on the left subfigure, when the prepositional phrase may attach to both NP and
VP, we need two separate trees as we can not summarize the common parts of previously parsed constituents
in parse trees; on the right subfigure, we can not use parse trees to represent incomplete structures, especially
in a bottom-up fashion, since there is no root.

Another problem of using search-based methods is over the data structures used. In fact, parse trees
do not provide a way of representing local ambiguity. A new constituent may attach to many possible
predecessor nodes, and representing each possibility requires a separate tree. However, there exists common
information among these possible parse trees when solving local ambiguities. Moreover, parse trees do not
provide a way of representing incomplete structures, this might cause problem when the input cannot be
completely parsed. A visualization of these two problems could be seen in Fig.5.20. These deficiencies
urge us to have a better data structure to provide (i) a compact representation for local ambiguity and (ii) a
representation for partial parses. The chart data structure is therefore designed to provide a solution to these
issues and we leave the detailed descriptions to the following sections.
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Charts

A chart is an abstract data structure used to store intermediate results during parsing. It consists of a col-
lection of vertices, one between each word of the input, connected by edges, labelled with grammatical
information. The main goal of charts is to store partial results of the parsing process such that it can be
reused.

Formally, charts are represented by directed graphs G = 〈V,E〉. For an input sentence with n words,
V = {0, 1, ..., n}, and the i-th word is marked by two nodes in V , i.e., node i − 1 and node i. An example
is shown in Fig.5.21.

Figure 5.21: An example chart for the sentence "Bob opened the door with his hand.". Vertices are connected
by edges containing grammatical information. Each edge covers a span of words from the starting vertex to
the ending vertex indicating what words are covered/parsed.

Each edge e ∈ E characterizes a completed or partial constituent spanning a group of words. Along
with the parsing process, edges we generate to connect vertices correspond to derivation of production rules,
and are therefore equipped with parsing information. An edge is represented by a 5-tuple

e = (start, finish, category, found, remainder)

where category is a non-terminal node in the grammar, indicating the left hand side of a production rule;
found is parsed parts of the right hand side of category which explains word from span (start, finish);
remainder is the remainder of the right hand side of non-terminal category left to be parsed. We further
define active edges as edges that have non-empty remainder set and passive edges as edges that have empty
remainder set. An example is shown in Fig.5.22.

Figure 5.22: Active edge and passive edge: the left subfigure shows an example active edge where the dot
is not at the end of the production rule indicating remaining constituents to be parsed; the right subfigure
shows an passive edge.

The dotted rules shown in Fig.5.22 are used to represent stages in the parsing process, where constituents
before the dot is parsed and the others are remained to be parsed. In this sense, active edges corresponds to
incomplete parses.
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Returning to the tree inadequacies we discussed previously, using a chart representation will easily solve
the local ambiguity and partial parsing problem. For the example we showed earlier, we can use a char to
solve the problem as shown in Fig.5.23. As each edge in the chart is only associated with the span of
words and grammatical information, we can use edges to summarize common information when facing
local ambiguity. Partial parses are also inherently solvable since in chart, we do not necessarily restrict
edges to form a full parse tree.

Figure 5.23: The equivalent chart containing multiple possible parses for subsets of words.

With the definition of active and passive edges, we can combine partial parses into a complete parse
in the chart notations. This is done by combining active edges with passive edges to make new edges
(either passive or active) following the fundamental rule. More specifically, suppose the active edge goes
from node n1 to node n2 is e1 = (n1, n2, α, β, Cγ) and the passive edge goes from node n2 to n3 is
e2 = (n2, n3, C, δ), then we can combine this two edges and create a new edge e3 = (n1, n3, βC, γ) in the
chart as shown in Fig.5.21.

Before going into the details of chart parsing algorithms, we give the definition of agenda. An agenda is
a data structure that keeps track of the things that we still have to do. More intuitively, it can be treated as a
list of edges to be added to the chart and create new edges according to the fundamental rule. Newly created
edges are then put into the agenda such that we can look at them to see whether they can be combined with
other edges in any way. The main reason for having this concept is to decide in what order edges should be
added to the chart, which further affects parsing efficiency. Two common agendas are

· Stack agenda: every time an edge is added, it is placed on the front of the agenda, corresponding to
depth-first-search.

· Queue agenda: every time an edge is added, it is placed on the end of the agenda, corresponding to
breadth-first-search.

Other common choices include using a priority queue agenda taking the probability of edges as priority
values.

Bottom-up Chart Parsing Algorithms

With the definition of charts, edges, and agenda, the goal of chart parsing is to produce a complete edge that
spans from vertex 0 to n and is of category S where S is the start symbol of the given CFG. The general
idea of chart parsing follows from edge combination we mentioned earlier, as we can enumerate all possible
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Figure 5.24: Illustration of the fundamental rule: With active edge on the top-left and passive edge on the
top-right, we can combine these edges to a new edge shown at the bottom that aggregates the partial parses.

edges and try to combine them to see if the final edge could be obtained. Depending on whether an agenda
is used, chart parsing algorithms can be categorized into passive and active chart parsing algorithms. To
better illustrate the algorithms, we use a simple CFG shown in Fig.5.25 as an example.

S→ NP VP

NP→ DET N

VP→ V NP

DET→ “a” | “the”

N→ “boy” | “bicycle”

V→ “rode”

Figure 5.25: A simple grammar example.

We use the sentence “The boy rode a bicycle" together with this CFG throughout this section to illustrate the
behaviors of different parsing algorithms.

Bottom-Up Passive Chart Parsing We use the Cocke-Younger-Kasami (CYK) algorithm as an example
to illustrate the basic steps of a bottom-up passive chart parser. From a bottom-up perspective, the CYK
algorithm first concentrates on substrings of the input sentence, shortest substrings first and works its way
up. Following the notations defined previously, the CYK algorithm starts from the unit substrings (of length
1) and attempt to match them with passive edges. Then, it tries to see if passive edges can compose new
passive edges for substrings of length from 2 to n (the length of the string).

More formally, let us suppose that a sentence X = w1 · · ·wn and the grammar G with S being the
start symbol. Let wij = wiwi+1 · · ·wi+j−1 denote the substring of X of length j starting with wi, then
X = w1n. Let R ∈ G denote the production rules in the given CFG. For storing the parsing information
of each substring wij , we create a CYK table V with V [i, j], 1 ≤ i ≤ n, 1 ≤ j ≤ n − i + 1 to store the
rules (passive edges) which can explain substring wij . In a probabilistic parsing setting, we can use a set of

124



4-tuples
vk = (k, probability, pointerLeft, pointerRight)

to store all partial information we need in the CYK table. Here k corresponds to a production rule Rk in
the grammar, probability is the probability of parsing the current substring with rule Rk, pointerLeft and
pointerRight are two pointers pointing to table entries of the decomposed substrings of the current string.

Then when we gradually increase the length of the substring in a dynamic programming manner, we
should have sub-problems merging into full problem. A substring wij of length j could be decomposed to
two substrings wim with length m and wi+m j−m with length j −m.

Rk︷ ︸︸ ︷
Rkl︷ ︸︸ ︷

wi · · · wi+m−1︸ ︷︷ ︸
wim

Rkr︷ ︸︸ ︷
wi+m · · · wj︸ ︷︷ ︸

wi+m j−m︸ ︷︷ ︸
wij

As we should have already have the parse (Rkl andRkr ) for these shorter length substrings, we can have
the iterating function:

V [i, j] = {vk = (k, P (Rk|wij), vkl , vkr) |
Rk → RklRkr , Rkl ⇒ wim, Rkr ⇒ wi+m j−m, Rkl , Rkr ∈ G}

The full algorithm is therefore as shown in Alg.10. The algorithm has three nested nested loops each
of which has the range at most 1 to n. With each loop, the algorithm check all production rules in the
grammar G, therefore the worst case of running time is O(n3|G|). We also show an example here for the
ride bicycle example we mentioned earlier and the corresponding chart in Fig.5.26. In fact, each table entry
V [i, j] is storing all valid passive edges for parsing substring wij with vk having the same semantics to
the edges e we discussed. We used a slightly different notation for passive edges as in this case we don’t

Algorithm 9: CYK algorithm
Input : sentence X = w1 · · ·wn, grammar G with production rules R ∈ G and start symbol S.
Output: verify whether S ⇒ X

1 Construct a n× n CYK table V
2 for i = 1→ n do
3 V [i, 1] = {vk = (k, P (Rk|wi1),NULL,NULL) | Rk ⇒ wi1, Rk ∈ G}

4 for j = 2→ n do
5 for i = 1→ n− j + 1 do
6 for m = i+ 1→ j − 1 do
7 V [i, j] = {vk = (k, P (Rk|wij), vkl , vkr)|Rk → RklRkr , Rkl ⇒ wim, Rkr ⇒

wi+m j−m, Rkl , Rkr ∈ G}

8 return V [1, n]
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need to distinguish between active and passive edges, however, to see the connection, vk can be seen as a
passive edge ek = (i, i+ j, Rk, RklRkr , ∅) with auxiliary information pointing to the related table entries of
decomposed substrings and parsing probabilities. One thing worth mentioning, as we can see in Fig.5.26,
is that the CYK table is always triangular. We can easily adopt this nice property and optimize the memory
efficiency in Alg.10, this is left as a design choice and will not be discussed in detail.

Figure 5.26: CYK parsing example: CYK table entries generated after parsing (top), the edges added to the
chart (bottom).

Bottom-up Active Chart Parsing One minor drawback of the passive chart-parsing algorithm is that we
can not use a strategy to make the parsing process more efficient. This reflects to agendas we discussed in
the previous sections. In fact, if we consider active edges, instead of enumerating all passive combinations,
we can follow a certain scheme to combine active/passive edges into new new edges. This allows better
parsing efficiency with prior information on the statistics of the grammar being parsed.

To start with, we need to clarify on how to initialize agendas. With start symbol S, we can add inactive
edges by finding every rule that has the category of the edge as its left corner. For example, using the sample
grammar we provided in Fig.5.25, we can have edge e = (0, 1,DET, ∅, ∅). Given this edge e, we add edges

e1 = (0, 0,NP, ∅,DET N) NP→ · DET N

e2 = (0, 0, S, ∅,NP VP) S→ · NP VP

into the agenda as e1 has DET as first symbol on its RHS and e2 has NP as its first symbol. Such a process
is also known as bottom-up predict. More specifically, we show the details of the steps below:
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Algorithm 10: Bottom-Up Active Chart Parsing Algorithm
Input : sentence X = w1 · · ·wn, grammar G with production rules R ∈ G and start symbol S.
Output: verify whether S ⇒ X

1 Initialize chart C = ∅ and agenda
A = {all passive edges valid from words} ∪ {active edges predicted}

2 while A 6= ∅ do
3 select edge e = (start, finish, category, found, remainder) from agenda
4 add e to C in position (start, finish) if e /∈ C
5 if e active then
6 for e′ ∈ C, finishe′ = start do
7 Combine e and e′ into new edge ē
8 if ē 6= NULL then // can be combined

9 add ē and ē′ ∈ {ē′| active edges predicted from ē} to A

10 Succeed if there is a passive edge e = (0, n, S, found, ∅) ∈ C

Bottom-Up Predict

• For each passive edge e with category B in the agenda

• find every rule r : α→ Bγ that has B as its first RHS symbol.

• add an empty active edge e = (0, 0, α, ∅, Bγ) to the agenda

• Repeat this process using the categories of the active edges added.

With predict operation and passive edges we start with from the unit substrings like we had in CYK, we are
able to initialize the agenda with both active and inactive edges. During parsing, we need to follow the same
scheme when passive edges are combined from active/passive edges.

The example of passive/active edges generated while parsing the ride bike example is shown in Fig.5.27.

Limitation

One of the drawbacks of a bottom-up strategy is that all constituents are licensed by the grammar built,
regardless of whether they could be incorporated into a complete parse, that is, the algorithm is insufficiently
goal-driven. For example, suppose our sentence was “the search for Spock was successful”. The phrase
“search for Spock” would be found not only as part of a noun phrase, but also a present-tensed verb phrase.
But a verb phrase can never directly follow a determiner such as “the”, so adding grammar context from a
top-down perspective would allow us to prune the search tree.
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Figure 5.27: Chart visualization for bottom-up active parsing

5.1.3 Top-Down Earley Parser and Generalization

As mentioned in the previous section, bottom-up parsing algorithms ignores top-down knowledge from
the grammar. All possible edges in the chart are generated in a bottom-up fashion, not considering whether
these edges, or the new edges could actually be derived from the starting symbol. This add a lot of redundant
constituents which can not be incorporated into a complete parse. Therefore, one intuitive idea to solve this
issue is to make predictions, generate edges, in a top-down manner. Earley parser [] is an exemplar top-down
parsing algorithm and we will treat it as the main focus of this section to illustrate the ideas.

Recall the bottom-up active parsing algorithm we discussed previously, the bottom-up predict operation
generates new edges from the smallest units of the sentence and checks if there are production rules taking
these constituents as their RHS. A dotted rule (active edge) is then added to the agenda for later use. In a top-
down parser, we generate active edges in a similar fashion, however, from the starting symbol of grammar
S instead of all words. When initializing the agenda, the top-down prediction operation is illustrated as
follows:

Top-Down Predict

• For an edge with category A

• for every rule that has the goal category A as its LHS, r : A→ β,
add an active edge to the agenda of the form e = (0, 0, A, ∅, β)

• Repeat this process using the categories of the active edges added
until no edge can be added.

Using the example grammar we discussed, we begin with the start symbol S and production rule S →
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NP VP, the following edges are added to the agenda in top-down prediction:

S → · NP VP e = (0, 0, S, ∅,NP VP)

NP→ · DET N e = (0, 0,NP, ∅,DET N)

DET→ · “a” e = (0, 0,DET, ∅, “a”)

DET→ · “the” e = (0, 0,DET, ∅, “the”)

You might have noticed that all edges created are active edges in top-down prediction. This allows us to
add the grammar constraints into chart parsing so that only grammar rules that can be legally applied will
be put on the chart. This guaranteed that no redundant constituents which can not be incorporated into a
complete parse will be generated, since every edge is generated following a path from the start symbol S.

The Earley parser proposed in 1970s is one of the top-down chart parsing algorithms that implement the
above ideas. We follow the notations used in most of existing literature when describing Earley parser and
connect them to concepts we discussed in chart parsing.

We start with the definition of states. A state is a tuple (A → α · β, i, j) consisting of (i) the dotted
production rule currently being matched (A → α · β), and (ii) the position i in the input at which the
matching of this production began and the end position j. Using our previous definition of edges, each
Earley state is equivalent to edge e = (i, j, A, α, β). Seeded with production rules of start symbol S and
initial states {(S → · α, 0, 0)} (initialized chart), the parser repeatedly executes three operations: predict,
scan and complete:

Earley Parser Operations

• Predict: for each state in the chart of the form (A→ α ·Bβ, i, j),
add (B → ·γ, j, j) to the chart for every production rule with B on
the left-hand side (r : B → γ).

• Scan: for each state in the chart of the form (A→ α · aβ, i, j), where
a is a word token, add (A→ αa · β, i, j + 1) to the chart.

• Complete: for each of the form (B → γ·, j, k), find states of the form
(A→ α ·Bβ, i, j) and add (A→ αB · β, i, k) to the chart.

The three operations match with our previous discussion on chart parsing. Predict and complete operations
are identical to top-down predict and combining edges according to the fundamental rule in chart parsing.
And Scan operation is to ensure that all passive edges generated could be incorporated in to a complete parse
given the grammar.

During implementation, the finish field can be substituted by the definition of state set S(m). Formally,
state set S(m) contains all Earley states that has the span from start to m. We use the alternative notation
(A → α · Bγ, i) in S(j) to denote edge e = (i, j, A, α,Bγ) without finish field. The detailed algorithm is
illustrated in Alg.11
PREDICT, SCAN and COMPLETE corresponds to the operations we discussed earlier but under the state set
convention. It is obvious that this two form of operations are equivalent. Notice that in Alg.11, we use an
additional symbol Γ to summarize all productions with start symbol S, this set a unique pseudo root where
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Algorithm 11: Top-Down Earley Parsing Algorithm
Input : sentence X = w1 · · ·wn, grammar G with production rules R ∈ G and start symbol S.
Output: verify whether S ⇒ X

1 Initialize n+ 1 empty state sets S(0), · · · , S(n)

2 Add state (Γ→ · S, 0) to state set S(0)

3 for k = 0→ n do
4 for state s ∈ S(k) do
5 if s passive then COMPLETE(s, k)
6 if s active, next of s is terminal then SCAN(s, k, X)
7 if s active, next of s is non-terminal then PREDICT(s, k, G)

8 Succeed if there is a state s = (Γ→ S·, 0) ∈ S(n)

9 def PREDICT(s = (A→ α ·Bγ), k,G):
10 for r : B → γ ∈ G do
11 Add state s′ = (B → ·γ, k) to state set S(k)

12 def SCAN(s = (A→ α · aβ, i), k,X):
13 if a = wk then
14 Add state s′ = (A→ αa · β, i) to state set S(k + 1)

15 def COMPLETE(s = (B → γ·, j), k):
16 for s = (A→ α ·Bγ, i) ∈ S(j) do
17 Add state s′ = (A→ αB · β, i) to state set S(k).

top-down prediction starts from, even if there exists multiple production rules that take the start symbol S
as LHS.

For visualization purposes, we choose a less space consuming arithmetic grammar to illustrate the pro-
cess of earley parser. The state sets are shown in Fig5.28. Here as there is only one production rule attached
to the start symbol, we do not add the pseudo root Γ and check if there is state s = (S → R·, 0) in state set
S(3) for string “0+1”.
For example, in state set S(0), the second state (R → ·R + R, 0) is generated by top-down prediction
from the initial state (S → ·R, 0) through PREDICT operation. In state set in S(1), the second state (R →
R ·+R, 0) is generated by combining state (R → 0·, 0) (passive edge) with state (R → ·R + R, 0) (active
edge) in S(0) through COMPLETE operation. Other states are generated in a similar fashion following the
three parser operations. We comment on the fourth column in Fig.5.28 for each states’ origin. In this case,
the state (S → R·, 0) indicates that the string X = “0+1” can be successfully parsed by the given grammar.

As we can see from the previous illustrations, there are a lot of similarities between top-down and
bottom-up chart parsing methods. In fact, the active chart parsing algorithm is basically the same as Ear-
ley’s algorithm, although it does not necessarily have to parse from left to right. As for complexity, the time
complexity for both algorithms is O(n3). However, with top-down restrictions that eliminate inappropriate
partial parses, the space complexity of Earley parser is O(n), instead of O(n2) as in bottom-up passive
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Sample grammar: S → R; R→ R+R; R→ “0”|“1”
Input string: 0 + 1

State: | state # | rule | origin | comment |
S(0)

(1) S → ·R 0 start rule
(2) R→ ·R+R 0 predict: (1)
(3) R→ ·0 0 predict: (1)
(4) R→ ·1 0 predict: (1)

S(1)

(1) R→ 0· 0 scan: S(0)(3)
(2) R→ R ·+R 0 complete: (1) and S(0)(2)
(3) S → R· 0 complete: (2) and S(0)(1)

S(2)

(1) R→ R+ ·R 0 scan: S(1)(2)
(2) R→ ·R+R 2 predict: (1)
(3) R→ ·0 2 predict: (1)
(4) R→ ·1 2 predict: (1)

S(3)

(1) R→ 1· 2 scan: S(2)(4)
(2) R→ R+R· 0 complete: (1) and S(2)(1)
(3) R→ R ·+R 0 complete: (1) and S(2)(2)
(4) S → R· 0 complete: (2) and S(0)(1)

Figure 5.28: An example of the Earley parser for parsing “0+1” with a simple arithmetic grammar.

parser (CYK parser). With its nice property of combining grammar context constraints with current se-
quence inputs, the Earley parser is also used for tasks outside the natural language domain, including video
understanding and future prediction. We leave the details to Chapter 7 for further illustrations.

5.1.4 Inside-Outside Algorithm for Parsing and Learning

In this section, we introduce the probabilistic context-free grammars and describe the famous Inside-Outside
algorithm for its inference and learning. The key idea in probabilistic context-free grammars is to extend
context-free grammars to define a probability distribution over possible parses. Why is this probability
distribution useful? A crucial idea is that once we have this probability distribution, we can rank possible
parses for any sentence in order of probability and deal with ambiguity in the parsing process, in which a
sentence might have multiple possible parses.
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Probabilistic Context-free Grammars

Probabilistic Context-Free Grammars (PCFGs) augments CFGs by associating each production rule with a
probability. Formally, it is defined by a 5-tuple G = (V,Σ, R, S, P ), where P is the set of probabilities
on production rules R. Since P defines a probability distribution, it has following constraints: for any
non-terminal node α ∈ V ,

φ(α→ β) ≥ 0 (5.7)∑
β

φ(α→ β) = 1.0 (5.8)

Given a parse tree t using a set of rules {α0 → β0, α1 → β1, ..., αn → βn}, its probability is defined as:

p(t) =
n∏
i=1

φ (αi → βi) (5.9)

Inside-Outside Algorithm

To make a grammar probabilistic, we need to assign a probability to each production rule. How should
these probabilities be determined? It is natural to expect that these probabilities depend on the domain that
is being parsed and we would like to tune the rule probabilities to fit our data. According to the statistical
principle of maximum likelihood, we should choose the rule probabilities so as to maximize the likelihood
of the observed data. Next we will describe how this principle is realized in the Inside-Outside algorithm
for parameter estimation of context-free grammars.

Consider two similar sentences and their syntactic parses in Figure 5.29. These two sentences only have

Figure 5.29: Two similar sentences and their syntactic parse trees.

one different word. In the absence of other constraints, both parses are valid for each sentence. That is, one
could, at least syntactically, speak of a type of “pizza without hesitation,” though this would certainly be
semantic gibberish, if not completely without taste. One of the goals of probabilistic training and parsing
is to enable the statistics to correctly distinguish between such structures for a given sentence. This is
indeed a formidable problem. Throughout this chapter we will refer to the above sentences and grammar to
demonstrate how the training algorithm is actually carried out. While certainly a toy example, it will serve
to illustrate the general algorithm, as well as to demonstrate the strengths and weaknesses of the approach.
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The Inside-Outside algorithm starts from some initial setting of the probabilities, and iteratively adjusts
them to increase the likelihood of the training corpus. Denote the two sentences in Figure 5.29 as W1,W2

and their parses as T1, T2. Then their probabilities can be written as:

Pφ (W1, T1) = φ(S→ N V)φ(V→ V N)φ(N→ N P)×
× φ(P→ PP N)φ(N→ She )φ(V→ eats )×
× φ(N→ pizza )φ(PP→ without )φ(N→ anchovies )

(5.10)

Pφ (W2, T2) = φ(S→ N V)φ(V→ V N P)φ(P→ P PP)×
× φ(N→ She )φ(V→ eats )φ(N→ pizza )×
× φ(PP→ without )φ(N→ hesitation )

(5.11)

In the absence of other restrictions, each sentence can have both parses. Thus we also have:

Pφ (W1, T2) = φ(S→ N V)φ(V→ V N P)φ(P→ P PP)×
× φ(N→ She )φ(V→ eats )φ(N→ pizza )×
× φ(PP→ without )φ(N→ anchovies )

(5.12)

Pφ (W2, T1) = φ(S→ N V)φ(V→ V N)φ(N→ N P)×
× φ(P→ PP N)φ(N→ She )φ(V→ eats )×
× φ(N→ pizza )φ(PP→ without )φ(N→ hesitation )

(5.13)

The likelihood of our corpus with respect to the parameters φ is thus

L(φ) = (Pφ (W1, T1) + Pφ (W1, T2)) (Pφ (W2, T1) + Pφ (W2, T2)) . (5.14)

Starting at some initial parameters φ, the inside-algorithm re-estimates the parameters to obtain new param-
eters φ′ for which L(φ′) > L(φ). This process is repeated until the likelihood doesn’t increase.

To derive how the Inside-Outside algorithm updates the parameters, we assume that the grammar is
in Chomsky normal form. Given the initial probabilities φ and a training corpus {W1,W2, ...,WN} , the
parameters are re-estimated to obtain new parameters φ′ as follows:

φ′(A→ BC) =
count(A→ BC)∑
α count(A→ α)

φ′(A→ w) =
count(A→ w)∑
α count(A→ α)

count(A→ BC) =

N∑
i=1

cφ (A→ BC,Wi)

count(A→ w) =

N∑
i=1

cφ (A→ w,Wi)

(5.15)

The number cφ (A→ α,Wi) is the expected number of times that the production rule A → α is used in
generating the sentence Wi when the rule probabilities are given by φ . To calculate these expected counts,
we need to introduce two key ingredients: inside and outside probabilities.
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Figure 5.30: The inside [left] and outside [right] probabilities.

Consider a sentence W = w1w2...wn. The inside probability of a non-terminal node A over the range
[i, j] is defined as the probability that A derives the string of words wi...wj in the sentence W :

αij(A) = Pφ

(
A
∗⇒ wi · · ·wj

)
. (5.16)

The outside probability of A is defined as the probability that the start symbol S derives the string
w1 · · ·wi−1 A wj+1 · · ·wn:

βij(A) = Pφ

(
S
∗⇒ w1 · · ·wi−1Awj+1 · · ·wn

)
(5.17)

Having these inside and outside probabilities, we can define the expected counts for a production rule A→
BC used in the derivation of the sentence W as:

cφ(A→ BC,W ) =
φ(A→ BC)

Pφ(W )

∑
1≤i≤j≤k≤n

βik(A)αij(B)αj+1,k(C) (5.18)

cφ(A→ w,W ) =
φ(A→ w)

Pφ(W )

∑
1≤i≤n

βii(A) (5.19)

To efficiently calculate the inside and outside probabilities, we leverage following facts:

αij(A) =
∑
B,C

∑
i≤k≤j

φ(A→ BC)αik(B)αk+1,j(C) (5.20)

βij(A) =
∑
B,C

∑
1≤k<i

φ(B→ C A )αk,i−1(C)βkj(B)+

+
∑
B,C

∑
n≥k>j

φ(B→ A C )αj+1,k(C)βik(B)
(5.21)
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Actually we can use compute these probabilities by dynamic programming approaches, like the CYK algo-
rithm.

To summarize, the Inside-Outside algorithm consists of the following steps:

1. initialize the parameters φ and set all of the counts count to zero;

2. compute the inside and outside probabilities for each sentence in the training corpus;

3. compute the expected number of times that each rule is used in generating each sentence and add to
the total count count;

4. update the parameters by:

φ′(A→ α) =
count(A→ α)∑
γ count(A→ γ)

(5.22)

5. repeat the process until it converges.

The Inside-Outside algorithm is guaranteed not to decrease the log likelihood. It can be stopped when
the change in log likelihood is sufficiently small.

5.1.5 Figure of Merit Parsing

Chart parsing is a commonly used algorithm for parsing natural language texts. A chart is the data structure
containing all constituents from which the algorithm generates subtrees, that is, constituents for which a
derivation has been found and may appear in some complete parse of the sentence. The agenda is a structure
that stores a list of constituents, in which the algorithm has not yet combined them with other constituents,
but we can find a derivation. Initially, the agenda contains the terminal symbols from the sentence ready
for processing. In the processing, the agent removes a constituent and adds it to the chart, and the system
considers how it uses this constituent to extend its current structural hypothesis by combining it with other
constituents in the chart according to the grammar rules. (We will often refer to these expansions of rules
as "edges.") In general, this can lead to the creation of new, more encompassing constituents, and the agent
then stores them. Once the algorithm has processed one constituent, it chooses a new one to remove from
the agenda, and so on. Traditionally, the agenda is represented as a stack, so that the last item added to the
agenda is the next one removed.

Best-first probabilistic chart parsing is a variation of chart parsing that attempts to find the most likely
parses first, by adding constituents to the chart in order of the likelihood that they will appear in a correct
parse, rather than merely popping constituents off of a stack. Some probabilistic figure of merit is assigned
to the constituents on the agenda, and the constituent maximizing this value is the next to be added to the
chart.

	is	location
	is	a	non-terminal	node

	is	the	 -th	derivation

Figure 5.31: Constituent N i
j,k in a sentence t0,n. Reprinted, with permission, from (Sharon, et al, 1998 [12])
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The purpose of applying chart parsing is to compare how well several figures of merit select constituents
to be moved from the agenda to the chart. Ideally, the objective is to pick the constituent that maximizes the
conditional probability:

p(N i
j,k|t0,n) (5.23)

where t0,n is the sequence of the n tags, or parts of speech, in the sentence (numbered t0, · · · tn−1), and N i
i,k

is a nonterminal of type i covering terms tj · · · tk−1. (See Figure 5.31.) The agenda uses a priority queue
to keep track of partial derivations. The key to best-first chart parsing is how to estimate it, then the order
of constituents in agenda is calculated based on some figures of merit of constituents which measure the
likelihood that the constituents will appear in a correct parse, rather than simply popping constituents off of
a stack (which simulates DFS) or a queue (which simulates BFS).

Ideal figures of merit for a node N i
j,k

our "ideal" figure of merit can be rewritten as:

p(N i
j,k|t0,n) =

p(N i
j,k, t0,n)

p(t0,n)

=
p(N i

j,k, t0,j , tj,k, tk,n)

p(t0,n)

=
p(t0,j , N

i
j,k, tk,n) p(ti,k|t0,j , N i

j,k, tk,n)

p(t0,n)

(5.24)

We apply the usual independence assumption that given a nonterminal, the tag sequence it generates depends
only on that nonterminal, giving:

p(N i
j,k|t0,n) ≈

p(t0,j , N
i
j,k, tk,n) p(ti,k|N i

j,k)

p(t0,n)

=
p(out)(N i

j,k) p
(in)(N i

j,k)

p(t0,n)

(5.25)

where inside probability of the constituent N i
j,k is defined as p(in)(N i

j,k) = p(tj,k|N i
j,k), which is the

likelihood rooted at N i
j,k and is the probability of the words in the constituent given that the constituent

is dominated by a particular nonterminal symbol, as shown in Figure 5.32; and outside probability of a
constituent N i

j,k is defined as p(out)(N i
j,k) = p(t0,j , N

i
j,k, tk,n), which is context for N i

j,k and also means the
probability of that constituent and the rest of the words in the sentence, see Figure 5.33 for the illustration;
and the denominator p(t0,n) is a constant.

	is	location
	is	a	non-terminal	node

	is	the	 -th	derivation

Figure 5.32: Inside probability includes only words within the constituent. Reprinted, with permission, from
(Sharon, et al, 1998 [12])
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	is	location
	is	a	non-terminal	node

	is	the	 -th	derivation

Figure 5.33: Outside probability includes the entire context of the constituent. Reprinted, with permission,
from (Sharon, et al, 1998 [12])

When the figures of merit are simple designs, we can apply heuristic to save time. The straight inside
probability describes the side effect of omitting the outside probability p(out)(N i

j,k) and p(t0,n) term, this
leads to the preference of shorter constituents to longer ones, further results in a "thrashing" effect. To
avoid thrashing, some technique is used to normalize the inside probability for use as a figure of merit. One
approach is to take the geometric mean of the inside probability, to obtain a per-word inside probability.
The per-word inside probability of the constituent N i

j,k is calculated as k−j
√
p(in)(N i

j,k). In computer vision
terminology, this is also seen as the score per-word for the vision grammar.

An alternative way to rewrite the "ideal" figure of merit is as follows:

p(N i
j,k|t0,n) =

p(N i
j,k, t0,n)

p(t0,n)

=
p(t0,j , tk,n) p(N i

j,k|t0,j , tk,n) p(tj,k|N i
j,k, t0,j , tk,n)

p(t0,j , tk,n) p(tj,k|t0,j tk,n)

(5.26)

Once again applying the usual independence assumption that given a nonterminal, the tag sequence it
generates depends only on that nonterminal, we can rewrite the figure o merit as follows:

p(N i
j,k|t0,n) ≈

p(N i
j,k|t0,j , tk,n) p(in)(N i

j,k)

p(tj,k|t0,j tk,n)
(5.27)

Assume p(N i
j,k|t0,j , tk,n) ≈ p(N i

j,k) = p(N i) and use a trigram model for

p(tj,k|t0,j tk,n) ≈ p(tj,k|tj−2 tj−1)

= Πk−1
a=jp(ta|ta−2, ta−1)

(5.28)

, then we have

p(N i
j,k|t0,n) =

p(N i) p(in)(N i
j,k)

p(tj,k|tj−2 tj−1)
(5.29)

which is also known as trigram statistics. When solving the probability distribution p(N i
j,k|t0,n) we can

apply an A∗ algorithm, we need to design a heuristic function h(s).
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inside

outside

parse	graph

Figure 5.34: inside and outside probability of a parse graph on an image

Suppose we have an image IΛ with its universe Λ, and it contains several objects, for instance, human
face (say Λ0 in example), dog, car, etc. as shown in Figure 6.12. The log likelihood of the face is calculated
by logP (AΛ0 |IΛ), further we define the fitness inside probability of Λ0 as P (IΛ0 |A), and context fitness
outside probability of Λ0 as P (A, IΛ,Λ0). Therefore, the log likelihood can be described as sum of two
scores

logP (AΛ0 |IΛ) = score(in)(A)︸ ︷︷ ︸
bottom up

+ score(out)(A)︸ ︷︷ ︸
top down

(joint parsing) (5.30)

From the above equation, we see that there’s a bottom up pass for calculating the inside probability, and a top
down pass for the outside probability. Further, the bottom up process and top down process are seen as the
current cost function g(s) and heuristic function (predicated score) h(s) of an A∗ algorithm, respectively,
that is, f(A) = g(A) + h(A).

Figures of Merit Example: Scene Parsing

In this section we discuss the scene parsing application with the analysis by figures of merit.

Figure 5.35: 3 Scene examples

Given some scene examples in Figure 5.35, we first define a projection of planar rectangles in 3-space
into the image plane. Illustrated in Figure 5.36, it has two pairs of parallel line segments in 3D which inter-
sect at two vanishing points p1 and p2 in the image plane. Each intersection of a line pair has a orientation,
e.g., α1 for p1 and α2 for p2, respectively. This projection is a form of representation and we see them as
terminal nodes in graph analysis of the scene understanding. Therefore, the set of terminal nodes is defined
as

VT = {(a, x(a)) : x(a) ∈ Ωa} (5.31)

where Ωa is the universe, a is the terminal node, and its attributes x(a), in our example, as shown in Figure
5.36, two vanishing points have coordinates p1 = (x1, y1) and p2 = (x2, y2), respectively. Then we get
x(a) = (x1, y1, x2, y2, α1, α2).
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Figure 5.36: A planar rectangle (shaded) is described by several variables. The two vanishing points p1 and
p2 and two directions α1 and α2 at the two vanishing points.

Figure 5.37: Six attribute grammar rules. Attributes will be passed between a node to its children and the
horizontal lines show constraints on attributes.

In addition to a representation, we also need an interpretation for the geometric relationship. Hence, we
further define a grammar for image interpretation. Our representation has the root node S for the scene and
one non-terminal nodes A for objects and surfaces.

VN = {(S,X(S)), (A,X(A)) : X(S) = n,X(A) ∈ ΩA} (5.32)

The scene node S generates n independent objects. The object node A can be instantiated (assigned) to a
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rectangle (rule r5), or be used recursively by the other four production rules: r2– the line production rule,
r3– the mesh production rule, r4– the nesting production rule, and r6– the cube production rule. The six
production rules are summarized in Figure 5.37.

This simple grammar can generate a language with a huge number of configurations for generic objects
and scenes. Figure 5.38 shows two typical configurations — a floor pattern and a toolbox pattern, and their
corresponding parse graphs.

Figure 5.38: Two examples of rectangle object configurations (b) and (d) and their corresponding parse
graphs (a) and (c). The production rules are shown as nonterminal nodes

The attribute X(A) = (`(A), n(A), Xo(A)) includes a label ` for the type of object (structure) repre-
sented by A, `(A) ∈ Ω` = {line,mesh, nest, rect, cube}, n(A) for the number of children nodes in A,
and Xo(A) for its geometric properties and appearance. The variables in Xo(A) depend on object type of
A, therefore we denote the attribute space of A as the union of the five different subspaces.

ΩA = Ωline
A ∪ Ωmesh

A ∪ Ωnest
A ∪ Ωrect

A ∪ Ωcube
A (5.33)

In the following we briefly explain the constraint equations associated with the rules. In most cases, the
constraint equations are straightforward but tedious to enumerate. Therefore we choose to introduce the typ-
ical examples. The simplest rule is r5 for instantiation. It assigns a rectangle and the associated attributes to
a non-terminal node A. Therefore the constraint equation is simply an assignment for the attribute variables.

r5 : A→ α;Xo(A) = x(a); (5.34)

This assignment may go in either direction in the computation. For the line production rule r2, we
choose m = 3 for simplicity.

r2 :A→ (A1, A2, A3);

gi(Xo(A)) = fi(Xo(A1), Xo(A2), Xo(A3)), i = 1, 2, . . . , k.
(5.35)

A is the bounding rectangle for A1, A2, A3 and shares with them the two vanishing points and orientations.
Given Xo(A), the three rectangles A1, A2, A3 have only 4 degrees of freedom for the two intervals, all the
other 3× 8× 4 = 20 attributes are decided by the above attribute equations. One can derive the constraint
equations for the other rules in a similar way.

Our objective is to compute a parse graph G by maximizing the posterior probability. The algorithm
should achieve two difficult goals: (i) Constructing the parse graph, whose structure is not predetermined
but constructed "on-the-fly" from the input image and primal sketch representation. (ii) Estimating and
passing the attributes in the parse graph. Our algorithm consists of three phases. In phase I, we compute
a primal sketch representation, and initialize the configuration to the free sketches. Then a number of
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Figure 5.39: The hierarchic parse graph is a generative representation and it produces a configuration in
the image plane. This configuration generates the image in a primal sketch model. The parse graph is
constructed by an iterative top-down/bottom-up algorithm. The rectangular primitives detected in bottom-
up step activate the grammar rules to predict missing or occluded components in top-down process.

rectangle proposals are generated from the sketch by a bottom-up detection algorithm. In phase II, we
adopt a simplified generative model by assuming independent rectangles (only r5 and r1 are considered).
Thus we recognize a number of rectangles proposed in phase I to initialize rule r5 in the parse graph. The
algorithm in phase II is very much like matching pursuit [78]. Finally phase III constructs the parse graph
with bottom-up/top-down mechanisms. The building up of the parse graph is shown as Figure 5.39, the
red rectangles are in chart and blue rectangles are in agenda. The rectangles in chart are closed/accepted
proposal in parse graph, while the rectangles in agenda are still open proposals needed to be explored.

We start Phase I with edge detection and edge tracing to get a number of long contours. Then we
compute a primal sketch representation, Csk, using the likelihood model. We segment each long contour
into a number of n straight line segments by polygon-approximation. In man-made scenes, the majority of
line segments are aligned with one of three principal directions and each group of parallel lines intersect
at a vanishing point due to perspective projection. We define all lines ending at a vanishing point to be a
parallel line group. A rectangle has two pairs of parallel lines which belong to two separate parallel line
groups. We run the vanishing point estimation algorithm [139] to group all the line segments into three
groups corresponding to the principal directions. With these three line groups, we generate the rectangle
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hypotheses as in RANSAC [40].

Figure 5.40: Bottom-up rectangle detection. The n line segments are grouped into three sets according to
their vanishing points. Each rectangle consists of 2 pairs of nearly parallel line segments (represented by a
small circle).

We exhaustively choose two lines candidates from each set as shown in Figure 5.40(a), and run some
simple compatibility tests on their positions to see whether two pairs of lines delineate a valid rectangle. For
example, the two pairs of line segments should not intersect each other as shown in Figure 5.40(b). This will
eliminate some obviously inadequate hypotheses. This yields an excessive number of bottom-up rectangle
candidates denoted by

Φ = {π1, · · · , πL} (5.36)

These candidates may conflict with each other. For example, two candidate rectangles may share two or
more edge segments and only one of them should appear. We mark this conflicting relation among all
the candidates. Thus if one candidate is accepted in the later stage, those conflicting candidates will be
downgraded or eliminated. In Phase II, we adopt a simplified model which uses only two rules r1 and
r5. This model assumes the scene consists of a number of independent rectangles selected from Φ which
explain away some line segments and the remaining lines are free sketches. A similar model has been used
on signal decomposition with wavelets and sparse coding, thus our method for selecting the rectangles is
similar to the matching pursuit algorithm [78]. Phase III aims to utilize the algorithm to construct the parse
graph, it adapts a similar greedy method as in Phase II. In this phase, we include the four other production
rules r2, r3, r4, r6 and use the top-down mechanism for computing rectangles which may have been missed
in bottom-up detection. Use the kitchen scene in Figure 5.39 as example, the four rectangles (in red) are
detected and accepted in the bottom-up phases I-II. They generate a number of candidates for larger groups
using the production rules, and three of these candidates are shown as non-terminal nodes A, B, and C
respectively. We denote each candidate by

Π = (rΠ, A(1), · · · , A(nΠ), B(1), · · · , B(kΠ)) (5.37)

In the above notation, rΠ is the production rule for the group. It represents a type of spatial layout or
relationship of its components. For example, A, B, C in Figure 5.39 use the mesh r3, cube r6, and nesting
r4 rules respectively. In Π, A(i), i = 1, 2, · · · , nΠ are the existing non-terminal nodes in G which satisfy
the constraint equations of rule r. A(i) can be either a non-terminal rectangle accepted by rule r5 in phase
II or the bounding box of a non-terminal node with three rules r2, r3, r4. The cube object does not have a
natural bounding box. We call A(i), i = 1, 2, · · · , nΠ the bottom-up nodes for Π and they are illustrated by
the upward arrows in Figure 5.39. In contrast, B(j), j = 1, 2, · · · , kΠ are the top-down non-terminal nodes
predicted by rule rΠ, and they are shown by the blue rectangles in Figure 5.39 with downward arrows. Some
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of the top-down rectangles may have already existed in the candidate set Φ but have not been accepted in
Phase II or simply do not participate in the bottom-up proposal of Π. Such nodes bear both upward and
downward arrows.

Figure 5.41: Four sets of proposed candidates Ψ2, Ψ3, Ψ4, Ψ6 for production rules r2, r3, r4, r6 respectively
and the candidate set Φ for the instantiation rule r5. Each circle represents a rectangle π or a bounding box
of a non-terminal node. The size of the circle represents its weight ω(π). Each ellipse in Ψ2, Ψ3, Ψ4, Ψ6

stands for a candidate Π which consists of a few circles. A circle may participate in more than one candidate.

Figure 5.41 shows the five candidate sets for the five rules. Each grammar rule ri can be seen as an
assembly line and maintains an open list and closed list of particles, a particle is a production rule partially
matched, its probability measures an approximated posterior probability ratio. Ψi is the candidate set of rule
ri for i = 2, 3, 4, 6 respectively. Each candidate Π ∈ Ψi is shown by an ellipse containing a number of
circles A(1), i = 1, · · ·nΠ (with red upward arrows) and B(j), j = 1, · · · , kΠ (with blue downward arrows).
These candidates are weighted in a similar way as the rectangles in Φ by the log-posterior probability ratio.

Ψi = {(Πj , ωj) : i = 1, 2, · · · , Ni}, i = 2, 3, 4, 6 (5.38)

Φ = {(πi, ωi) : i = 1, 2, · · · ,M} for rule r5 has been discussed in Phase II. Now Φ also contains
top-down candidates shown by the circles with downward arrows. They are generated by other rules. A
non-terminal node A in graph G may participate in more than one group of candidate Π’s, just as a line
segment may be part of multiple rectangle candidate π’s. This creates overlaps between the candidates and
needs to be resolved in a generative model.

At each step the parsing algorithm will choose the candidate with the largest weight from the five candi-
date sets and add a new non-terminal node to the parse graph. If the candidate is π ∈ ∅, it means accepting
a new rectangle. Otherwise the candidate is a larger structure Π, and the algorithm creates a non-terminal
node of type r by grouping the existing nodes A(i), i = 1, 2, · · · , nΠ and inserts the top-down rectangles
B(j), j = 1, · · · , kΠ into the candidate set Φ. The key part of the algorithm is to generate proposals for π’s
and Π’s and maintain the five weighted candidate sets Φ,Ψ, i = 2, 3, 4, 6 at each step. We summarize the
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algorithm as follows:

Algorithm 12: Constructing the parse graph G
Input: G = {A1, · · · , Am} from phase II and Φ = {(πi, ωi) : i = 1, · · · ,M −m} from phase I

1 for rule ri, i = 2, 3, 4, 6 do
2 create candidate set Ψi = Proposal(G, ri)
3 compute the weight ω(Π) for Π ∈ Ψi

4 end
5 while ω+ > δ1 do

/* select a candidate with the heaviest weight, create a node
A+ with bounding box. */

6 ω+(A+) = max{ω(A) : A ∈ Φ ∪Ψ2 ∪Ψ3 ∪Ψ6 ∪Ψ6}
/* insert A+ to the parse graph G */

7 G ← G ∪ {A+}
8 set the parent node of A+ to the non-terminal node which proposed A+ in the top-down phase

or to the root S if A+ was not proposed in top-down.
9 if A+ = π ∈ Φ is a single rectangle then

/* Add the rectangle to the configuration */
10 C(G)← C(G) ∪ {π+}
11 else
12 if A+ = Π = (rΠ|A(1), · · · , A(nΠ), B(1), · · · , B(kΠ)) then
13 set A+ as the parent node of A1(Π), · · · , An(Π)

14 insert top-down candidates B(1), · · · , BkΠ
in Φ with parent nodes A+

15 end
16 end
17 augment the candidate sets Ψi, i = 2, 3, 4, 6 with the new node A+

18 compute weights for the new candidates and update ω(Π) if Π overlaps with A+

19 end
20 return parse graph G

Figure 5.42 shows a snapshot of one iteration of the algorithm on the kitchen scene. Figure 5.42(b) is a
subset of rectangle candidates Φ detected in phase I. We show a subset for clarity. At the end of phase II,
we obtain a parse graph G = {A1, A2, · · · , A21} whose configuration C(G) is shown in (c). By calling the
function Proposal(G, ri), we obtain the candidate sets Ψi, i = 2, 3, 4, 6. The candidate sets are shown in
(d-f). For each candidate Π = (rΠ, A(1), · · · , A(nΠ), B(1), · · · , B(kΠ))), A(i), i = 1, 2, · · · , n(Π) are shown
in red and B(j), j = 1, 2, · · · , kπ are shown in blue.
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Figure 5.42: A kitchen scene as running example. (a) is the edge map, (b) is a subset of Φ for rectangle
candidates detected in phase I . We show a subset for clarity. (c) is the configuration C(G) with a number
of accepted rectangles in phase II . (d-f) are candidates in Ψ2, Ψ3, Ψ4, Ψ6 respectively. They are proposed
based on the current node in G (i.e. shown in (b)).

The function Proposal(G, ri) for generating candidates from the current nodes G = {Ai : i =
1, 2, · · · ,m} using ri is not so hard, because the set |G| is relatively small (m < 50) in almost all ex-
amples. Each Ai has a bounding box (except the cubes) with 8 parameters for the two vanishing points
and 4 orientations. We can simply test any two nodes Ai, Aj by the constraint equations of ri. It is worth
mentioning that each A ∈ G alone creates a candidate Π for each rule r2, r3, r4, r6 with n(Π) = 1. In such
cases, the top-down proposals B(j), j = 1, · · · , kΠ are created using both the constraint equations of ri and
the edge maps. For example, based on one rectangle A8, the top of the kitchen table in Figure 5.42(c), it
proposes two rectangles by the cube rule r6 in Figure 5.42(f). The parameters of those two rectangles are
decided by the constraint equations of r6 and the edges in the images.

We test our algorithm on a number of scenes with rectangle structures and show both qualitative results
through image reconstruction (or synthesis) using the generative model and quantitative results through an
ROC curve comparing the performance of two approaches: (i) pure bottom-up rectangle detection, and (ii)
our methods.

We show three results of the computed configurations and synthesized images in Figures 5.43 and 5.44.
In Figure 5.43, the first row shows the input images, the second row shows the edge detection results,
the third row shows the detected and grouped rectangles in the final configurations and missing rectangles
compared with the ground truth ( with true positive, false positives and missing rectangles being shown in
different line styles). In Figure 5.44 the first row are the reconstructed images based on the rectangle results
in the third row of Figure 5.43. We can see that the reconstructed images miss some structures. Then we add
the generic sketches (curves) in the edges, and final reconstructions are shown in the second row of Figure
5.44.
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Figure 5.43: Some experimental results. (a) Input image. (b) Edge map. (c) Computed rectangle configura-
tions and missing rectangles compared with the ground truth: true positive rectangles are shown with solid
lines, false positive rectangles are shown in dotted lines and missing rectangles are shown in dashed lines.

Figure 5.44: (d) Reconstructed image from the primal sketch model using the rectangle configurations only.
(e) Reconstructed images after adding some background sketches to the configurations.
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Figure 5.45: ROC curves for the rectangle detection results by using bottom-up only and, using both bottom-
up and top-down.

5.2 Scheduling Top-down and Bottom-up Processes for Object Parsing

The concept of top-down/bottom-up process has long been used by biology, psychology and computer vi-
sion community to describe human vision understanding. When Hubel and Wiesel first discovered the Gabor
filter like neuron in cat’s V1 area, several feed forward model theories appear. These models view our brain
as a hierarchical classifier that extracts features layer by layer. Poggio’s papers “A feedforward architecture
accounts for rapid categorization” and “Hierarchical models of object recognition in cortex” are good exam-
ples. These kind of structure are called discriminative models. Although this new type of model helped the
community leap forward one step, it doesn’t solve the problem. Part of the reason is that there are ambigui-
ties if you are only viewing part of the image locally and a feed-forward only structure can’t achieve global
consistency. Therefore the idea that some kind of feedback model has to exist gradually emerged. Some of
the early works in the computer science community had first came up with models that rely on feedback,
such as Gefforey Hinton’s Boltzman Machine invented back in the 80’s which developed into the so called
deep learning around late 2000. Around the same time, Lamme in the neuroscience community started a
series of research on the recurrent process in the vision system. His paper “The distinct modes of vision
offered by feedforward and recurrent processing” published in 2000 addressed why recurrent (feedback)
processing might be associated with conscious vision (recognizing object). However it was only around
early 2000 had David Mumford clearly addressed the importance of feedback in the paper "Hierarchical
Bayesian inference in the visual cortex". Around the same time Wu, Zhu and others had also combined
feedback and feedforward models successfully on textures in the paper “Visual learning by integrating de-
scriptive and generative methods“. Since then the computer vision community have partly embraced the
idea that the brain is more like a generative model which in addition to categorizing inputs is capable of
generating images.
In psychology, visual routine is a means of extracting information from a visual scene by Shimon Ullman.
He proposed that the human visual system’s task of perceiving shape properties and spatial relations is split
into two successive stages: an early "bottom-up" state during which base representations are generated from
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Figure 5.46: Motivation of the α, β and γ inference processes using human face detection as an example.
There are three cases of human faces appearing in the top image, each of which entails a different inference
process, termed the α(face), β(face) and γ(face) processes respectively, as illustrated in the bottom panel.
General identifications of the three processes are illustrated in Fig.5.47 and formal definitions of the three
processes are introduced in Sec.??.

the visual input, and a later "top-down" stage during which high-level primitives dubbed "visual routines"
extract the desired information from the base representations. In humans, the base representations generated
during the bottom-up stage correspond to retinotopic maps (more than 15 of which exist in the cortex) for
properties like color, edge orientation, speed of motion, and direction of motion. These base representations
rely on fixed operations performed uniformly over the entire field of visual input, and do not make use of
object-specific knowledge, task-specific knowledge, or other higher-level information. In 2000, the paper
“Competition for consciousness among visual events: the psychophysics of reentrant visual processes.” also
addressed the reentrant (feedback) visual process and proposed a model where conscious vision is associ-
ated with the reentrant visual process.
In hierarchical models, bottom-up and top-down are two basic computing mechanisms and are often used
with three strategies:

(i) pure bottom-up inference which passes messages in a feed-forward manner in the hierarchy, starting
from data-driven features [4, 108, 115].

(ii) pure top-down inference which passes messages in a feed-back manner in the hierarchy, starting from
template matching [25, 124].

(iii) one pass of bottom-up inference followed by one phase of top-down inference [8, 26, 29, 71, 130].

In the recent vision literature, it is well acknowledged that both bottom-up and top-down inference
processes contribute to object detection, recognition and parsing, and they should be combined [63, 70].
In hierarchical models, we observe that certain nodes, such as the human face, are often interpreted in
a top-down fashion. One does that because it is much more effective to detect the full human face than
individual facial components. In contrast, some other nodes such as junctions and handwriting digits are
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more effectively computed through bottom-up binding. For example, it is very difficult to detect rectangles
directly. Instead, we can detect parallel lines or L-junctions first and then bind those compatible parallel
lines or compatible L-junctions under some constraints. Furthermore, if we take scale and occlusion into
account, one may have to adapt different computing strategies for different object instances. Fig.5.46 shows
three cases in detecting human faces: the first case is a normal situation in which human faces are at middle
resolution without occlusion, the second contains human faces at higher resolution but with occlusion and
the third contains human faces at extremely low resolution. Intuitively, these three cases entail three different
inference processes as illustrated in the bottom of Fig.5.46: human faces in the first case can be detected
directly based on image data features, but those features work for the first case would fail in the second and
the third cases due to occlusion and low resolution respectively. Human faces in the second case can be
computed by binding those detectable facial components such as eyes and mouth, etc., and those in the third
case can be predicted from their detectable surrounding contexts such as the head-shoulders. It is natural to
ask the following three questions.

(i) What inference processes, bottom-up and top-down, can be identified for nodes in hierarchical mod-
els?

(ii) How much information does each of them contribute for different nodes?

(iii) How should they be integrated to improve detection performance?

5.2.1 Integrating α-β-γ Processes in Inference

In this section we present a numerical study of the bottom-up and top-down inference processes in hierarchi-
cal models — the And-Or graph. Three inference processes are identified for each node A in a recursively
defined And-Or graph: the α(A) process detects node A directly based on image features, the β(A) process
computes node A by binding its child node(s) bottom-up and the γ(A) process predicts node A top-down
from its parent node(s). All the three processes contribute to computing nodeA from images in complemen-
tary ways. The objective of the numerical study is to explore how much information each process contributes
and how these processes should be integrated to improve performance.

The α, β and γ processes in AoG. Fig.5.47 shows a portion of an AoG using the face example discussed
in Fig.5.46 where node A represents human face, node P represents head-shoulder and node Ci’s represent
facial components (i = 1, 2, 3). As an AoG is recursively defined, we can consider the α, β and γ processes
of And-node A in Fig.5.47 without loss of generality.

Definition 1: (the α process). The α(A) process handles situations in which node A is at middle
resolution without occlusion. Node A can be detected directly (based on its compact image data) and
alone (without taking advantage of surrounding context) while its children or parts are not recognizable
alone in cropped patches. An example of α(face) process is shown in the left-bottom panel of Fig.5.46.
Most of the sliding window detection methods in computer vision literature belong to this process. It can
be viewed as either bottom-up or top-down. By bottom-up, it means that discriminative models are used to
train the α process, such as the Adaboost classifiers [134]. By top-down, it means that generative models
are used, such as the active basis model [143].

Definition 2: (the β process). When node A is at high resolution, it is more likely to be occluded in a
scene. Node A itself is not detectable in terms of the α(A) process due to occlusion. A subset of node A’s
child nodes can be detected in cropped patches (say, their α processes are activated). Then, the β(A) process
computes nodeA by binding the detected child nodes bottom-up under some compatibility constraints. An
example of β(face) process is illustrated in the middle-bottom panel of Fig.5.46. Most of component [6,54],

149



P

A

(P) 

(A) 

(A)

(A)

(C1)

And node Terminal node

(C3)(C2)

tP

tA

C1 C2 C3

C1
t

C2
t

C3
t

(C3)

Figure 5.47: Illustration of identifying the α(A), β(A) and γ(A) inference processes for each And-node A
in an AoG (see texts in Sec.?? for detail definitions). The α(A) process is directly based on the compact
image data of node A (either bottom-up or top-down), the β(A) process generates hypotheses of node A
by bottom-up binding the α processes of some child node(s) (for example, ({α(C1), α(C2)} → β(A)), and
the γ(A) process predicts hypotheses of node A from the α processes of some parent node(s) (for example,
α(P ) → γ(A) or β(A) → γ(C3) in a top-down fashion). In computing, each process has two states: “on"
or “off", for example, α(C3) process is off and we show it in grey. As an AoG is defined recursively, each
And-node has its own α, β and γ processes (except that the root node’s γ processes and the β-processes of
leaf nodes are always off).

fragment [132] or part [1,113] based methods, the constellation models [31,37] and the pictorial models [35]
belong to this process.

Definition 3: (the γ process). The γ(A) process handles situations in which node A is at very low
resolution. Node A can not be detected alone in isolation based on α(A), and neither can its parts. Then, the
β(A) process also fails. An example of γ(face) process is illustrated in the right-bottom panel of Fig.5.46.
So, information outside of the local window must be incorporated. The γ(A) process predicts node A top-
down from a parent node whose α process is activated. In this paper, we let the parent node pass contextual
information, such as information from some sibling nodes or other spatial context. Most of the context-based
methods [38, 56, 126] belong to this process.

For node A, all the three inference processes, α(A), β(A) and γ(A), contribute to computing it from
images in complementary ways. The effectiveness of each process depends on the scale and occlusion
conditions. As shown in Fig.5.48, the three cases of human faces shown in Fig.5.46 can be handled by the
α(face), β(face) and γ(face) respectively. Intuitively, for robust inference we should integrate them. As an
AoG is a recursive structure, the three inference processes are also defined recursively and each And-node
has its own α, β and γ inference processes (except that the γ process of the root node and the β processes
of leaf nodes are always disabled).

Motivation for training the α, β and γ processes separately. In this paper, we train the three processes
separately based on their respective isolated training data. We introduce the isolation method in Sec.5.2.2.
Here, we propose the motivation and necessity to do that. Suppose we want to learn a human face classifier
(ie. the α(face) process). There are two choices in selecting positive examples: (i) only face examples
like those pointed by the α(face) arrow in Fig.5.48, or (ii) a set of human face examples mixing all those
shown in the right middle box in Fig.5.48. In the literature, people often get positive examples by cropping
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Figure 5.48: Illustration of integrating the α(face), β(face) and γ(face) in the human face AoG for face
detection. The three inference processes are effective in complementary ways relatively depending on the
scale and occlusion conditions. The typical situations shown here are common to other object categories.

image patches only based on the labelled bounding boxes. When labelling the bounding box for an object
instance, however, one often already takes advantage of all the information coming from the α, β and γ
processes. Often, most of existing work often trained a classifier based on a set of mixed positive examples
(especially, mixing the α case and the γ case). Then, the learned classifier could be contaminated depending
on the mixing rate implicitly [3, 38, 127]. We can explain the contamination. Generally, whether a feature
is selected into a classifier depends on how different the feature responses of positive examples and those
of negative examples are. The feature responses of a set of mixing positive examples do not reflect the true
discriminative power of the feature, however.

Problem Formulation

In this section, we introduce the AoG for object representation [156] and formulate object parsing using
AoG under the Bayesian framework. Then, we derive the α, β and γ processes in the Bayesian formula.

The AOG Representation

If the AoG is specified by a quadruple,

G = (VN , VT , E,P) (5.39)

VN = Vand ∪ Vor is a set of nonterminal nodes with an And-node set Vand representing decompositions
(shown by solid circles in Fig.??) and an Or-node set Vor representing alternative structures (shown by dash
circles in Fig.??). A nonterminal node is denoted by capital letters, for example, P,A,C1 ∈ Vand, O ∈ Vor.

VT is a set of terminal node (shown by rectangles in Fig.??). In an AOG, each And-node can directly
terminate to image data through a terminal node when it is at low resolution. In traditional hierarchical
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models, however, only leaf nodes can link to image data. A terminal node is denoted by lowercase t with
the subscript letter of the corresponding nonterminal node, for example, tA, tC1 ∈ VT .

E = Eor ∪ Edec ∪ Et ∪ Erel is a set of edges including four types:

(i) Eor = {< O,A >: O ∈ Vor, A ∈ Vand} is a set of vertical switching edges which link Or-nodes to
corresponding And-nodes as alternatives.

(ii) Edec = {< A,C >: A ∈ Vand, C ∈ ch(A), ch(A) 6= ∅} is a set of vertical decomposition edges
which connect And-nodes to their child And-nodes. ch(A) ⊂ Vand denotes the set of child nodes of
node A.

(iii) Et = {< A, tA >: A ∈ Vand, tA ∈ VT } is a set of vertical terminating edges which connect And-
nodes to their corresponding terminal nodes.

(iv) Erel = {< A,F >: A,F ∈ Vand, prt(A) ∩ prt(F ) 6= ∅} is a set of horizontal relation edges which
connect among And-nodes at the same layer, often pairwise. prt(A), prt(F ) ⊂ Vand denotes the sets
of parent nodes of nodes A and B respectively.

P is the probability defined over the space of all valid parse graphs which are defined below.
In an AoG G, each Or-node O ∈ Vor has a switching variable indicating the occurring frequency of its

branches, denoted by p(A|O) (A ∈ VN ). Both And-nodes A ∈ Vand and terminal nodes t ∈ VT have a
vector of attributes denoted by X(A) and x(t) respectively. For a subset v ⊂ Vand, we denote X(v) as the
concatenation of attributes for And-nodes in the subset v. The attributes include location, scale, orientation,
etc. As illustrated in the right panel of Fig.??, the attributes of an And-node can be passed from attributes
of other nodes in three ways: (i) the corresponding terminal node directly, (ii) child And-node(s) during
binding process or (iii) parent node(s) during prediction process.

Parse graph. A parse graph, pg, is one instance of the AoG by selecting variables at the Or-nodes and
specifying the attributes for And-nodes through the three ways stated above. We have,

pg = (V pg
N , V pg

T , Epg, p(pg)) (5.40)

where V pg
N = V pg

and ∪ V
pg
or (V pg

N ⊂ VN ) is the nonterminal node set of the parse graph, V pg
T ⊂ VT is the

terminal node set and Epg = Epgor ∪ Epgdec ∪ E
pg
t ∪ E

pg
rel (Epg ⊂ E) is the edge set. We have a parse tree if

we omit the horizontal relation edges Epgrel ⊂ E
pg in a parse graph.

p(pg) is the prior probability of parse graph pg, measuring the occurring probability of each switching
edge < O,A >∈ Epgor and the compatibility probabilities among the attributes of And-nodes (pairwise
used in this paper) in V pg

and with vertical decomposition edge < P,A >∈ Epgdec and horizontal relation edge
< Ci, Cj >∈ Epgrel. So, we have,

p(pg) =
1

Z
exp{−E(pg)} (5.41)

where Z =
∑

pg exp{−E(pg)} is the partition function and E(pg) is the total energy,

E(pg) =−
∑

<O,A>∈Epgor

log p(A|O)

−
∑

<P,A>∈Epgdec

log p(X(A)|X(P ))
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−
∑

<Ci,Cj>∈Epgrel

log p(X(Ci), X(Cj)) (5.42)

and p(A|O) is the switching probability estimated by the occurring frequency in training data [156], p(X(A)|X(P ))
captures the top-down prediction model and p(X(Ci), X(Cj)) captures the compatibilities in the bottom-up
binding model. They will be specified in the learning algorithm in Sec.5.2.2.

Given an input image I with domain defined on lattice Λ, the inference of AoG is to construct a parse
graph for each object instance and its structure is not predefined but inferred on the fly.

Configuration. A configuration C is the set of all terminal nodes in a valid parse graph pg, flattened in an
image lattice.

C(pg) = {(t, x(t)) : t ∈ V pg
T } (5.43)

The image data likelihood of a parse graph pg, p(I|pg), is measured based on the terminal nodes in V pg
T

(since they link to image data). Further, if there was no occlusion between different terminal nodes (which
is true for roughly rigid object categories such as the human face), we can factorize the likelihood as,

p(I|pg) = p(I|C(pg)) =
∏
t∈V pgT

p(IΛt |t) (5.44)

where Λt ∈ Λ is the image domain occupied by the terminal node t.
In inference, we do not need compute p(I|pg) exactly, instead we measure the likelihood ratio between

p(I|pg) and a reference background model which is made implicitly in our derivation.

Bayesian Formulation of Object Parsing Using AOG

An AoG represents the object grammar of an object category. Given an input image IΛ, it contains an
unknown number K object instances at different scales. Some object instances may be occluded. Each
object instance is represented by a parse graph pgk (k = 1, · · · ,K). For the human face parsing, Fig.5.46
shows a typical testing image and the left-bottom panel in Fig.5.49 shows a number of inferred parse trees
of human face instances.

The goal of object parsing using AoG is to construct a parse graph for each object instance in IΛ on the
fly. We seek a world representation W for image IΛ,

W = (K, {pgk}Kk=1) (5.45)

Under the Bayesian framework, we infer W by maximizing a posterior probability,

W ∗ = arg max
W∈Ω

p(W |IΛ) = arg max
W∈Ω

p(W )p(IΛ|W ) (5.46)

where Ω is the solution space.
The prior probability p(W ) is,

p(W ) = p(K)
K∏
k=1

p(pgk) (5.47)

where p(K) is the prior distribution for the number of object instances (for example, an exponential model
p(K) ∝ exp{−λ0K}) and p(pgk) is the prior model of a parse graph already addressed in Eqn.5.41 in
Sec.5.2.1.
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The likelihood p(IΛ|W ). Let Λpgk be the image lattice occupied by the parse graph pgk (1 ≤ k ≤ K).
Denote Λfg = ∪Kk=1Λpgk as the foreground lattice and Λbg = Λ \ Λfg as the remaining background lattice.
IΛ = (IΛfg , IΛbg). Let q(I) be the generic background model which will be made implicit in our derivation.
The likelihood p(IΛ|W ) is,

p(IΛ|W ) = p(IΛfg |W )q(IΛbg)

=
p(IΛfg |W )q(IΛbg)q(IΛfg)

q(IΛfg)

= q(IΛ)
p(IΛfg |W )

q(IΛfg)

= q(IΛ)
K∏
k=1

p(IΛpgk
|pgk)

q(IΛpgk
)

(5.48)

where p(IΛpgk
|pgk) means that the domain Λpgk is explained away by the parse graph pgk and conversely,

q(IΛpgk
) explains the domain Λpgk as background. These models compete with each other to perform

parsing.
So, Eqn.5.46 can be reproduced as,

W ∗ = arg max
W∈Ω

p(K)q(IΛ)
K∏
k=1

[p(pgk)
p(IΛpgk

|pgk)
q(IΛpgk

)
]

= arg max
W∈Ω

p(K)

K∏
k=1

[p(pgk)
p(IΛpgk

|pgk)
q(IΛpgk

)
] (5.49)

Object Parsing in a Greedy Pursuit Manner

In the literature, there are several ways to inferW ∗ in Eqn.5.49, such as the data-driven Markov chain Monte
Carlo (DDMCMC) method used in [131]. Here our goal is to pursue object instances appearing in an input
image and construct corresponding parse graphs. Often, when the number of object instances K is typically
not too large, we can adopt the best-first-search algorithm [24] directly to pursue parse graphs sequentially
by maximizing Eqn.5.49 in a greedy manner. Our pursuit inference algorithm integrates the α β and γ
processes and includes two aspects: (i) generating proposals (hypotheses) for possible parse graphs and (ii)
verifying parse graph proposals in a greedy pursuit manner.

Connecting the α, β and γ processes with Bayesian inference

We pursue parse graphs sequentially based on Eqn.5.49 starting from an empty W0 = ∅,

W0 = ∅ →W1 → · · · →Wk → · · · →WK = W ∗

At each step we pursue a parse graph and at the step k (≥ 1) of pursuit, let Λk = Λ \ ∪k−1
i=1 Λpgi . We

pursue the k-th parse graph pgk by,

pg∗ = arg max
pg∈Ωpg

p(pg)p(IΛpg |pg) (5.50)

where Ωpg is the proposal space of parse graphs and we omit k in pgk hereafter in the derivation for sim-
plicity when there is no confusion.
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Similar to derive Eqn.5.48, we have,

p(IΛpg |pg) = q(IΛk)
p(IΛpg |pg)

q(IΛpg)
(5.51)

So, Eqn.5.50 can be rewritten as,

pg∗ = arg max
pg∈Ωpg

p(pg)
p(IΛpg |pg)

q(IΛpg)

= arg max
pg∈Ωpg

[log p(pg) + log
p(IΛpg |pg)

q(IΛpg)
] (5.52)

which is consistent with Eqn.5.49.
Recall that the prior probability p(pg) is defined in Eqn.5.41 in general. For object categories with

roughly rigid configuration such as the human face, we can assume that there are no occlusion among
different nodes at the same layer in a parse graph so that we can factorize the likelihood ratio

p(IΛpg |pg)
q(IΛpg ) with

respect to Eqn.5.44,

log
p(IΛpg |pg)

q(IΛpg)
=
∑
t∈V pgT

log
p(IΛt |t)
q(IΛt)

(5.53)

Without loss of generality, we consider the AoG illustrated in Fig.??. Node A represents the object of
interest such as the human face. Vand = {P,A,C1, C2, C3}. Further, we consider a parse graph pg in which
V pg
and = {P,A,C1, C2} and V pg

T = {tP , tA, tC1 , tC2}. In terms of Eqn.5.41, we have,

log p(pg) = log p(A|O) + log p(X(A)|X(P ))

+
2∑
i=1

log p(X(Ci)|X(A))

+ log p(X(C1), X(C2)) + logZ (5.54)

By combining Eqn.5.53 and Eqn.5.54, Eqn.5.52 can be rewritten as,

pg∗ = arg max
pg
{log p(A|O) +

2∑
i=1

log p(X(Ci)|X(A))

+ log
p(IΛtA

|tA)

q(IΛtA
)︸ ︷︷ ︸

α(A) process

+ [
2∑
i=1

log
p(IΛtCi

|tCi)
q(IΛtCi

)︸ ︷︷ ︸
α(tCi

) process

+ log p(X(C1), X(C2))︸ ︷︷ ︸
binding model

]

︸ ︷︷ ︸
β(A) process

+ [log
p(IΛtP

|tP )

q(IΛtP
)︸ ︷︷ ︸

α(P ) process

+ log p(X(A)|X(P ))︸ ︷︷ ︸
prediction model

]

︸ ︷︷ ︸
γ(A) process

} (5.55)
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where p(X(Ci)|X(A)) is the prediction model for the child node Ci of node A. From Eqn.5.55, we can see
that our pursuit algorithm integrates the α, β and γ processes explicitly.

Define wαA, wβ(c)
A and wγ(P )

A as the weights computed from the α, β and γ processes respectively,

wαA = log
p(IΛtA

|tA)

q(IΛtA
)

(5.56)

w
β(c)
A =

2∑
i=1

log
p(IΛtCi

|tCi)
q(IΛtCi

)
+ log p(X(C1), X(C2)) (5.57)

w
γ(P )
A = log

p(IΛtP
|tP )

q(IΛtP
)

+ log p(X(A)|X(P )) (5.58)

which will be specified by the learning algorithm in Sec.5.2.2. Then, we can rewrite Eqn.5.55 as,

pg∗ = arg max
pg∈Ωpg

{log p(A|O) +

2∑
i=1

log p(X(Ci)|X(A))

+ wαA︸︷︷︸
α(A) process

+ w
β(c)
A︸ ︷︷ ︸

β(A) process

+ w
γ(P )
A︸ ︷︷ ︸

γ(A) process

} (5.59)

Now, we can introduce the formal specifications of the α, β and γ processes by connecting the general
identifications of the three processes in Sec.?? with the Bayesian inference in terms of Eqn.5.55.

I. The α process detects node A by applying a log-likelihood ratio test, log
p(IΛtA

|tA)

q(IΛtA
) (Eqn.5.56), directly

based on image features when node A is at middle resolution without occlusion. The α process can be
viewed as either bottom-up (feature classifiers such as the Adaboost method) or top-down (template match-
ing such as the active basis model) inference process. For each And-node A ∈ Vand, the α process, denoted
by α(A; θ), is instantiated by a corresponding terminal node tA ∈ VT , where θ is a set of parameters. For
example, in Fig.??, we have,

α(A; θ) : tA → A and x(tA)⇒ X(A) (5.60)

where tA → A is calculated by wαA in Eqn.5.56 and will be specified in Eqn.5.70, and x(tA) ⇒ X(A) is
used to activate the γ processes of node A’s child nodes, p(X(Ci)|X(A)), in Eqn.5.55 and the β process of
node A’s parent node, p(X(P )|X(A)).

II. The β process computes nodeA by applying a bottom-up binding test, for example log p(X(C1), X(C2))
(in Eqn.5.57), of its child nodes c = (C1, C2) which have been detected in a given step based on the log-

likelihood ratio tests of their own α processes, wαCi = log
p(IΛtCi

|tCi )

q(IΛtCi
) . The β process handles the situation

in which node A is at high resolution but with occlusion (the occlusion disable the α(A) process). Let
V ch
and ⊂ Vand be the set of And-nodes which have children. For each node A ∈ V ch

and, the β process of node
A can be defined, denoted by β(A|c;φ) where c ⊆ ch(A) and φ is a set of parameters. Given different c’s,
we obtain different β processes for node A. Consider c = (C1, C2) in Fig.??, we have,

β(A|c;φ) : tC1 → C1 and x(tC1)⇒ X(C1) (5.61)

tC2 → C2 and x(tC2)⇒ X(C2)
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Learned Thresholds

(a) Illustration of results of the processes of all nodes in the human face AoG

(b) Illustration of generating parse graph proposals

(c) Results of pursuing parse graphs for each human face instance by integrating the and processes
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Figure 5.49: A running example of pursuing human faces and constructing corresponding parse graphs in
a typical image by integrating the α, β and γ processes. The learning algorithms of the three processes are
specified in Sec.5.2.2. In this figure, (a) shows the results of running all the α processes with a number of
candidates of each node. (b) illustrates how we generate parse graph proposals. After applying the learned
thresholds, we get promising candidates of each node and then run all the β and γ processes to propose
possible parse graphs. (c) shows the results of pursuing object instances and constructing their parse graphs
on the fly by integrating the α, β and γ processes in the proposed algorithm. In a greedy manner, we can
get the pursuit indexes of all the object instances. For each object instance, we know the construction of
the parse graph explicitly, which goes beyond only a bounding box for each detected object instance in
traditional object detection. (Best viewed in color)
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(C1, C2)→ A and (X(C1), X(C2))⇒ X(A)

where tCi → Ci are calculated by wαCi (i = 1, 2), and (X(C1), X(C2))⇒ X(A) will activate the β binding

process of node A. Then, we calculate wβ(c)
A which will be specified by Eqn.5.83. The β(A|c;φ) will, in

turn, activate the γ processes of the other child nodes of node A and the β process of node A’s parent node.
Actually, this procedure is activated recursively in testing.

III. The γ process computes node A by applying a top-down prediction test, log p(X(A)|X(P )) (in
Eqn.5.58), from its parent nodeP which has been already detected in a given step based on the log-likelihood

ratio test of the α process of node P , wαP = log
p(IΛtP

|tP )

q(IΛtP
) . The γ process handles the situation in which

node A is under very low resolution so both α(A) and β(A) are disabled. Let V prt
and ⊂ Vand be the set of

And-nodes which have parent node(s). For each node A ∈ V prt
and, we can define its γ process, denoted by

γ(A|P ;ϕ) where P ∈ prt(A) is a parent node and ϕ is a set of parameters. Similarly, in Fig.?? we have,

γ(A|P ;ϕ) : tP → P and x(tP )⇒ X(P ) (5.62)

P → A and X(P )⇒ X(A)

where similarly, tP → P is calculated by wαP and X(P ) ⇒ X(A) will activate the γ process of node
A. Then, we calculate wγ(P )

A which will be specified by Eqn.5.90, and then we run the inference process
recursively.

The Algorithm

Our greedy pursuit algorithm is straightforward based on Eqn.5.55. Fig.5.49 shows a running example of
human face parsing by the proposed algorithm. On the whole, the algorithm first runs all α processes (see
the top panel in Fig.5.49) and applies thresholds to obtain candidates for each node. Then, to pursue object
instances of node A, the algorithm recursively runs all β processes and γ processes to do bottom-up binding
and top-down prediction and then generate the parse graph proposals (see the middle panel in Fig.5.49). The
pursuit is based on the pursuit index in Eqn.5.63. The parse graph for each pursued instance of node A is
constructed by retrieving all the used α candidates (see the bottom panel in Fig.5.49). We summarize the
algorithm in Fig.5.50.

Proposal Generation Ωpg. In testing, in order to find the object instances which appear at different loca-
tions, scales and orientations, we need search these three spaces to find possible proposals. For searching
the scale space, we create the testing image pyramid for IΛ by a certain down-sampling factor (we use 0.9
in our experiments) until the image size is smaller than the minimum of sizes of the learned active basis
templates. We have the pyramid with L layers {IΛ0 = IΛ, IΛ1 , · · · , IΛL}. For different orientations, we
rotate the learned active basis templates. We use the sliding window method to search all locations in the
testing pyramid for all active basis templates. That is, we run all the α processes first and by applying the
thresholds we get a list of candidates for each node in the AoG (which could be empty). Based on the
list, we can generate parse graph proposals Ωpg. Since we used fixed relative scales in training the α(A),
β(A) and γ(A) processes (as stated in Sec.5.2.2), for example, given a hypothesis of node A (such as the
human face), we roughly know the locations, scales and orientations of other nodes in terms of the learned
β binding models p(X(Ci)|X(A)) and γ prediction models p(X(A)|X(P )). Then, we put all proposals
in an open list which could be complete or partial parse graphs. Further, different parse graphs could also
overlap to compete to explain the corresponding image domain. The open list would be explored to do the
proposal verification and the ambiguity is solved based on the pursue index addressed below.
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Pursuit Index. For each proposal, we compute its total weight,

wA = wαA + w
β(c)
A + w

γ(P )
A (5.63)

which is the pursuit index we are seeking for proposal verification. Similarly, we can estimate the threshold
Th(wA) in an evaluation dataset.

Performance Comparisons. According to Eqn.5.63, we can explicitly compare the performance of dif-
ferent integrations for each node A, for example, by plotting ROCs based on wαA, wαA +w

β(c)
A , wαA +w

γ(P )
A

and wA respectively. Some comparison results are shown in Fig.5.58 for junctions and rectangles and
Fig.5.59 for human faces. From these ROCs, we can see that how and how much the integration improves
performance.

5.2.2 Learning the α, β and γ Processes

In this section, we introduce the learning algorithm under the MLE framework for the α, β and γ processes to
specify wαA in Eqn.5.56, wβ(c)

A in Eqn.5.57 and wγ(P )
A in Eqn.5.58 respectively. We train the three processes

separately due to the observation that the effectiveness of the three processes depends on the scale and
occlusion conditions as illustrated in Fig.5.46 and Fig.5.48, and for the purpose of evaluating the information
contribution of each process individually. To that end, we propose an isolation method to block one process
from the other two processes. The isolation is based on the manually labeled parse graphs in this paper
which are available in the LHI image database [150].

Isolating the α, β and γ Processes.

Scale and occlusion are the two main causes entailing the α, β and γ processes. So, each of the three
processes of node A can be blocked through scaling and/or masking image patches of node A in terms
of the labeled parse graphs. Then, we isolate one process by blocking the other two processes. Fig.5.51
illustrates the procedures with an example for human face (node A).

I. Isolating the α(A) process. Block both the β(A) and γ(A) processes will isolate the α process. First,
we crop only the compact image patches of node A out of its context in terms of the annotations. Then, the
image patches are down-sampled up to a certain scale at which the parts can not be recognized if cropped in
isolation.

II. Isolating the β(A) process. We have different β(A) processes depending on the given subset of node
A’s child nodes, c ⊆ ch(A). Then, to isolate the β(A|c) process is is to block both the α(A) and γ(A)
processes meanwhile keep the α processes of child nodes in c on. We first crop only the compact image
patches of node A but just keep those patches whose resolutions are above a predefined value. Then, we
scale all the image patches to the same size (also above the predefined value) and mask those portions of all
the image patches with respect to the child node(s) not in c.

III. Isolating the γ(A) process. We may have different γ processes given different parent nodes P .
To isolate the γ(A|P ) process is to block the α(A) and β(A) while keeping the α(P ) process on. So, it
is equivalent to isolate the α(P ) process. First, we crop the compact image patches of the parent node
P . Then, we down-sample the image patches up to a certain scale at which the node A itself can not be
recognized if cropped in isolation.

By changing the testing image dataset of an object category with these isolating methods, we can cause
most of existing object detection or recognition methods to fail. To achieve robust performance, we train
each process separately first and then integrate them explicitly (see Eqn.5.55) for our numerical study.

Next, we generate training and evaluation data for each process in terms of the isolating procedures.
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Object parsing by integrating the α, β and γ
processes

Input: an image IΛ and an AoG G.
Output: parse graphs pgi (i = 1, · · · ,K).

1. α map generation: Iα(U),∀U ∈ Vand
run α(U ; θU ) and compute the weight wαU .

2. α hypotheses generation: open list OP(U) from Iα(U)

apply thresholds Th(wαU ) and local inhibitions.

3. β bindings and merging.
(1) run β(A|c;φ) and compute the weight wβ(c)

A

(2) apply Th(w
β(c)
A ) to generate β(A) hypotheses

and insert them into OP(A) decreasingly;
(3) merge with compatible α(A) hypotheses

and compute weight wαA + w
β(c)
A .

4. γ predictions and merging.
(1) run γ(A|P ;ϕ) and compute the weight wγ(P )

A

(2) apply Th(w
γ(P )
A ) to generate γ(A) hypotheses

and insert them into OP(A) decreasingly;
(3) merge with compatible α(A), (α+ β)(A) hypotheses

and compute weight wαA + w
γ(P )
A

or wαA + w
β(c)
A + w

γ(P )
A .

5. Object pursuing and parsing.
In OP(A), pursue node A according to wA,
construct parse graphs by retrieving all the α hypotheses.
Stop pursuing based on Th(wA).

Figure 5.50: The greedy pursuit algorithm for object parsing using AoG by integrating the α, β and γ
processes
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Figure 5.51: Illustration of isolating the α, β and γ processes of node A in an AoG. Consider the human
face example in this figure. The isolation is performed by scaling and masking the image patch (the left-top
panel) in terms of its annotation (the left-bottom panel). The annotation used in this paper is the manually
labelled parse graph. Details are specified in Sec.5.2.2. Based on the isolation, we generate training and
evaluation data for each process in Sec.5.2.2.

Training Data for the α, β and γ Processes

Suppose we have a set of m positive images for an object of interest, D+ = {(I1, pg1), · · · , (Im, pgm)},
where pgi is the annotated parse graph for image Ii. Based on the parse graph, we can generate training and
testing datasets for the three processes. For simplicity of notations, we assume that each node of interest
appears in each image Ii with good resolution.

I. The α process training dataset. Let D+
α (A) denote the positive training dataset for the α(A) process

of node A. Through the isolation method of the α process, for each Ii ∈ D+, we obtain the α image patch
of node A, denoted by I(A)

i . So, we have,

D+
α (A) = {I(A)

i : i = 1, 2, · · · ,m}

II. The β process training dataset. Let D+
β (A|c) denote the positive training dataset for the β(A|c)

process. Through the isolation method of the β process, for each Ii ∈ D+, we obtain the β image patch of
node A given child node(s) in c, denoted by I(c)

i . Then, we get,

D+
β (A|c) = {(I(c)

i , X(c|I(c)
i )) : i = 1, 2, · · · ,m}

where X(c|I(c)
i ) = {X(Cj) : Cj ∈ c, j = 1, · · · , |c|} is the concatenation of attributes for child node(s)

in c measured in I(c)
i , which will be used to learn the bottom-up β binding model p(X(Cj), X(Ck))’s for

node A given child nodes in c (j 6= k, j, k = 1, · · · , |c|).

III. The γ process training dataset. Let D+
γ (A|P ) denote the positive training dataset for the γ(A|P )

process. Through the isolation method of the γ process, for each Ii ∈ D+, we can get the γ image patch of
node A given the parent node P , denoted by I(P )

i . So, we have,

D+
γ (A|P ) = {(I(P )

i , X(A|I(P )
i )) : i = 1, 2, · · · ,m}
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where X(A|I(P )
i ) is the attributes of node A measured in I(P )

i , which will be used to learn the top-down γ
prediction model p(X(A)|X(P )) of node A given the parent node P .

When node P only has one child node A, we can transform the γ prediction model of node A given the
parent node P p(X(A)|X(P )) into the β binding model of node P given the child node A equivalently.

In the same way, we can get the attributesX(Cj |I(A)
i ) to learn top-down γ prediction models p(X(Cj)|X(A))’s

for child nodes Cj’s of node A where Cj ∈ ch(A), I(A)
i ∈ D+

α (A).
Correspondingly, we collect negative datasets D−α (A), D−β (A|c) and D−γ (A|P ) by randomly cropping

image patches from generic background images.

Scale specifications in experiments. In the experiments for evaluating the information contributions in
Sec.5.3.1, we prepare the data for multiple scales to observe how the information contributions change with
scales. In the experiments for object parsing by integrating the α, β and γ processes of node A in Sec.5.3.2,
we use fixed relative scales for the three processes. Consider the scales of the compact image patches of
nodeA in these three processes, denoted by sα(A), sβ(A) and sγ(A) respectively. We set sα(A) = b×sγ(A) =
1
b × sβ(A) (b = 2 used in our current experiments).

Given the data, we specify the training procedure under the MLE framework in the next section.

Learning the α process

Learning the α process involves selecting a modeling scheme for α(A; θ) and estimating the parameters θ
by maximizing the data likelihood on D+

α (A). For example, in discriminative boosting methods, θA is the
learned strong classifier which consists of a set of boosted weak classifiers and the corresponding weights
[134], and in generative model-based methods such as the active basis model, θ is the set of parameters
specify the learned deformable template [143]. Given D+

α (A), we have,

α(A; θ∗) = arg max
θ
p(D+

α (A)|A; θ)

= arg max
θ

m∑
i=1

log p(I
(A)
i |A; θ) (5.64)

Solving α(A; θ∗) depends on choosing a specific modeling scheme for p(I|A; θ). In this paper, we use
the active basis model which is briefly introduced here for this paper to be self-contained.

Active basis model. The active basis model is a deformable model which consists of a small number
of Gabor wavelet elements (as visual primitives for modeling object category) at selected locations and
orientations. These Gabor wavelet elements can slightly perturb their locations and orientations before they
are linearly combined to generate the observed image. Let Λ be the domain of the image patch I and
{Bx,y,s,o} the dictionary of Gabor wavelet elements. The (x, y, s, o) are densely sampled: (x, y) ∈ Λ, s is
a fixed size (often about 1/10 of the length of Λ) and o ∈ {iπ/N, i = 0, · · · , N − 1} (e.g.. N = 15). The
dictionary forms an over-complete dictionary for modeling IΛ. Then we obtain the sparse coding scheme
I =

∑n
i=1 aiBi+U where n is the number of selected bases,Bi = Bxi,yi,s,0i , ai’s are the coefficients and U

is the unexplained residual image. In the matrix form, we have I = Ba+U (where B = (B1, · · · , Bn) and
a = (a1, · · · , an)

′
). In terms of linear decomposition, we know that U resides in the remaining subspace

orthogonal to B and we can write U = B̄ā (where columns in B̄ are orthogonal to columns in B and both
B̄ and ā would be made implicit in the active basis model). So, we have I = Ba + B̄ā. Then, we can
specify the distribution of I given B as

p(I|B) = p(a, ā) det(J) = p(a)p(ā|a) det(J) (5.65)
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Figure 5.52: Illustration of learned α, β binding and γ prediction models for human face. The top panel
shows the learned active basis model for the α process of each terminal node. The left-bottom panel illus-
trates the binding model for the β process in which the outside red box is the bounding box of face and the
inside dash boxes are for the parts and the ellipses represent the location following a Gaussian distribution.
The right-bottom panel shows the prediction model for the γ process in which the outside green box is the
bounding box of head-shoulder and the inside solid and dash boxes represent the changeable size of the
bounding box of face and the red ellipse represent the location of face following a Gaussian distribution.
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Figure 5.53: Illustration of the AoG for junctions and rectangles. The left panel shows some positive
examples of L junction, cross junction, parallel line, T/Y/Arrow junction. Each sample of L, cross and
T/Y/Arrow junctions is shown under three different scales (10 × 10 pixels, 20 × 20 pixels and 30 × 30
pixels) from which we can intuitively see that the α process would be very weak. The right-top panel shows
some samples of rectangle in which we can also know that the α process would not work well due to the
variabilities. The right-bottom panel shows the AoG for rectangle.
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where J is the Jacobi matrix of the linear transform from I to (a, ā) and det(J) the determinant of J .
On the other hand, let q(I) be a reference distribution (which has a few choices discussed in [143]), and

similarly, we can have
q(I) = q(a, ā) det(J) = q(a)q(ā|A) det(J) (5.66)

In the active basis model, we want to construct p(I|B) by modifying q(I) and assume q(ā|a) = p(ā|a), so
we have

p(I|B) = q(I)
p(a)

q(a)
= q(I)

p(a1, · · · , an)

q(a1, · · · , an)
(5.67)

Further, by applying the local inhibition principle, we can treat the selected Gabor wavelet elements inde-
pendently, that is,

p(I|B) = q(I)

n∏
i=1

p(ai)

q(ai)
(5.68)

where p(ai) is parameterized as an exponential family model p(ai;λi) = 1
Z(λi)

exp{λih(ri)}q(ai) (ri =

| < I,Bi > |2 is the local energy of Gabor filter response and h(ri) = sigmoid(ri) = ζ[ 2
1+e−2ri/ζ

− 1] is a
sigmoid transformation function with ζ being the saturation level such as ζ = 6), and q(ai) is pooled from
generic background images at an off-line stage. The resulting model is

p(I|B) = q(I)
n∏
i=1

1

Z(λi)
exp{λih(ri)} (5.69)

In testing, the matching score (the α weight of a hypothesis of node A) is the log-likelihood ratio,

wαA = log
p(I|B)

q(I)
=

n∑
i=1

[λih(ri)− logZ(λi)] (5.70)

Active basis model can be also used to learn mixed image template modeling both shape and texture
[117, 143].

The threshold Th(wαA) of the α process α(A; θ) can be estimated in a validation α dataset.
The top panel of Fig.5.52 shows the learned active basis for each terminal node of a face AoG.

Learning the β process

Learning the β process involves specifying β(A|c;φ) and estimating the parameters φ by maximizing the
data likelihood on D+

β (A|c). β(A|c;φ) composes (or binds) a (complete or partial) set of child nodes in
c, to generate hypotheses of node A. In the literature, component-based [6, 54], fragment-based [132] and
other part-based methods [1, 141] can be treated as this kind of process. Given D+

β (A|c), we obtain,

β(A|c;φ∗)

= arg max
φ

p(D+
β (A|c)|c;φ)

= arg max
φ

m∑
i=1

log p(I
(c)
i , X(c|I(c)

i )|c;φ) (5.71)

The β(A|c;φ) process includes two components, one is the α process of each child node in c with
parameters θc and the other is the binding model for the given children c with parameters 4. So, φ =
(θc,4) and we have,

p(I(c), X(c|I(c))|c;φ)
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= p(I(c)|c; θc)× p(X(c|I(c));4) (5.72)

where for notation simplicity we use I(c) to represent I(c)
i generally.

In this paper, we consider three types of attributes for binding, that is, the location Lc, scale Sc and
orientation Oc respectively. So,4 = (4L,4S ,4O). And, we model them in a pairwise manner. Consider
c = (Ci, Cj) (Ci, Cj ∈ ch(A)), we have,

X(c|I(c)) = {X(Ci), X(Cj)} = (Lc, Sc, Oc|I(c))

and
Lc = (LCi , LCj ); Sc = (SCi , SCj ); Oc = (OCi , OCj )

For the α processes of child nodes in c, we have,

log p(I(c)|c) = log p(I(Ci,Cj)|Ci, Cj) (5.73)

= log p(I(Ci)|Ci; θCi) + log p(I(Cj)|Cj ; θCj )
= α(Ci; θCi) + α(Cj ; θCj )

For binding child nodes in c, we obtain,

p(X(c|I(c));4) = P (X(Ci), X(Cj);4) (5.74)

= p(Lc, Sc, Oc|I(c);4)

= p(Lc|I(c);4L)× p(Sc|I(c);4S)× p(Oc|I(c);4O)

Solving β(A|c;φ∗) depends on choosing a specific modeling scheme for p(Lc|I(c);4L), p(Sc|I(c);4S)
and p(Oc|I(c);4O). In this paper, the three terms are modeled as Gaussian distributions in their respective
transformed spaces [35].

Thus, each pairwise binding c = (Ci, Cj) is characterized by the expected relative location µLc , scale
µSc and orientation µOc and corresponding full covariance matrices ΣLc , ΣSc and ΣOc . So, we have4L =
(µLc ,ΣLc), 4S = (µSc ,ΣSc) and 4O = (µOc ,ΣOc) which can be estimated from the dataset D+

β (A|c).
Then, we have,

p(Lc|I(c);4L) = p(LCi , LCj ;µLc ,ΣLc)

= N (LCi − LCj ;µLc ,ΣLc) (5.75)

p(Sc|I(c);4S) = p(SCi , LCj ;µSc ,ΣSc)

= N (SCi − SCj ;µSc ,ΣSc) (5.76)

and

p(Oc|I(c);4O) = p(OCi , OCj ;µOc ,ΣOc)

= N (OCi −OCj ;µOc ,ΣOc) (5.77)

Further, we specify the three Gaussian distribution above in a transformed space to have zero means
and diagonal covariances. To that end, we first compute the singular value decompositions of the three
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covariance matrices and then define the transformations. For example, for the location (the same is for the
scale and orientation), we have ,

ΣLc = ULcDLcU
T
Lc

(5.78)

Tij(LCi) = UTLc
(LCi − µLc) (5.79)

Tji(LCj ) = UTLc
(LCj ) (5.80)

So, we can rewrite Eqn.5.75 as

p(Lc|I(c);4L) = N (LCi − LCj ;µLc ,ΣLc)

= N (Tij(LCi)− Tji(LCj ); 0, DLc) (5.81)

So, we calculate the binding score of nodes in c as,

wbind
c = log p(X(c|I(c));4) (5.82)

Then, by combining Eqn.5.74 and Eqn.5.82, we obtain the weight of a β hypothesis of node A given the
children c,

w
β(c)
A = log p(I(c), X(c|I(c))|c;φ)

= log p(I(c)|c) + log p(X(c|I(c));4)

= wbind
c +

∑
Ci∈c

wαCi (5.83)

The threshold Th(w
β(c)
A ) of the β process β(A|c;φ) can be estimated in a validation β dataset.

Learning the γ process

Learning the γ process involves specifying γ(A|P,ϕ) and estimating the parameters ϕ by maximizing the
data likelihood on D+

γ (A|P ). γ(A|P ;ϕ) predicts hypothesis of node A from the α process of its parent
node P . In the literature, context-based methods [56, 126] can be looked as γ processes. Given D+

γ (A|P ),
we have,

γ(A|P ;ϕ∗)

= arg max
ϕ

p(D+
γ (A|P )|P ;ϕ)

= arg max
ϕ

m∑
i=1

log p(I
(P )
i , X(A|I(P )

i )|P ;ϕ) (5.84)

Also, γ(A|P ;ϕ) consists of two components, one is the α process of the parent node P with the param-
eters θP and the other is the predicting model from parent node P to node A itself with parameters 5. So,
we have ϕ = (θP ,5) and obtain,

p(I(P ), X(A|I(P ))|P ;ϕ)

= p(I(P )|P ; θP )× p(X(A|I(P ));5) (5.85)

where we also use I(P ) to represent I(P )
i in general.
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In the γ process, we want to predict the location LA, scale SA and orientation OA of node A from the
parent node P . So, we have5 = (5L,5S ,5O) and

X(A|I(P )) = X(A)|X(P ) = (LA, SA, OA|I(P ))

For the α process of the parent node P , we have,

log p(I(P )|P ; θP ) = α(P ; θP ) (5.86)

In order to predict a hypothesis of node A, we have,

p(X(A|I(P ));5) = p(X(A)|X(P );5) (5.87)

= p(LA, SA, OA|I(P );5)

= p(LA|I(P );5L)× p(SA|I(P );5S)× p(OA|I(P );5O)

Then, solving γ(A|P,ϕ∗) depends on how we model p(LA|I(P );5L), p(SA|I(P );5S) and p(OA|I(P );5O).
The three terms are also treated as Gaussian distribution. So, 5L = (µLA ,ΣLA), 5S = (µSA ,ΣSA) and
5O = (µOA ,ΣOA). For example, we have,

p(LA|I(P );5L)

= p(LA|I(P );µLA ,ΣLA)

= N (LA;µLA ,ΣLA) (5.88)

where µLA is the mean and ΣLA is the covariance, estimated by the statistics in D+
γ (A|P ).

So, we compute the prediction score for node A from its parent node P as,

w
predict
P = log p(X(A)|X(P );5) (5.89)

Then, the weight of a γ hypothesis of node A is,

w
γ(P )
A = w

predict
P + wαP (5.90)

Similarly, the threshold Th(w
γ(P )
A ) of the γ process γ(A|P ;ϕ) can be estimated in a validation γ dataset.

The bottom panel of Fig.5.52 illustrates the learned Gaussian distributions in the β binding and γ pre-
diction process for human face.

5.3 Example I: Integrating the α, β and γ for Image Parsing.

In the experiments of our numerical study, we choose two hierarchical case studies, one is junctions and
rectangles in low-to-middle-level vision and the other is human faces in high-level vision. And, we do two
series of experiments, one is to evaluate the individual information contribution of the α, β and γ processes
and the other is object parsing by integrating the three processes with performance comparisons.
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5.3.1 Experiment I: Evaluating Information Contributions of the α, β and γ Processes In-
dividually

Junctions and rectangles. We consider five types of hierarchical image structures in low-to-middle-level
vision including L-junction, cross junction, parallel line, T/Y/Arrow junction and rectangle. In our exper-
iments, we treat T/Y/arrow junction as the same type currently due to the similarity. As illustrated in the
right-bottom panel of Fig.5.53, the rectangle node is an Or-node which has two types of decompositions,
one is decomposed into two groups of parallel lines and the other is decomposed into four junctions such as
four L-junctions.

The data. A set of 200 natural images from the LHI image database [150] is used in which the sketches
are manually labeled. Based on the manually labeled sketches, we extract positive examples for the five
types of hierarchical image structures and a common set of negative examples. Some positive examples are
shown in Fig.5.53.

Training and testing. For the α process, we use first and second derivative Gaussian filters, LoG (Lapla-
cian of Gaussian) filters, DoG (difference of Gaussian) and elongated DooG (different of offset Gaussian)
filters, all with 3 scales (10×10, 20×20 and 30×30 pixels). The α process of line segment uses the primal
sketch model [49] similar to the implicit testing used in our previous compositional boosting work [141].
The α processes of the five types of hierarchical image structures use the patch-based active basis model for
both shape and texture. In testing, we search different 15 orientations in order to handle the rotation. For the
β process, the five types of hierarchical image structures are computed by binding line segments in terms
of the explicit testing on their relative locations, angles and distances between their endpoints. Rectangles
are computed in two alternative ways, one is by binding two groups of parallel lines in terms of their rela-
tive locations and angles, and the other is by binding a set of incomplete (two or three) or complete (four)
junctions in terms of their relative locations, angles and distances between the endpoints.

The observation: Fig.?? shows the information contributions of the α (red lines) and β (blue lines)
processes of junctions and rectangles from the human study experiments at three scales (10 × 10, 20 × 20
and 30× 30 pixels). The results of computer experiments are shown by those small rectangles (the red ones
for the α and the blue ones for the β process and for clarity only the results tested with the scale 30 × 30
pixels are shown). We observe that the β binding inference process dominates in low-to-middle-level vision.

Human faces. We consider the AoG of the human face which consists of six nodes, head-shoulder, face,
left eye, right eye, nose and mouth, as shown in Fig.5.52. In our experiments, we treat the left and right eye
node as one same type of node due to the similarity.

The data. A set of 1000 images from the LHI database is used in which all the six nodes are at good
resolution and the parse graphs are manually labeled (see an example in Fig.5.51). We generate the training
data based on the parse graph.

Training and testing. For the α process, we use the Gabor filter. The learned α, β and γ processes are
shown in Fig.5.52. Here, we test five scales for the α process (8 × 8, 10 × 10, 12 × 12, 16 × 16, 20 × 20
and 24× 24 pixels), five scales for β process (38× 38, 50× 50, 60× 60, 80× 80 and 100× 100) and one
scale for the γ process of human face (32× 32).

The observation: We observe that the α process of the human face node is stronger than those of the
other node in the human face AoG. The information contributions are shown in Fig.5.54.
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Figure 5.54: The left panel shows the information contributions of the α processes of nodes (ie. head-
shoulder, face, left eye, right eye, nose and mouth) in human face AoG in the human study. We test five
scales (8 × 8, 10 × 10, 12 × 12, 16 × 16, 20 × 20 and 24 × 24 pixels). Some positive examples for each
node and some negative examples are shown in the right panel. We can observe that the α(face) process is
stronger than the α processes of other nodes in the human face AoG.
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Figure 5.55: The information contributions of the β processes of the human face. The left panel show the
information contributions of the β processes with 2 facial components. The right panel is for the β processes
with 3 facial components. We test five scales, 38 × 38, 50 × 50, 60 × 60, 80 × 80 and 100 × 100 pixels.
Some examples are shown in Fig.5.56. In the β process, we can observe that the left eye and right eye are
more informative than other facial components.
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Positive examples Negative examples

2 Parts
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Figure 5.56: Some examples used in the human study of evaluating the information contribution of the β
processes of human face with 2 and 3 facial components respectively. The left panel shows some positive
examples and the right panel shows some negative examples. The examples are at 100 × 100 pixels for
illustration.
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Image

All in one

Edge probability map Blob corners

Canny

Figure 5.57: A running example of pursuing junctions and rectangles in a typical image by integrating the
α, β and γ processes. The left-top is the original input image. The middle-top is the edge probability map
and the right-top shows the detected corners. The images in the second and the third row show the detected
results of different kinds of junctions with the type name shown in the left-top in each image. The left-
bottom shows the detected rectangles. The middle-bottom shows the final sketch by merging all detected
results. Compared with the canny results shown in the right-bottom image, we can see that the final sketch
obtained by the proposal algorithm is better.
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Figure 5.58: The top panel show more results of rectangle pursuing. The bottom panel shows the ROC
comparisons of the α process and the integration of the α, β processes for junctions and rectangle. Those
black pentagrams show the performance by humans.
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Figure 5.59: The top panel shows more results of human face pursuing. The bottom panel shows the ROC
comparisons of the α process and different integrations of the α, β and γ processes. Those black pentagrams
show the performance by humans.
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5.3.2 Experiment II: Object Parsing in a Greedy Pursuit Manner by Integrating the α, β
and γ Processes

Rectangles. We test a set of 50 images including 30 city scene images and 20 office scene images. A run-
ning example is shown in Fig.5.57 and more examples are shown in Fig.5.58. From the ROC comparisons in
Fig.5.58, we can see that the β processes of junctions and rectangles in low-to-middle-level vision dominate
with much performance improved against the α processes.

Human faces. We test a set of 500 images in which more than half of human face instances are with
occlusion or at very low resolution. A running example of the human face pursuit is shown in Fig.5.49 and
more examples are shown in Fig.5.59. From the ROC comparisons in Fig.5.59, we can see that for human
face, its α process works better than those of its child nodes such as eyes and nose and its parent node such
as head-shoulder.

The ROC comparisons are consistent with the evaluated information contributions in experiment I.

5.4 Example II: Recognition on Object Categories

The third example, taken from [73], applies the top-down / bottom-up inference to five object categories –
clock, bike, computer (screen and keyboard), cup/bowl, and teapot. The five categories are selected from a
large scale ground truth database from the Lotus Hill Institute. The database includes more than 500,000
objects over 200 categories parsed in And-Or graphs [149]. The probabilistic models are learned for these
and-Or graphs using the MLE learning presented in the previous section. The clock and bike sampling
results were shown in Figures 4.5 and 4.7.

The And-Or graphs together with their probabilistic models represent the prior knowledge above the five
categories for top-down inference. Figure 5.60 shows an example of inferring a partially occluded bicycle
from clutter.

In Figure 5.60. The first row shows the input image, an edge map, and bottom-up detection of the two
wheels using Hough transform. The Hough transform method is adopted to detect parts like circles, ellipse
and triangles. The second row shows some top-down predictions of bike frame based on the two wheels.
The transform parameters of the bike frame are sampled from the learned MRF model. As we can not tell
the front wheel from the rear at this moment, the frames are sampled for both directions. We only show
three samples for clarify. The third row shows the template matching process that matching the predicted
frames (in red) to the edges (in blue) in the image. The one with minimum matching cost is selected. The
fourth row shows the top-down hallucinations (imaginations) for the seat and handlebar (in green). As these
two parts are occluded. The three sets of hallucinated parts are randomly sampled from the And-Or graph
model, in the same way as random sampling of the whole bike.

Finally we show a few recognition examples in Figure 5.61 for the five categories. For each input
image, the image on its right side shows the recognized parts from the image in different colors. It should
be mentioned that the recognition algorithm is distinct from most of the classification algorithms in the
literature. It interprets the image by a parse graph which includes the classification of categories and parts
on the Or-nodes, and matches the leaf templates to images, and hallucinates occluded parts.
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Figure 5.60: The top-down influence in inferring a partially occluded bike from clutter. From [?].
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Figure 5.61: Recognition experiments on 5 object categories. From [73].

178



6

Attributed And-Or Graph

In the recent decade, visual recognition has become the main focus of computer vision tasks and shows
tremendous progress. The goal has been to recognize the object category. However, there are also many
other qualities apart from its category to describe an object. These attributes could be semantic attributes
like parts, shape, materials, colors, and physical properties, they could also be discriminative attributes since
semantic attributes may not be enough to distinguish all the categories of object, for example, comparisons
among the objects.

Modeling these attributes can complement category-level recognition and improve the understanding of
visual objects for the machines. Besides, attributes are usually shared among different object categories,
thus modeling and learning the visual attributes explicitly helps to transfer knowledge to a novel category
and achieve across category generalization, leading to a deeper understanding beyond the recognition.

In this chapter, we describe how to better model the images and scenes with an attributed grammar
model. Unlike the stochastic image grammar in the last chapter, the attributed grammar augments each node
(or production rule) with a set of attribute variables that impose constraints between a node and its off-spring
in the parse graph. The attributed grammar is more general and can be applied to various applications where
visual attributes are used to describe the visual entities. We introduce several examples of the attributed
grammar, showing its representation power, and the modeling capability on a variety of vision tasks such as
parsing, reconstruction, and synthesis.

6.1 Introduction of Attribute Grammar

Attribute grammars were introduced in the late 1960’s by Knuth for specifying and implementing the (static)
semantic aspects of programming languages [67]. Today most compiler-generators use Atrribute Gammars
to generate the components for the semantics analysis phase out of a user’s specification automatically. An
Attribute Grammar consists of three components, a context-free grammar G, a finite set of attributes A, and
a finite set of semantic rulesR:

AG = (G,A,AR) (6.1)

The context free grammar G = (N,T, P, S) (Aho et al, 2007), where N is the set of non-terminals, T is the
set of terminals, and P is the set of productions. Each production is of the form A ::= α, where A ∈ N and
α ∈ (N ∪ T )∗. S ∈ N is the start symbol. A associates each grammar symbol X ∈ N ∪ T with a set of
attributes, and AG associates each production R ∈ P with a set of attribute computation rules [88]. A(X),
where X ∈ (N ∪ T ), can be further partitioned into two sets: synthesized attributes S(X) and inherited
attributes I(X). AR(R), where R ∈ P , contains rules for computing inherited and synthesized attributes
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Table 6.1: One Example of Attribute Grammar

Production Semantic Rules
Expr1−→ Expr2 + Term Expr1.value = Expr2.value + Term.value

Expr−→ Term Expr.value = Term.value
Term1−→ Term2 * Factor Term1.value = Term2.value * Factor.value

Term−→ Factor Term.value = Factor.value
Factor−→ ( Expr ) Factor.value = Expr.value
Factor−→ integer Factor.value = integer.val

associated with the symbols in the production R. By the definition, synthesized attributes are output to the
left-hand-side symbols of productions, and inherited attributes are output to the right-hand-side symbols.
(The synthesized attributes of terminal symbols are assumed to be externally defined.)

For example, the attribute grammar shown in Table 6.1 can be used to calculate the result of an expres-
sion written in the grammar. Note that this grammar only uses synthesized values, and therefore it’s also
called an S-attributed grammar.

While earlier chapters have shown stochastic grammar models have great success in explicit represent-
ing and inferring complex compositional structures, pose estimation, scene parsing, and event prediction,
these models do not incorporate any notions of visual attributes. In the meantime typical attribute models
for objects and scenes are neither compositional nor part-based, and typically employ a large number of
independent classifiers to decide which attribute labels to assign to a given bounding box. Such approaches
do not explicitly capture the relationship between attribute labels, or localize the part regions described by
the attributes. We propose an unified model that to strengthen the strength and make up for the weakness of
both stochastic grammar model and attributed model.

6.2 Attributed Graph Grammar Model

Following the definition in Section 5.2.1, an attributed And-Or graph is specified by a 5-tuple Gand−or =<
S, VN , VT , R, P > where VN and VT are the sets of non-terminal and terminal nodes respectively. S is
the root node for a scene or object category. R is a set of production rules for relationships and P is the
probability for the grammar.

A non-terminal node is denoted by capital letters A,A1, A2 ∈ VN , and a terminal node is denoted by
lower case letters a, b, c, a1, a2 ∈ VT . Both non-terminal and terminal nodes have a vector of attributes
denoted by X(A) and x(a) respectively. R = {r1, r2, ..., rm} is a set of production rules expanding a
non-terminal node into a number of nodes in VN ∪ VT . Each rule is associated with a number of constraint
equations. For example, the following is a rule that expands one node A into two nodes A1, A2 ∈ VN .

r : A→ (A1, A2) (6.2)

The associated equations are constraints on the attributes.

gi(X(A)) = fi(X(A1), X(A2)), i = 1, 2, ..., n(r) (6.3)

gi() and fi() are usually projection functions that take some elements from the attribute vectors. For in-
stance, let X(A) = (X1, X2, X3) and X(A1) = (X11, X12), then an equation could simply be an equiva-
lence constraint (or assignment) for passing the information between nodes A and A1 in either directions,
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X1 = X11. In the parsing process, sometimes we know the attributes of a child node X11 and then pass it to
X1 in rule r. This is called “bottom-up message passing”. Then X1 may be passed to another child node’s
attribute X2 with X21 = X1. This is called “top-down message passing”. A production rule may instantiate
a non-terminal node to a terminal node

r : A→ a, (6.4)

with constraints
gi(X(A)) = fi(x(a)), i = 1, 2, ..., n(r) (6.5)

Our proposed A-AOG relaxes the hard constraints [53, 75] to soft energy terms and encodes three types
of contextual information.

i) Consistency between the same attribute in parent and children nodes, for example, if the root node has
gender attribute as female, then its parts are likely also female.

ii) Co-occurrence between attributes, e.g. a female is more likely to have long hair and wear a skirt.
iii) Correlations between the assignment of an attribute to the image feature of a node and its alternative

choices, e.g. long hair and short hair will have preferences on the choices of image templates.
Next we will show two examples for parsing and estimation with Attribute AoG.

6.3 Example I: Parsing the Perspective Man-made World

In this case taken from [53], the grammar has one class of primitives as the terminal nodes (i.e. VT ), which
are 3D planar rectangles projected on images. Obviously rectangles are the most common elements in man-
made scenes, such as buildings, hallways, kitchens, living rooms, etc. Each rectangle a ∈ VT is made
of two pairs of parallel line segments in 3D space, which may intersect at two vanishing points through
projection. The grammar has only two types of non-terminal nodes (i.e. VN ) – the root node S for the scene
and a node A for any composite objects. The grammar has six production rules as shown in Fig. 6.1. The
scene node S generates m independent objects (rule r1). An object node A can be instantiated (assigned)
to a rectangle (rule r5), or be used recursively by the other four production rules: r2 – the line production
rule that aligns a number of rectangles in one row, r3– the mesh production rule that arranges a number of
rectangles in a matrix, r4– the nesting production rule that has one rectangle containing the other, and r6

–the cube production rule that aligns three rectangle into a solid shape. The unknown numbers m and n can
be represented by the Or-nodes for different combinations.

Each production rule is associated with a number of equations that constrain the attributes of a parent
node and those of its children. These rules can be used recursively to generate a large set of complex
configurations. Fig. 6.2 shows two typical parsing configurations – (b) a floor pattern and (d) a toolbox
pattern, and their corresponding parse graphs in (a) and (c) respectively.

The parsing algorithm adopts a greedy manner. For each of the 5 rules r2, ..., r6, it maintains an Open
list and a Closed list. In an initial phase, it detects an excessive number of rectangles in by a bottom-up
rectangle detection process and thus fill the Open list for rule r5. Each particle consists of two pairs of
parallel line segments.

The top-down and bottom-up computation is illustrated in Fig. 6.3 for a kitchen scene. Fig. 6.3 shows
a parse graph under construction at a time step, the four rectangles (in red) are the accepted rectangles in
the Closed list for r5. They activated a number of candidates for larger groups using the production rules
r3, r4, r6 respectively, and three of these candidates are then accepted as non-terminal nodes A, B, and C
respectively. The solid upward arrows show the bottom-up binding, while the downward arrows show the
top-down prediction.
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Figure 6.1: Six attribute grammar rules for generic man-made world scenes. This grammar features a single
class of primitives – rectangle and four generic organizations – line, mesh, cube, and nesting. Attributes will
be passed between a node to its children and the horizontal lines show constraints on attributes.
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Figure 6.2: Two examples of rectangle object configurations (b) and (d) and their corresponding parse graphs
(a) and (c). The production rules are shown as non-terminal nodes.

Fig. 6.4 shows the five Open lists for the candidate sets of the five rules. At each step the parsing
algorithm will choose the candidate with the largest weight from the five particle sets and add a new non-
terminal node to the parse graph. If the particle is in the r5 Open list, it means accepting a new rectangle.
Otherwise the algorithm creates a non-terminal node and inserts the missing children in this particle into
their respective Open lists for future tests.

Fig. 6.5 shows two ROC curves for performance comparison in detecting the rectangules in 25 images
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Figure 6.3: Illustrating the recursive bottom-up / top-down computation procedure in image parsing. The
detection of rectangles instantiates some non-terminal nodes shown as upward arrows. They in turn activate
graph grammar rules for grouping larger structures in nodes A,B,C respectively. These rules generate
top-down prediction of dashed rectangles. The predictions are validated from the image under the Bayesian
posterior probability.
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Figure 6.4: Illustration for the Open lists of the five rules.

against human annotated groundtruth. One curves shows the detection rate (vertical axis) over the number
of false alarms per image (horizontal axis) for pure bottom-up method. The other curve is for the methods
integrating bottom-up and top-down. From these ROC curves, we can clearly see the dramatic improvement
by using top-down mechanism over the traditionally bottom-up mechanism only. Intuitively, some rectan-
gles are nearly impossible to detect using the bottom-up methods and can only be recovered through the
context information using the grammar rules.

Figure 6.5: ROC curves for the rectangle detection results by using bottom-up only and, using both bottom-
up and top-down. From [53].

6.4 Example II: Single-View 3D Scene Reconstruction and Parsing

In this example, taken from [75], attribute AoG is used for solving two vision tasks jointly: i) parsing an
2D image into semantic regions in a hierarchical parse graph representation, i.e., the recognition and ii)
recovering the 3D geometric scene structures for nodes in the parse graph, i.e., the reconstruction. The
attributed grammar consists of a set of production rules, each describing some spatial relationship between
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Figure 6.6: Parsing an image using attribute grammar. Left: global geometric attributes are associated
with the root node (scene) of the parse graph, including focal length of camera, and Cartesian Coordination
System defined by Manhattan frames. Right: parse graph augmented with local geometric attributes, such
as surface normals and vanishing points (VPs) associated with a surface, or multiple vanishing points for a
building. R1, ..., R5 are the five grammar rules for scene decomposition.

planar surfaces in 3D scenes. By augmenting levels of geometric attributes (camera parameters, vanish
points, surface normal etc.) to the nodes in the parse graph, the recognition and reconstruction are solved in
a joint parsing process simultaneously.
We consider outdoor urban scenes that may contain multiple local Manhattan worlds (LMW) or ’mixture
Manhattan world’ [122], where, for example, buildings are composed of multiple planar surfaces and touch
the ground on contact lines. In contrast to the widely used Manhattan world assumption [20], this paper
considers a more general scenario that, the adjacent surfaces of a building may not be orthogonal to each
other (see the main building in Fig. 6.5). Curved surfaces are approximated by piecewise linear splines.
The surface is further decomposed into super-pixels and edge elements. These representational units can
be naturally organized in a hierarchical parse graph with the root node being the scene and terminal nodes
being the edges and super-pixels. Fig. 6.6 illustrates a parse graph.

Different from last example, we show details in how to define and represent the attributes, design the
production rule and hierarchy of the AOG, build the statistical model, and infer the parse graph given a RGB
image of the 3D world.

6.4.1 Attribute Hierarchy

Given an input image, our goals include: i) recovering the scene geometry structure, ii) partitioning the scene
into planar surfaces and iii) reconstructing the planar-wise 3D scene model. These goals can be unified as
solving the optimal parse graph with geometric and semantic attributes. In this section, we overview the
hierarchical entities of outdoor scene and their attributes.

Camera Parameter We assume that there is no distortion, no skew, and that the principle point coincides
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(x1,y1,f)

O

Figure 6.7: Calculation of surface normal. A planar region often contains two sets of orthogonal parallel
lines converging at two vanishing points (x1, y1) and (x2, y2), respectively. f is the camera focal length.
Thus the surface normal is the cross-product of the two Manhattan axes (x1, y1, f) and (x2, y2, f) in the
camera coordinate (taking camera position O as origin).

with the image center. Thus we need to estimate camera focal length f and camera viewing directions. The
viewing directions can be described by Manhattan frames since we consider Manhattan type urban scenes.
We subtract principle point from the coordinate of each pixel to facilitate representation.

Geometry Attributes from Edge Statistics

In man-made scenes, texture gradients and edges are not arbitrarily oriented, but reflect camera orientations
with respect to the scene and surface layout in 3D space. Hence, we can extract the geometric attributes
from edge statistics.

Attributes of Edges and Parallel Lines In the pinhole camera model, a family of parallel lines, i.e.
sharing the same 3D direction, in the 3D space project to straight edges that all point to the same point on
the image plane, i.e. the vanishing point. Thus each line segment in the image has two geometric attributes:

• A vanishing point (xi, yi) in the image plane to which an edge points to. This can be directly obtained
by clustering oriented edges based on their directions in 2D image plane.

• A 3D direction θ = (xi, yi, f) of edges or parallel lines in the 3D scene space where f is the camera
focal length. As Fig. 6.7 illustrates, it follows from perspective geometry the ray from the camera
position O to (xi, yi) is parallel to the families of parallel lines as well. Therefore, its direction is the
unit vector by normalizing the triple vector (xi, yi, f).

Attributes of Local Manhattan World Outdoor urban scene often contains a mixture of local Manhat-
tan worlds [20]. Each local Manhattan world is a block of well aligned buildings with three sets of orthog-
onal parallel lines. Each set of parallel lines has a vanishing point (xi, yi) and 3D direction θ = (xi, yi, f).
We refer to the rays from camera origin O to the vanishing points as the Manhattan axes. Thus each local
Manhattan world has the following geometric attributes:

• A Manhattan frame with three orthogonal Manhattan axes {(x1, y1, f), (x2, y2, f), (x3, y3, f)}.

• An estimated focal length f following [11]

f2 = −(xi, yi) · (xj , yj), i 6= j ∈ {1, 2, 3}. (6.6)
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Figure 6.8: Illustration of hierarchical entities in the attribute planar representation and their associated
geometric attributes. Each representation entity is also entitled with a semantic attribute, i.e. the object
categories (e.g., building, sky etc.) it corresponds to.

This follows the orthogonal condition that

(xi, yi, f) · (xj , yj , f) = 0. (6.7)

It is worth noting that this estimated focal length will be propagated to the scene node in the attribute
parse graph. The equation (xi, yi) · (xj , yj) = (xk, yk) · (xj , yj) poses consistency conditions among the
attributes of Manhattan axes.

Attribute Planar Representation In parallel to the edges, lines/parallel lines, and Manhattan struc-
tures, the region-based hierarchy comprises of three representations: surface fragments, planar surfaces, and
composite surfaces. Fig. 6.8 summarizes the attribute planar representation.

We augment every hierarchical entity with both semantic attributes and geometric attributes. The se-
mantic attribute of an entity, e.g. planar surface, is simply its semantic category. In this work, we consider
a few semantic categories for outdoor scenes, including ”building”, ”tree”, ”ground”, ”sky” and ”other”. A
composite surface might include two or more than two categories. Geometric attributes are used to describe
the spatial properties of the hierarchy, which will be introduced in the rest of this section.

Geometric Attributes of Surface Fragment
We assume that each super-pixel in images is the projection of a surface fragment in space. A super-

pixel is a small region of pixels that are connected and share similar appearance features, and often have
the same semantic label. Since these super-pixels often correspond to regions in buildings or marked
road/highways/ground, which have edges or texture gradients, from which we can extract short edges and
estimate which vanishing points they belong to.

As Fig. 6.7 illustrates, each super-pixel has two geometric attributes:

• Two vanishing points: {(x1, y1), (x2, y2)} and thus two Manhattan axes {v1 = (x1, y1, f), v2 =
(x2, y2, f)}.

• A surface normal direction which is the cross-product of the two Manhattan axes n = (x1, y1, f) ×
(x2, y2, f).
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For each superpixel, we extract its vanishing points and surface normal from local edge statistics, which
might not be necessarily accurate. To improve robustness against noises, these statistics will be pooled
together in bottom-up process and propagated to other nodes in the attribute parse graph. For a super-pixel
that does not contain sufficient number of edges, its surface normal will be inferred from surrounding scene
context, i.e. top-down process in the parse graph.

Geometric Attributes of Planar Surface
We group spatially connected super-pixels into planar surfaces based on two types of features. i) Ap-

pearance features. We extract color and texture features to train a supervised classifier and assign a region
to a few categories, e.g. ’building’, ’tree’,’ etc. ii) Geometry features. Superpixels in the same planar region
should share the same surface normal. Both features are used in the iterative parsing process to form planar
surfaces.

Each planar surface has three geometric attributes

• Two vanishing points: {(x1, y1), (x2, y2)} and thus two Manhattan axes {(x1, y1, f), (x2, y2, f)};

• Normal direction. As aforementioned, surface normal is simply the cross-product of the two Manhat-
tan axes.

• A contact line and thus its 3D relative depth. The surface plane will intersect with other planes and
form the contact lines. For example, Fig. 6.8 shows three planar surfaces of the building and their
ground contact boundaries which can be approximated by straight lines respectively.

The contact lines may be occluded (e.g. between a building façade and the ground) or blurred (line
between two surfaces of the building). Fortunately this can be solved by calculating the intersection line
between adjacent surface planes, which usually points to one of the Manhattan axes associated with the
surface planes. These geometric attributes are sufficient to reconstruct a planar-wise 3D scene model [57].

Geometric Attributes of Composite Surface
A composite surface consists of several planar surfaces that are physically connected. These surfaces

might not belong to the same Manhattan frame. A composite surface has set of geometric attributes that
pose consistency constraints between its children nodes in the parse graph. Its geometric attributes include:

• All vanishing points and surface normal of its planar surfaces.

• Contact lines between adjacent surfaces.

• A linear spline fit of the contact lines with the ground.

As planar surfaces, e.g. building facade, are usually occluded by foreground objects, e.g. vehicles and
trees, and their boundaries to the ground plane are often partially visible. In Section 6.4.4 we shall introduce
a robust method for estimating contact splines under these severe occlusions.

Geometric Attributes of Scene
The whole scene will pool over the geometric attributes from its components. As it is shown in Fig. 6.6,

the root node S has the following geometric attributes.

• Camera parameters are shared by all nodes in the parse graph. Note that our model can be extended
to reason other camera parameters, including skew, and optical center etc.

• m Manhattan frames {(xij , yij , f), i = 1, 2, ...,m, j = 1, 2, 3.} for each local Manhattan world.

These global geometric attributes are used to constrain the geometric attributes of the entities in the
parse graph. For example, the number of possible normal directions for planar surfaces are determined by
the number of Manhattan axes detected for the global scene. In contrast, the past methods [55] [57] usually
fix the number of surface normal orientations during inference.
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6.4.2 Attribute Scene Grammar

Attribute grammar was firstly proposed by Han et al. in [53]. We extend it to model hierarchical scene
representations in both 2D images and 3D scene space.

An attribute grammar is specified by a 5-tuple: G = (VN ,VT , S,R, P ), where VN is a set of non-
terminal nodes, VT is a set of terminal nodes, S is the root node for the whole scene, R is a set of production
rules for spatial relationships, and P is a probability for the grammar.

These production rules can be recursively applied to generate a hierarchical representation of the input
scene, namely Parse Graph. A parse graph is a valid interpretation of the input 2D image and the desired
3D scene. A grammar generates a large set of valid parse graphs for one given image of the scene.

Terminal Nodes We partition the input image into a set of superpixels and use them as terminal nodes.
Each superpixel is the projection of a surface fragment in space. We denote all terminal nodes as VT =
{a,X(a)}, where X(a) denotes a set of attribute variables.

Non-Terminal Nodes are sequentially produced by merging terminal nodes or other non-terminals with
grammar rules. Each node represents a planar surface or composite surface in space. There is one root node
for the whole scene, i.e. S, and five production rules.

Every non-terminal node in parse graph can be decomposed into children nodes or grouped with other
nodes to form parent nodes by applying the above grammar rules.

We denote all non-terminal nodes as VN = {(S,X(S)), (A,X(A))} where S denotes the root node for
the whole scene, A non-terminal node and X(A) the attributes of A. Fig. 6.9 illustrates these five rules and
Fig. 6.6 shows one parse graph that is capable of generating the input image.

Global and Local Attributes Each node is associated with a number of attributes, which are either
globally or locally defined.

Global attributes are defined for the root node S and inherited by all graph nodes. X(S) includes i)
a list of possible categories (e.g.,’building’) that appear in the input image, denoted as C; ii) geometric
attributes, including the camera focal length f and Manhattan frames detected in the input image. Formally,
we have X(S) = (f,m, {Mi}, C), i = 1, ..,m. As aforementioned, each Manhattan frame Mi contains
three orthogonal axes.

Local attributes are defined over properties of intermediate nodes, e.g. surface normal. These attributes
are usually inherited from the global attributes and thus should be consistently assigned. Fig. 6.6 illustrates
global geometric attributes in the left panel and local geometric attributes in the right panel. Semantic
attributes are not included in the figure. Both global or local attributes are used to impose constraints to
obtain valid parse graphs.

6.4.3 Probabilistic Formulation for 3D Scene Parsing

We utilize a hierarchical parse graph to explicitly encode the attribute hierarchy (introduced in Section 6.4.1)
for joint recognition and reconstruction purposes. In particular, terminal nodes are able to form planar
configuration in imaging plane or surface normal map of the input image; the parse graph with geometric
attributes can be used to derive a full 3D scene model for reconstruction purpose.

Formally, let G denote the parse graph to solve, A all attributes in G. Given an input image I, we
compute a world scene interpretation W in a joint solution space

W = (A,G) (6.8)

The optimal solution W ∗ can be obtained by maximizing a posterior probability (MAP):

P (W |I) ∝ exp{−|VN | − λgraE(I,G,A)} (6.9)
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Figure 6.9: Illustration of the five grammar rules each of which is associated with a set of geometric attributes
that imposes constraints over graph nodes and their offsprings. Layout rule: a children planar surface is
supporting other n children entities; siding rule: two children planar surfaces of the same label are spatially
connected ; affinity rule: two children planar surfaces have the same appearance; mesh rule: multiple
children surfaces appear in a 2D mesh structure; instance rule: links a children terminal node and its image
representation.

190



where |VN | indicates the number of non-terminal nodes. We use the first item to encourage compact parse
graphs. λgra is a weight constant .

The energy E(I,G,A) is defined over the hierarchy of G, indicating how well G can generate the input
image I. Let r(A) indicates the grammar rule used at A. We have,

E(I,G,A) =
∑
A∈VN

βr(A)E
t(I, X(A)|r(A)) (6.10)

where r(A) ∈ [1..5] indicates the grammar rule associated with A, βr(A) is a weight constant that is depen-
dent on r(A). The energy term Et(I, X(A)|r(A)) is associated with the nonterminal node A and condi-
tioned on the corresponding grammar rule r(A).

Table 6.2: Definitions of Grammar rules and their geometric attributes.

Rules Notations Geometric Attributes
R1: layout A→ (A0, A1, . . . , Am) X(A) = (f,m,Mi, θ0, θij ,~lk, C)

R2: Siding A→ (A1, A2) X(A) = (θi,Mi,~lk, c)

R3: Affinity A→ (A1, A2) X(A) = (θ,M, c)

R4: Mesh A→ (A1, A2, . . .) X(A) = (θ,M, v1, v2, c)

R5:Instance A→ a X(A) = (θ,M)

Table 1 summarizes the definitions, e.g., geometric attributes, of all grammar rules. In the rest of this
subection, we introduce the definitions of five grammar rules.

Grammar Rule R1: Layout The Layout rule R1 : A → (A0, A1, . . . , An) states that a planar
surface A0 is supporting n entities. In this work we assume that all stuffs (objects, building, etc) in the
scene are standing on ground. A0 indicates the ground region in images (e.g. grass, road, side walk etc.),
and A1, . . . , An indicates the n children surfaces or composite surfaces produced by other grammar rules.
Fig. 6.9 illustrates the use of R1, which merges two building blocks/surfaces and the ground. The rule R1 is
used to generate the root node S.

The geometric attributes of S include both global attributes and local attributes defined over its children
nodes. The former includes, a list of possible categories, camera focal length f and m Manhattan frames.
Each Manhattan frame includes three axes in space that are orthogonal to each other. The later includes the
normal directions of children surfaces, e.g., θ0 for A0, and the contact lines between A0 and each of the
m entities, denoted as ~lk . Formally, we have X(S) = (f,m,Mi, θ0, θij ,~lk, C), i, k = 1, . . . , n, where θij
represents one of the normal orientations in the ith children node, C a list of category labels.

We use continuous splines~lk to represent contact boundaries betweenA0 and {Ak}s, which are assumed
to be piece-wise linear. Fig. 6.10 illustrates four typical scenes where contact splines are highlighted in red.
A piece-wise linear spline consists of several control points and straight lines between them. Each straight
line corresponds to the contact boundary of a planar region. In urban images, a contact line is usually parallel
to one of the parallels families falling in the support region. This gives rise to a useful observation: if we can
detect local edges in the given planar region and cluster these edges to parallel families, the direction of a
contact line can be simply determined. With this observation, we will develop an effective search algorithm
for discovering contact splines in Section 6.4.4.

We define the energy function for R1 from two aspects. Firstly, the normal direction of the surface A0

and other children surfaces should be as distinct as possible. This is different from the previous works [50,
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55] which assume orthogonality between connected surfaces. Secondly, contact lines are likely to go through
VPs that have edges falling in Ak. Thus, we have,

Et(I, X(A)|R1) =
∑
i,j

Dcos(θ0, θij) + λlay
∑
l∈~lk

min Dcos(l, v)

∀v ∈ M,M ∈ X(Ak) (6.11)

where l indexes the line segment in the spline ~lk, M the Manhattan world in X(Ak), Dcos the cosine
distance between two directions or two straight lines in 3D space. Note that v indicates one of the Manhattan
axes in the Manhattan world associated with Ak.

Grammar Rule R2: Siding The siding rule R2 : A → (A1, A2) states that two planar surfaces or
composite surfaces of the same label are spatially connected in the scene. The parent node A is a composite
surface and the children nodes A1, A2 could be planar surfaces of composite surfaces. It requires that
children surfaces share the same semantic label (e.g. building) but have different normal orientations. These
surfaces are usually, but not necessarily, orthogonal with each other.

The attributes of R2 include X(A) = {(θi,Mi),~lk, c}, where θi is normal direction of the children
surface Ai, i = 1, or 2, Mi the Manhattan frame associated with Ai, ~lk the contact line between children
surfaces, and ci the semantic label.

The energy function for R2 is derived from two aspects. Firstly, two siding surfaces should have as
distinct normal as possible, which is the case in most of the urban images.

Secondly, the contact line of A is likely to point to the vertical VP, denoted as v0, as illustrates Fig. 6.9
illustrates. Formally, we have,

Et(I, X(A)|R2) =
∑
i 6=j

Dcos(θi, θj) + λsid
∑
k

Dcos(~lk, v0) (6.12)

where λsid is a weight constant. Taking the production rule R2 : A → (A1, A2) as example, the energy in
Eq. (6.12) shall be minimized if A1 and A2 are orthogonal and they are split by a ray in image starting from
the vertical VP.

Note that the semantic attributes c are used as hard-constraints: a graph node of R2 is only valid when
the two children surfaces A1 and A2 share the same label.

Grammar Rule R3: Affinity The affinity rule R3 : A → (A1, A2) states that two planar surfaces
have similar appearance and thus should belong to the same planar surface. The children surfaces A1

and A2 should be spatially connected in 3D scene. In practice, since they could be disjoint in image due to
occlusions, we allow the grouping of disjoint regions by this rule if they have high affinity in appearance. The
attributes of A are defined as X(A) = (θ,M, c) where θ is the normal direction , M the related Manhattan
frame, and c the semantic label, which are shared by the two children surfaces.

The grammar ruleR3 requires that the children surfacesA1 andA2 should have the same surface normal.
Thus, the geometric attributes serve as hard constraints and we only utilize the appearance information to
define the energy function Et(I, X(A)|R3).

The energy function for R3 include both unary terms and pair-wise terms, all of which are defined over
superpixel partition of the parent surface A. Let s and t index two neighbor superpixels, cs the semantic
label of superpixel s. We have,

Et(I, X(A)|R3) =
∑
s

φs(cs) + λaff
∑
s,t

1(cs = ct) (6.13)
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Figure 6.10: Illustration of piece-wise linear spline model for the contact boundaries of composite surfaces
that comprise of groundplane and buildings. Each spline consists of several control points and the straight
lines between these points. Note that each straight line correlates with one planar region in the composite
surface.

where φs(cs) returns the negative class likelihood ratio, and 1() is an indicator function. Like [123], we
estimate φs(cs) by applying a non-parametric nearest neighbor estimator over training data. The second
term is defined as a Potts/Ising model to encourage homogeneousness of labelling.

We estimate surface normal based on edge statistics, as introduced in Section 6.4.1. However, if an
image region does not contain any local edges, there is no cue to tell its normal direction directly, and we
need to infer its normal from the scene context. In Section 6.4.4, we shall introduce a robust inference
method to deal with these uncertainties.

Grammar Rule R4: Mesh The mesh rule R4 : A → (A1, A2, A3, ...) states that multiple surfaces
are arranged in a mesh structure. Children surfaces should be spatially connected to each other and share
the same normal direction. In perspective geometry, a mesh structure in image plane can be described
by two orthogonal VPs. Formally, the attributes of A include: X(A) = (θ,M, v1, v2, c), where v1 =
(x1, y1, f), v2 = (x2, y2, f) are the coordinates of two VPs, θ = v1 × v2 is the normal direction of A, c the
semantic label. The children surfaces share the same normal direction θ with A.

The energy function for R4 is defined over edge statistics. As Fig. 6.10 illustrates, straight edges in a
mesh region usually merge at two VPs. Let E(A) denote the set of local edges inA, and lj = (xj , yj , ~dj) ∈ E
an edge at the position (xj , yj) with the orientation ~dj . Let vi denote the image coordinate of the VP vi. If
an edge lj points to vi, we have (xj , yj) + λmes

j
~dj = vi. Thus, we define Et(I, X(A)|R5) as:

Et(I, X(A)|R4) =
∑

lj∈E(A)

min
i,λmes

j

‖vi − (xj , yj)− λmes
j

~dj‖2 (6.14)

where i = 1, 2. This least square energy term is minimized while all edges in the mesh region exactly point
to one of the two VPs, i.e. v1 or v2.

Grammar Rule R5: Instance
An instance rule R5 : A → a instantiates a terminal node, i.e. a superpixel or a surface fragment, to

image representations, including both texture appearances and edge segments. Fig. 6.9 illustrates how the
grammar rule R5 links a non-terminal node to two image representations: histogram of oriented gradient
(HoG) and straight edge map.
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The potential Et(I, X(A)|R5) is defined over two aspects: i) the appearance of individual pixels in the
region of A should be homogeneous; ii) the directions of local straight edges should be consistent with the
Manhattan frame assigned or inherited from the parent nodes of A. Let Ii and Ii denote two neighbor pixels
in region A, we have:

Et(I, X(A)|R5) =
∑
i,k

g(Ii, Ik) + λins
∑
l∈E(A)

min Dcos(l, v)

∀v ∈ M,M ∈ X(A) (6.15)

where g(Ii, Ik) returns the negative confidences of two pixels being homogeneous, λins is a weight constant.
The model g(Ii, Ik) is directly estimated by the superpixel partition method [107] with both HoG features
and edge features. The second term is used to encourage that all edges in A should be parallel to one of the
Manhattan axes in X(A).

Fig. 6.6 shows an exemplar parse graph generated by the proposed grammar. Each grammar rule de-
scribes a kind of spatial relationship, e.g., R1 for supporting, R2 for being co-block, R3 and R4 for being
co-planar. These simple rules are capable of producing a large number of tree-structure representations
whereas only a portion of them are valid. It is worth noting that the tree structures are augmented to be
parse graphs by linking nodes in the same layer that are spatially connected. This graph representation en-
codes both 2D appearance and 3D geometric properties of the hierarchical scene entities (as introduced in
Section 6.4.1).

6.4.4 Inference

The inference algorithm aims to construct an optimal parse graph by sequentially applying the grammar
rules to maximize a posterior P (W |I). This task is challenging because: a) the parse graph does not have
pre-defined structure; b) the attribute constraints are essentially high-order.

We adopt a divide and conquer strategy to solve the optimal parse graph. It contains three stages.
Firstly, we introduce an efficient algorithm for camera calibration to optimize the term E(I,A) and fix the
parameters A throughout inference. Secondly, we solve the region labeling subproblem to optimization. In
particular, we split the nonterminal nodes in a parse graph pg into two subset V 1 = {V ∈ V N ; r(V ) = R4}
that contains all the nodes of affinity rules, and V 2 = {V ∈ V N ; r(V ) 6= R4} that contains all other nodes.
Thus, we can rewrite the energy term E(I, pg) in Eq. (6.10) as,

E(I, pg) = E(I, pg1) + E(I, pg2) (6.16)

where

E(I, pg1) =
∑
A∈V 1

Et(I,X(A);R4), (6.17)

E(I, pg2) =
∑
A∈V 2

∑
k 6==4

1(r(A) = k)Et(I,X(A);Rk). (6.18)

The term E(I, pg1) is a typical MRF type energy function with the regularization of Potts/Ising prior, which
can be efficiently solved by the loopy belief propagation (LBP) method [34]. With the trick of Distance
Transform, LBP algorithm can converge in O(nkT ) time where n is the number of superpixels, k is the
number of labels and T is the number of iterations. We use the results of region labeling to initialize the
desired parse graph. Finally, a data-driven Monte Carlo Markov Chain (DDMCMC) method is used sample
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Figure 6.11: Results on urban world.

the posterior probability P (I|W ). This is computationally feasible because the solution space has been
largely narrowed by the first two stages.

Algorithm 13 summarizes the proposed inference algorithm. It includes two bottom-up computations
and an iterative sampling step that simulates the Markov Chain by a set of dynamics.

Algorithm 13: Building Parse Graph via Attributed Grammar.
Input: Single Image
Output: Optimal Parse Graph

1 Partition input image into superpixels;
2 Estimate focal length and parallel families;
3 Initialize labeling of superpixels by minimizing E(I, pg1);
4 Initialize the parse graph pg;
5 Iterate until convergence,

- Randomly select one of the five dynamics

- Make proposals according the select dynamic to reconfigure the current parse graph;

- Accept the change with a probability

The Fig. 6.11 show some result on outside world. For each cell, we can see (a) input image overlaid
with families of parallel lines; (b) superpixel partition overlaid with vanishing points; (c) obtained surface
normal map; (d) estimated depth map; (e-g) newly synthesized views; (h) depth map by Hoiem et al. [55].

6.5 Example III: Human-Centric Indoor Scene Synthesis Using Stochastic
Grammar

Recent advances in visual recognition and classification through machine-learning-based computer vision
algorithms have produced results comparable to or in some cases exceeding human performance by leverag-
ing large-scale, ground-truth-labeled RGB datasets. However, indoor scene understanding remains a largely
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unsolved challenge due in part to the current limitations of RGB-D datasets available for training purposes.
To address this deficiency, the use of synthetic image datasets as training data has increased.

In this example [104], we illustrate that Attributed AoG can be used to sample and synthesize 3D room
layout and 2D images thereof, to obtain large-scale 2D/3D image data with perfect per-pixel ground-truth.
An attibuted spatial AoG is proposed to represent indoor scenes.

6.5.1 Representation

Formally, the A-AOG is defined as a 5-tuple: G = 〈S, V,R, P,E〉, where we use notations S the root node
of the scene grammar, V the vertex set, R the production rules, P the probability model defined on the
attributed S-AOG, and E the contextual relations represented as horizontal links between nodes in the same
layer. Vertex Set V can be decomposed into a finite set of non-terminal and terminal nodes: V = VNT ∪VT .
• VNT = V And∪V Or∪V Set. The non-terminal nodes consists of three subsets. i) A set of And-nodes

V And, in which each node represents a decomposition of a larger entity (e.g. , a bedroom) into smaller
components (e.g. , walls, furniture and supported objects). ii) A set of Or-nodes V Or, in which each node
branches to alternative decompositions (e.g. , an indoor scene can be a bedroom or a living room), enabling
the algorithm to reconfigure a scene. iii) A set of Set nodes V Set, in which each node represents a nested
And-Or relation: a set of Or-nodes serving as child branches are grouped by an And-node, and each child
branch may include different numbers of objects.
• VT = V r

T ∪ V a
T . The terminal nodes consists of two subsets of nodes: regular nodes and address

nodes. i) A regular terminal node v ∈ V r
T represents a spatial entity in a scene (e.g. , an office chair

in a bedroom) with attributes. In this paper, the attributes include internal attributes Aint of object sizes
(w, l, h), external attributes Aext of object position (x, y, z) and orientation (x − y plane) θ, and sampled
human positionsAh. ii) To avoid excessively dense graphs, an address terminal node v ∈ V a

T is introduced
to encode interactions that only occur in a certain context but are absent in all others [41]. It is a pointer to
regular terminal nodes, taking values in the set V r

T ∪ {nil}, representing supporting or grouping relations as
shown in Fig. ??.

Contextual Relations E among nodes are represented by the horizontal links in S-AOG forming MRFs
on the terminal nodes. To encode the contextual relations, we define different types of potential functions
for different cliques. The contextual relations E = Ef ∪ Eo ∪ Eg ∪ Er are divided into four subsets: i)
relations among furniture Ef ; ii) relations between supported objects and their supporting objects Eo (e.g. ,
a monitor on a desk); iii) relations between objects of a functional pair Eg (e.g. , a chair and a desk); and iv)
relations between furniture and the room Er. Accordingly, the cliques formed in the terminal layer could
also be divided into four subsets: C = Cf ∪ Co ∪ Cg ∪ Cr. Instead of directly capturing the object-object
relations, we compute the potentials using affordances as a bridge to characterize the object-human-object
relations.

A hierarchical parse tree pt is an instantiation of the S-AOG by selecting a child node for the Or-nodes
as well as determining the state of each child node for the Set-nodes. A parse graph pg consists of a parse
tree pt and a number of contextual relations E on the parse tree: pg = (pt, Ept). Fig. 6.12 illustrates a
simple example of a parse graph and four types of cliques formed in the terminal layer.

6.5.2 Probabilistic Formulation
A scene configuration is represented by a parse graph pg, including objects in the scene and associated
attributes. The prior probability of pg generated by an S-AOG parameterized by Θ is formulated as a Gibbs
distribution:

p(pg|Θ) =
1

Z
exp{−E(pg|Θ)} (6.19)
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Figure 6.12: (a) A simplified example of a parse graph of a bedroom. The terminal nodes of the parse
graph form an MRF in the terminal layer. Cliques are formed by the contextual relations projected to the
terminal layer. Examples of the four types of cliques are shown in (b)-(e), representing four different types
of contextual relations.

=
1

Z
exp{−E(pt|Θ)− E(Ept|Θ)}, (6.20)

where E(pg|Θ) is the energy function of a parse graph, E(pt|Θ) is the energy function of a parse tree, and
E(Ept|Θ) is the energy term of the contextual relations.
E(pt|Θ) can be further decomposed into the energy functions of different types of non-terminal nodes,

and the energy functions of internal attributes of both regular and address terminal nodes:

E(pt|Θ) =
∑

v∈V Or

EOr
Θ (v) +

∑
v∈V Set

ESet
Θ (v)

︸ ︷︷ ︸
non-terminal nodes

+
∑
v∈V r

T

EAin

Θ (v)

︸ ︷︷ ︸
terminal nodes

, (6.21)

where the choice of the child node of an Or-node v ∈ V Or and the child branch of a Set-node v ∈ V Set

follow different multinomial distributions. Since the And-nodes are deterministically expanded, we do not
have an energy term for the And-nodes here. The internal attributes Ain (size) of terminal nodes follows a
non-parametric probability distribution learned by kernel density estimation.
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E(Ept|Θ) combines the potentials of the four types of cliques formed in the terminal layer, integrating
human attributes and external attributes of regular terminal nodes:

p(Ept|Θ) =
1

Z
exp{−E(Ept|Θ)} (6.22)

=
∏
c∈Cf

φf (c)
∏
c∈Co

φo(c)
∏
c∈Cg

φg(c)
∏
c∈Cr

φr(c). (6.23)

Human Centric Potential Functions:
• Potential function φf (c) is defined on relations between furniture (Fig. 6.12(b)). The clique c =

{fi} ∈ Cf includes all the terminal nodes representing furniture:

φf (c) =
1

Z
exp{−λf · 〈

∑
fi 6=fj

lcol(fi, fj), lent(c)〉}, (6.24)

where λf is a weight vector, < ·, · > denotes a vector, and the cost function lcol(fi, fj) is the overlapping
volume of the two pieces of furniture, serving as the penalty of collision. The cost function lent(c) =
−H(Γ) = Σip(γi) log p(γi) yields better utility of the room space by sampling human trajectories, where
Γ is the set of planned trajectories in the room, and H(Γ) is the entropy. The trajectory probability map is
first obtained by planning a trajectory γi from the center of every piece of furniture to another one using
bi-directional rapidly-exploring random tree (RRT) [69], which forms a heatmap. The entropy is computed
from the heatmap as shown in Fig. 6.13.
• Potential function φo(c) is defined on relations between a supported object and the supporting furni-

ture (Fig. 6.12(c)). A clique c = {f, a, o} ∈ Co includes a supported object terminal node o, the address
node a connected to the object, and the furniture terminal node f pointed by a:

φo(c) =
1

Z
exp{−λo · 〈lhum(f, o), ladd(a)〉}, (6.25)

where the cost function lhum(f, o) defines the human usability cost—a favorable human position should
enable an agent to access or use both the furniture and the object. To compute the usability cost, human
positions hoi are first sampled based on position, orientation, and the affordance map of the supported object.
Given a piece of furniture, the probability of the human positions is then computed by:

lhum(f, o) = max
i
p(hoi |f). (6.26)

The cost function ladd(a) is the negative log probability of an address node v ∈ V a
T , treated as a certain

regular terminal node, following a multinomial distribution.
• Potential function φg(c) is defined on functional grouping relations between furniture (Fig. 6.12(d)).

A clique c = {fi, a, fj} ∈ Cg consists of terminal nodes of a core functional furniture fi, pointed by the
address node a of an associated furniture fj . The grouping relation potential is defined similarly to the
supporting relation potential

φg(c) =
1

Z
exp{−λc · 〈lhum(fi, fj), ladd(a)〉}. (6.27)

Other Potential Functions:
• Potential function φr(c) is defined on relations between the room and furniture (Fig. 6.12(e)). A

clique c = {f, r} ∈ Cr includes a terminal node f and r representing a piece of furniture and a room,
respectively. The potential is defined as

φr(c) =
1

Z
exp{−λr · 〈ldis(f, r), lori(f, r)〉}, (6.28)
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(a) Planned trajectories (b) Probability map

Figure 6.13: Given a scene configuration, we use bi-directional RRT to plan from every piece of furniture
to another, generating a human activity probability map.

where the distance cost function is defined as ldis(f, r) = − log p(d|Θ), in which d ∼ lnN (µ, σ2) is the dis-
tance between the furniture and the nearest wall modeled by a log normal distribution. The orientation cost
function is defined as lori(f, r) = − log p(θ|Θ), where θ ∼ p(µ, κ) = eκ cos(x−µ)

2πI0(κ) is the relative orientation
between the model and the nearest wall modeled by a von Mises distribution.

6.5.3 Synthesizing Scene Configurations

Synthesizing scene configurations is accomplished by sampling a parse graph pg from the prior probabil-
ity p(pg|Θ) defined by the S-AOG. The structure of a parse tree pt (i.e. , the selection of Or-nodes and
child branches of Set-nodes) and the internal attributes (sizes) of objects can be easily sampled from the
closed-form distributions or non-parametric distributions. However, the external attributes (positions and
orientations) of objects are constrained by multiple potential functions, hence they are too complicated to
be directly sampled from. Here, we utilize a Markov chain Monte Carlo (MCMC) sampler to draw a typical
state in the distribution. The process of each sampling can be divided into two major steps:

1. Directly sample the structure of pt and internal attributes Ain: (i) sample the child node for the Or-
nodes; (ii) determine the state of each child branch of the Set-nodes; and (iii) for each regular terminal node,
sample the sizes and human positions from learned distributions.

2. Use an MCMC scheme to sample the values of address nodes V a and external attributes Aex by
making proposal moves. A sample will be chosen after the Markov chain converges.

We design two simple types of Markov chain dynamics which are used at random with probabilities
qi, i = 1, 2 to make proposal moves:
• Dynamics q1: translation of objects. This dynamic chooses a regular terminal node, and samples a

new position based on the current position x: x→ x+ δx, where δx follows a bivariate normal distribution.
• Dynamics q2: rotation of objects. This dynamic chooses a regular terminal node, and samples a

new orientation based on the current orientation of the object: θ → θ + δθ, where δθ follows a normal
distribution.

Adopting the Metropolis-Hastings algorithm, the proposed new parse graph pg′ is accepted according
to the following acceptance probability:

α(pg′|pg,Θ) = min(1,
p(pg′|Θ)p(pg|pg′)
p(pg|Θ)p(pg′|pg)

) (6.29)

= min(1, exp(E(pg|Θ)− E(pg′|Θ))), (6.30)
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Figure 6.14: Examples of scenes in ten different categories. Top: top-view. Middle: a side-view. Bottom:
affordance heatmap.

where the proposal probability rate is canceled since the proposal moves are symmetric in probability. A
simulated annealing scheme is adopted to obtain samples with high probability.

Some qualitative results are shown in Fig. 6.14.

6.6 Example IV: Joint Parsing of Human Attributes, Parts and Pose

In this example [90], we show that Attribute AoG can be used to explicitly represent pose, parts and attributes
and tackle the tasks of attribute recognition, pose estimation and part localization jointly. Fig. 6.6 shows an
example.

Again, we denote the A-AOG by a 5-tuple:

A−AOG =< S, V,E,X,P > .

1) The vertex set V = Vand∪Vor∪VT consists of three subsets: (i) a set of and-nodes Vand for decompo-
sition in the phrase structure grammar; (ii) a set of or-nodes Vor for branching to alternative decompositions
and thus enabling reconfiguration; and (iii) a set of terminal nodes VT for grounding on image features. Each
node v ∈ V represents a body part of different granularities and has state variables designating the location
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this figure, we only show attributes of head and full body, and draw phrase structure grammar relation for
better illustration.

(x, y). In fact, the state variables are the geometric attributes which are propagated between parent-children
nodes in the hierarchy. However, in this paper, we treat them separately from the human attributes. We
define 14 atomic, i.e. terminal, parts, head, torso, l.shoulder, r.shoulder. l.upper arm, l.lower arm, r.upper
arm, r.lower arm, l.hip, r.hip, l.upper leg, l.lower leg, r.upper leg, and r.lower leg. These parts are defined as
terminal nodes (VT ) in the grammar. We then define non-terminal nodes (VT ), upper body and lower body
by combining terminal parts. Upper body part includes head, torso, shoulders, and arms. Lower body part
includes hips and legs. The root part, full body, is defined by upper body and lower body. We illustrate the
defined grammar in Fig. 6.16.
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2) The edge setE = Epsg∪Edg consists of two subsets: (i) a set of edges with phrase structure grammar
Epsg; and (ii) a set of edges with dependency grammar Edg.

3) The attribute set X = {x1, ..., x9} are associated with nodes in V .
4) P is the probability model on the graphical representation.
The goal is to find the most probable parse graph pg from the designed grammar model given an image

I . The probability model over the parse graph is formulated in a Bayesian framework, which computes
the joint posterior as the product of a likelihood and prior probability, and equivalently represented as the
following the Gibbs distribution

P (pg|I;λ) ∝ P (I|pg;λ)P (pg;λ)

=
1

Z
exp{−E(I|pg;λ)− E(pg;λ)} (6.31)

The model parameters are denoted as λ. The energy functions E are further decomposed into a set of
potential functions. These potentials constrain all aspects of the grammar. The likelihood term describes
appearance response and is decomposed into part and attribute appearance.

−E(I|pg;λ) = −EVapp(I|pg;λ)− EXapp(I|pg;λ) (6.32)

EVapp(I|pg;λ) and EXapp(I|pg;λ) are appearance terms for part and attribute respectively. The prior term is
used to describe relations in grammar. It is also decomposed into part and attribute relations.

−E(pg;λ) = −EVrel(pg;λ)− EXrel(pg;λ)} (6.33)

EVrel(pg;λ) and EXrel(pg;λ) are relation terms for part and attribute respectively. We rewrite Equation 6.31 as

P (pg|I;λ) =
1

Z
exp{ − EVapp(I|pg;λ)− EXapp(I|pg;λ)

− EVrel(pg;λ)− EXrel(pg;λ)} (6.34)

We, then, can express energy terms as scoring functions.

S(pg, I) = −EVapp(I|pg)− EXapp(I|pg)− EVrel(pg)− EXrel(pg)

= SVapp(I, pg) + SXapp(I, pg) + SVrel(pg) + SXrel(pg)

(6.35)

We now have four scoring functions.

SVapp(I, pg) part appearance score function

SXapp(I, pg) attribute appearance score function

SVrel(pg) part relation score function

SXrel(pg) attribute relation score function

For the part model, one can refer to [90] for more details. Here we focus on the attribute model. Previous
attribute approaches [9, 14, 152] use all defined parts (or poselets) for attribute classifications, and it means
they assumed attributes are related to all body parts. However, we can simply know some parts may not be
related with such attributes, and it might hurt attribute prediction if we classify attribute with unrelated parts.
For examples, ‘glasses’ is not related to ‘lower body’ parts and ‘t-shirt’ is not related to ‘head; or ‘lower
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body’ parts. In contrast, ‘long-hair’ attribute will be highly related to ‘head’ part. Therefore, we need to
learn how attributes and parts are related. We define the set of attributes for each part v and denote them by
X(v). Then, X(v) includes related attributes for part v.

Attribute Model First, we can treat the set of attributes X(v) for part v as a two layered simple graph
which follows and-or grammar rules as illustrated on the right side in the Fig. 6.16. The root node of
X(v) is described by and-rule in and-or grammar. It includes corresponding attributes for part v as its child
nodes. Then, each attribute includes attribute types as child nodes, it follows or-rule. It has two attribute
types for binary attribute class, such as ‘gender’ and ‘wearing t-shirt’, or have more than two for multi-class
attributes, such as ‘cloth types’ or ‘age’. It can be described in production rule. For example, when part v has
two corresponding attributes, ‘gender’ and ‘wearing t-shirt’, ‘gender’ can have types ‘male’ and ‘female’.
‘wearing t-shirt’ has two child nodes, ‘yes’ and ‘no’. In production rule, it could be written as follow,

attribute production rule example
X(v)→ {X1, X2}
X1 → X11|X12

X2 → X21|X22

X(v)→ {Gender,T-shirt}
Gender→ Female|Male

T-shirt→ Yes|No

Attribute Relation Model Each attribute node X(vi) is linked to part vi through a relation as shown by
a dashed line in Fig. 6.16. This relation describes properties of part node vi and reflects the co-occurrence
frequency of the attribute given the part type. For example, let the specific part type of node v (= upper
body) have an appearance that is blouse-like. This will occur more frequently with female than male, and
therefore the model should favor selecting this part when there is strong evidence for the female attribute. It
is described by score function SXrel(vi, X(vi)), and SXrel over pg is computed as

SXrel(pg) =
∑

vi∈V (pg)

SXrel(vi, X(vi)) (6.36)

Attribute Appearance Model We define appearance model for attribute corresponding to the scoring
function SXapp(pg, I), and it can be computed from attribute score function SXapp(X(vi), I). It indicates the
local appearance response of attributes of part vi at image path centered at vi = (xi, yi). The score SXapp
over pg is computed as

SXapp(pg, I) =
∑

vi∈V (pg)

SXapp(X(vi), I) (6.37)

For the learning of attribute model, we divide into two parts.
Inspired by R-CNN, we design a part-attribute network to generate likelihood for all part-attribute com-

binations using classification layer and predict positions of parts using a regression layer.
The part-attribute relation describes the compatibility relationship between part and attribute. In most

cases, the attributes are annotated unknown because of the invisible specific parts. For example, the attribute
’long pants’ of most images are unknown because only the upper body is visible. Thus, these annotations
actually provide strong evidence about which parts play a role in distinguishing the attribute. To find as-
sociated part for each attribute, we compute mutual information between attributes with label ‘known’ and
‘unknown’ and 14 atomic parts with label ‘visible’ and ‘invisible’. We show the computed mutual informa-
tion in Fig. 6.17 for four attributes. For each attribute aj , we pick the parts of which the values are above
the mean value as the associated part set. If a part is picked then its parent part will also be picked. For
example, ‘leg’ is the related part for ‘jeans’, and ‘lower body’ and ‘full body’ are considered as related parts
for ‘jeans’ as well. We denote corresponding attributes for each part by X(v).
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Figure 6.17: Part-attribute relation. We compute mutual information between atomic parts and attribute
to find the parts that contribute the most to each attribute. If the mutual information value is higher than the
mean value (the yellow lines), we consider the part to be associated with the attribute (the red bars). We
only compute for 14 terminal parts. The mid-level and root parts will synthesize the attribute relations from
child nodes. Please see text for details and part indexes.

6.7 Summarization

The examplar tasks show the strong representation power of the Attributed And-Or Graph. A-AOG is one
of the efficient ways to explicitly model the entities and hierarchical structures of images and scenes with
the visual attributes. It applies statistical models to do the inference and sampling, making it generalizable
to applications like visual recognition, image parsing, 3D reconstruction, and scene synthesis. One of the
limitations of the A-AOG is that it lacks a principled method to learn the attribute categories and distributions
from the data automatically, which can be compromised by the data-driven methods.

Pursuing a unified and generalizable representation to model the structure of natural and man-made
worlds is still the pursuit of our team. Although there are still arguments about whether we should model
the visual attributes explicitly or implicitly, by categorical labels or continuous values, we believe our model
can shadow a light into the correct path of understanding and interpreting the world.
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7

Temporal And-Or Graph

7.1 Introduction

Understanding activities is one of the most fundamental problems in artificial intelligence and computer
vision. As the most readily available learning source, videos of daily human activities capture a large
variety of actions and events, from causal transition in the physical world to interactions of a group of
people following certain social protocols. These action and event concepts constitute a large portion of
human visual knowledge. In a short recording, we human can recognize and infer a lot of information
regarding the past, present and even the future.

For example, as shown in Fig.7.1, with the person standing up and reaching the trashcan with a cup in
his hand, we can infer that he is probably aiming to empty his cup for refilling. Further, after he opened the
tea-can, we can easily predict that he is refilling tea even though we haven’t seen him pouring water to the
cup yet. Making these kinds of inference seem easy seem easy for human, however, is extremely difficult
for vision systems. As the additional temporal dimension brings more uncertainties, such an inference chain
is inherently more difficult to model when handling temporal sequences than static images.

To really capture the essence of the actions and events, we need to (i) have a thorough understanding of
the environment in a static view (2D and 3D), (ii) understand the unit-actions human perform, (iii) capture
temporal patterns of human actions and (iv) provide reasoning on why this event is happening. We focus on
the later three key requirements in this chapter as thorough scene understanding has been partially discussed
in Chapter 3 and will be one of the main focus in Chapter 9.

With the first requirement having more of a computer vision flavour, the others are not necessarily
limited to the perception domain. Actions are hard to recognize in nature. With subtle differences, similar
poses may actually be observed in completely different poses. As these contextual indicators are oftentimes
small and occluded in videos, a good model is strongly desired for correctly understanding atomic-actions.
We focus on the 4D-HOI modeling in Sec.7.2 and introduce the general concepts and principles we need to
follow when tackling the atomic-action recognition problem.

Building up to our ultimate goals, capturing temporal patterns of events is also not an easy task. This
is caused by the flexibility of task execution and multi-tasking nature of us human. The same event can
have various time-span depending on the performer’s speed, which might be affected by latent factors like
mood. Multiple events can also happen interchangeably with random insertions between each other. And
the trickiest problem is that these events are not always repetition of some routines. This is correlated to two
systems, (i) routines and social norms (U) and (ii) values and goals (V), that guide our actions in daily life.
This two systems cooperate seamlessly and account for human activities jointly. We leave the interaction
and connection between the two systems to future discussions for now. However, we address that this
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ability to reason on both realms is one crucial part of human intelligence having significant impact on social
development [21], and therefore necessary for us to consider in intelligent systems. In this chapter, we share
insights by illustrating the Temporal And-Or Graph for both modeling daily life routines and generating
goal-oriented understanding of events. We describe the representation of events under the T-AOG setting
in Sec.7.3, parsing and inference in Sec.7.4 and learning these grammar-based representations in Sec.7.5

7.2 Atomic Action Models

Atomic actions are the building blocks of daily activities in the temporal grammar. For example, drinking
water can be loosely decomposed into get-cup, drink-from-cup, and put-cup. In the spatial grammar, atomic
actions provide constraints between the human pose and the 3D environment. With a proper model, we can
greatly improve holistic scene understanding with the understanding of atomic actions.

Each atomic action is defined as a set of geometrical relationships in human object interaction (HOI)
or hand object interaction (hoi). For example, holding-cup contains the necessary geometrical relations
between fingers and a cup that constitutes the holding action, and sitting contains the relations between a
person and a sitable object.

HOI and hoi constitutes the two levels of relations in atomic actions.

• An HOI describes coarse relations, where the interaction is mostly easily detectable from third-view

Figure 7.1: An example recording of daily activities performed in office scenario. The original video se-
quence (bottom), the detailed understanding of the vent (top).
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cameras. The set of HOIs includes atomic actions such as sitting, standing, pouring-water, making-
phone-call, etc. In holistic scene understanding [16], an HOI action is usually used to help optimize
human pose estimation and object detection/localization by perturbing the corresponding detections
to fit HOI relations.

• An hoi, on the other hand, describes fine-grained relations that are hard to detect from distance. The
set of hois include holding, pinching, and different types of grasping. In practice, both the hand and
the object in an hoi are hard to detect due to their size and self-occlusion. Therefore, the hoi is usually
inferred from context, and the details are hallucinated for a reasonable scene reconstruction.

7.2.1 2D HOI in Time - A Simplified Atomic Action Model

To model an event in a video, a Temporal And-Or Graph (T-AOG) can be used to represent the hierarchical
composition of events and the temporal relations between sub-events.

The T-AOG is defined on a set of geometrical relations that can be easily detected from video. We call
these relations the grounded relations. In addition to the HOI relations r(A,B) described above, we also
include a unary relation r(A) as a time varying property of the agent of object A in the scene. It could be
the agent pose, e.g. Stand(person1) or the object state e.g. Open(door).

The unary relations include existence (whether an agent or an object is out of picture), pose (the pose of
an agent, can include zero or many of stand, bend, sit, raise-arm, etc.), and on (whether an object is turned
on). The binary relations include near, in, touch and occlude.

An atomic action is a vector of grounded relations a = (r1, ...rJ) that happen sequentially in the joint
domain of space and time. Figure 7.2 shows three atomic actions defined on the grounded relations.

An atomic action is detected when all its relations are detected with probability higher than a given
threshold, and the probability of the atomic action is computed as the product of the probabilities of all its
constituent relations. An atomic action a = (r1, ..., rJ), has the following probability given a short video
snipet I1:t,

p(a | I1:t) =
1

Z

J∏
j=1

p(rj) ∝ exp{−E(a)} (7.1)

where

E(a) = −
J∑
j=1

log p(rj)

is the energy of a and Z is the normalizing constant for all atomic actions.
In the T-AOG, the And-nodes define the temporal order of its children-nodes, and the Set-nodes rep-

resenting atomic actions model the lasting time of the atomic action by the frequency of its production
rules. The temporal relations between multiple nodes are modeled by non-parametric filters to augment the
T-AOG.

Figure 7.14 is an illustration of the T-AOG representing the temporal relations. E1 is an And-node and
A, B and C are three sub-nodes; τA, τB and τC are the lasting time of A, B and C, respectively. There
is a constraint between the lasting time of A, B and C. For example, when an agent does event E1 in a
hurry, the lasting time of A, B and C will be shorter than usual, while the ratio of the lasting time between
A, B and C will remain stable. This relation r is modeled by a distribution of a function response over
the nodes included in the relation. We use τE1 = (τA, τB, τC) to represent the lasting time of E1, and
F = (F1, F2, F3) to represent the function on which the response of τE1 is modeled, F could be regarded as
a filter and < τE1 , F > could be regarded as a filter response. We use histogram to model the distribution of
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Figure 7.2: Some atomic actions. Each atomic action is defined on a set of grounded relations shown by 2
half circles. Unary relations ’Bend’ and ’On’ are defined in Figure ??. Binary relations ’Near’ and ’Touch’
are defined in Figure ??. For the atomic action ’ShakeHands’, when P1 is considered as the agent, P2 is
regarded as object and vice versa.

the response, and the F ∗, on which the distribution of the training data’s response has the minimum entropy,
are selected to model the relation as in [156]. Given τ and F ∗, the probability of the relation r is

p(r) ∼ h(< τ, F ∗ >) (7.2)

where h is the histogram of the training data’ s response over F ∗. One may use multiple F to model the
relations if needed.

7.2.2 Modeling Human Object Interaction in 3D and Time

When an image or a video is taken, the 3D world is projected on a 2D surface known as the canvas. Important
depth information is lost during the project. In order to reconstruct the 3D world from a 2D image or a 2D
video, it is crucial to recover such information. In 3D computer vision, assumptions or prior knowledge
of 3D layouts provide important information for 3D reconstruction. Two examples are using the prior
distribution of 3D human pose for 3D pose estimation, and using the Manhattan world assumption for
3D scene Reconstruction. In reconstructing dynamic scenes involving human object interactions, the 3D
geometric relations in HOI over time plays a similar role in providing the extra information for 3D recovery.

To model the relation over time, we use a simplified 4DHOI as the atomic actions as described in the
above subsection.
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As Fig. 7.3 shows, the model takes an RGB-D video with 3D human skeletons from a Kinect camera
as its inputs. The output includes three parts: i) a hierarchical graph segmenting the video into events and
atomic events, ii) an event category label, and iii) the contextual objects localized in the RGB-D frames.

(a) (b)

...

press button
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call with cellphone pour water from kettle

e7e2
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pu
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tim

e

Figure 7.3: The 4DHOI model. (a) The framework of the model. The input is an RGB-D video with
human skeletons. The outputs are the hierarchical interpretations of the video sequence, including event
recognition, segmentation, and object localization. (b) Object recognition and localization in the 3D point
cloud (upper) and the RGB image (lower) through the 4DHOI model after analyzing the video events.

As Fig. 7.4 illustrates, the 4DHOI model is a hierarchical graph for an event. On the time axis, an
event is decomposed into several ordered atomic events. For example, the event fetch water from dispenser
is decomposed into three sequential atomic events - approach the dispenser, fetch water, and leave the
dispenser. An atomic event corresponds to a continuous segment in a video sequence, and contains similar
human poses and object interactions. These atomic events are treated as hidden variables, which are learned
by mining and clustering sequence samples.

In 3D space, an atomic event is decomposed into a human pose, one or multiple objects, and the relations
between the pose and the objects. The relations include semantic relations and 3D geometric relations. The
semantic relations between the object classes and the atomic event are treated as hard constraints. For
example, the atomic event fetch water consists of the pose fetch and the objects dispenser, mug, as is shown
in Fig. 7.4.

We formulate the 4DHOI with a T-AOG. Let V = (f1, ..., fτ ) be a video sequence in the time interval
[1, τ ], where ft = (It, ht) is the frame at time t. It is the RGB-D data. ht is the human pose feature extracted
from the 3D skeletons estimated by motion capture technology [116].

The sequence V is interpreted by the hierarchical graph G =< E,L > as follows.
i) E ∈ ∆ = {ei|i = 1, ..., |∆|} is the event category such as fetch water from dispenser. ∆ is the set of

event categories.

e

atomic 
event human object mug dispenser

fetch water leave the dispenserapproach the dispenser

event

Figure 7.4: A hierarchical graph of the 4D human-object interactions for an example event fetch water from
dispenser.
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ii) L = (l1, ..., lτ ) is a sequence of frame labels. lt = (at, ot) is the interpretation of the frame ft.
at ∈ ΩE = {ωi|i = 1, ...,KE} is the atomic event label such as fetch water.

ΩE is the atomic event set of E. Each event category ei has its distinct atomic event set Ωei , i.e. the
relations between an event and its atomic events are hard constraints.

ot = (o1
t , ..., o

nt
t ) are the objects interacting with the human at time t, where nt is the number of objects.

Each object has a class label and a 3D location.
The energy that the video V is interpreted by the graph G is defined as

En(G|V ) =
τ∑
t=1

Φ(ft, lt) +
τ∑
t=2

Ψ(l1:t−1, lt). (7.3)

, where Φ(·) is the spatial energy term of a single frame, encoding the human-object interactions in 3D
space, and Ψ(·) is the temporal energy term encoding the temporal relations between the current frame lt
and all previous frames l1:t−1. The variable E is omitted in the right side of Eq. (7.3) since each event has
its own distinct atomic event set.

Human-object Interactions in 3D Space

Φ(ft, lt) in Eq.(7.3) describes the human-object interactions in 3D space. The interactions include:

1) semantic co-occurrence between a specific type of human pose and the object classes; and

2) geometric compatibility describing the 3D spatial constraints between the human pose and the objects.

Thus, Φ(ft, lt) is further decomposed into three terms which will be defined in the remainder of the subsec-
tion,

Φ(ft, lt) = φ1(at, ht) + φ2(at, ot, It) + φ3(at, ht, ot). (7.4)

Pose Model
φ1(at, ht) is the human pose model. A human skeleton consists of multiple 3D joints estimated by

motion capture technology, like the Kinect camera [116]. The dimensionality of human pose is reduced by
PCA and ht is the PC parameter vector. We assume that ht follows a Gaussian distribution.

φ1(at, ht) = − lnN(ht;µat ,Σat), (7.5)

where µat and Σat are respectively the mean and the covariance in the atomic event at.
Contextual Object Model
φ2(at, ot, It) is the term for fitting the contextual objects ot to the RGB-D data It. Each object oit

includes a class label, e.g. mug, and a 3D bounding box located at zit in 3D space. The 3D box is projected
onto the RGB and depth images to form 2D bounding boxes, from which the RGB-D HOG features [23,68]
are extracted. Let s(zit) be the score of the linear SVM object detector using the RGB-D HOG features at
location zit. We convert this score into a probability using Platt scaling [68, 97], i.e. p(zit|It) = 1/{1 +
exp{ν1s(z

i
t) + ν2}}, where ν1, ν2 are parameters. The object model is

φ2(at, ot, It) = − 1

nt

∑nt

i=1
ln p(zit|It), (7.6)

where nt is the number of objects. 1/nt offsets the influence of different object numbers. Because the
relation between at and the object label is a hard constraint, we omit at in the right side of Eq. (7.6) for
clarity.
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key parts

box center

viewpoint 1 viewpoint 2 viewpoint 3

Figure 7.5: Human-object geometric relations in 3D space.

Our model defines the object location in 3D space, and the object appearance in 2D images, which is
more robust to viewpoint and scale changes. The 3D boxes also provide a natural way for defining the 3D
geometric relations between objects and human poses.

3D Geometric Compatibility and Object Prediction

Figure 7.6: Examples of the learned geometric relations in atomic events. The odd-number columns are
about the instances of the learned atomic events. The indices denote the atomic event number in each event.
The even-number columns are about the probability maps of object prediction, where warmer colors indicate
higher probabilities of locations where objects appear.

The third energy term φ3(at, ht, ot) measures the geometric relations between a human pose and objects.
Geometric relations are mostly defined in 2D images [100,148], and are not suitable for different viewpoints,
as Fig. 7.5 illustrates. We model the geometric relations in 3D space.

Geometric relations between a human pose and objects are time-varying in different atomic events. For
example, in Fig. 7.4, the human hand is far from the dispenser in the atomic event approach the dispenser
while touches it in fetch water. Each atomic event has different geometric relations.

In an atomic event, an object interacts with some body parts, which we call the key parts. For example,
in Fig. 7.5, the left arm interacts with the dispenser and the right arm interacts with the mug. The locations
of objects in 3D space are closely related to and largely revealed by the locations and orientations of the key
parts.

As is shown in Fig. 7.5, let yoit be the difference vector from one joint of the key parts to the object
bounding box center. xoit is the difference vector between the end points of the key parts. yoit is closely
related to xoit . We define ηoit = yoit − W at

oit
xoit , where W at

oit
is a similarity transformation matrix. ηoit

describes the location of the object relative to the key parts. We assume ηoit follows a Gaussian distribution.
This formulation is motivated by the observation that, for an atomic event, the instances of an object category
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Figure 7.7: The atomic event transition probability. (a) Duration-dependent transition. (b) Duration-
independent transition.

have similar locations relative to the key parts. The 3D geometric relation is modeled as

φ3(at, ht, ot) = − 1

nt

∑nt

i=1
lnN (ηoit ;µ

R
oit,at

,ΣR
oit,at

), (7.7)

where µR
oit,at

is the mean and ΣR
oit,at

is the covariance. The sign R is used to differentiate the 3D relation

parameters from others. The subscript (oit, at) indicates that the geometric relation varies for different atomic
events and objects.

The vector xoit is like a local reference, by which we can estimate yoit and therefore predict the locations
of related objects. Fig. 7.6 illustrates some examples of atomic events and the probability maps of the
learned geometric relations. As Fig. 7.6 shows, according to the key parts, the probability that an object
appears at a 3D location can be evaluated.

Temporal Relation

The temporal relation Ψ(l1:t−1, lt) is decomposed as

Ψ(l1:t−1, lt) = ψ1(a1:t−1, at) + ψ2(ot−1, ot), (7.8)

where a1:t−1 are the atomic event labels of the frames from time 1 to t−1. The first term encodes the atomic
event transition, and the second term encodes the temporal coherence of objects.

Atomic Event Transition

In an event, the transition probability from the current atomic event ωk−1 to the next atomic event ωk
depends on the duration of the current atomic event, denoted by dk−1. We model the time-varying transition
probability with a logistic sigmoid function.

Fig. 7.7 compares two kinds of transition probabilities. Fig. 7.7 (a) is a duration-dependent transition. In
interval 1 when the hand is still far from the dispenser, the probability of staying at approach the dispenser
is much larger than the possibility of changing to the next atomic event fetch water. As the duration of
approach the dispenser becomes long, in interval 3, the probability of staying at approach the dispenser
will be close to zero, and the probability of transitioning to fetch water is almost 1. During interval 2, the
transition will most likely happen. In contrast, if we use a duration-independent transition probability, they
will be constant, regardless of the duration, as Fig. 7.7 (b) shows.

Let ωk−1 and ωk be two consecutive atomic events of an event E. dk−1 is the duration of ωk−1 up to
time t− 1. We define the time-varying transition probability as

p(at = ωk|at−1 = ωk−1, dk−1) = σ(βdk−1 + γ), (7.9)

where σ(v) = 1/(1 + e−v) is a logistic sigmoid function. We simplify p(at = ωk|at−1 = ωk−1, dk−1)
as p(ωk|ωk−1, dk−1). The transition probability to ωk−1 is p(ωk−1|ωk−1, dk−1) = 1 − p(ωk|ωk−1, dk−1).
Then the energy ψ1(a1:t−1, at) is − ln p(ωk|ωk−1, dk−1) or − ln p(ωk−1|ωk−1, dk−1), up to the value of at.

212



Figure 7.8: Left: Instance-level bounding box representation of a chair. Right: Part-level bounding box
representation of a chair.

Figure 7.9: Sitting instances sampled according to part-level HOI relations.

Temporal Coherence of Objects

ψ2(ot−1, ot) describes the temporal coherence of objects. In an event, the locations of some objects, such
as dispensers, are almost static, while other objects, such as mugs, move with hands. For moveable objects,
we assume the location follows a Gaussian distribution p(zit|zit−1) = N (zit − zit−1;µZ

oit,at
,ΣZ

oit,at
). For static

objects, we set a threshold. If the difference of the proposed location zit in the current frame and the location
at the last frame zit−1 is smaller than the threshold, p(zit|zit−1) is 1, otherwise 0. The energy is

ψ2(ot−1, ot) = − 1

nt

∑nt

i=1
ln p(zit|zit−1). (7.10)

7.2.3 Part-Level 3DHOI

In the previous subsection, we represented an object by its 3D bounding box. While this method works well
for smaller objects, it falls apart when dealing with larger furniture such as chairs or desks when a single
bounding box is not capable of representing the complexities in the object shapes. The left figure in Fig.7.8
shows how a single bounding box is not suitable for representing complex functional shapes in some objects.
To overcome this issue, it is better to use a set of bounding boxes, each representing a functional part of the
object, to represent it. As a result, the geometric compatibility discussed in the previous section needs an
update.

Namely, we use η to denote a geometric relation between an object part and a human key part, instead
of the relation between an entire object and a key part. Similar to the previous section, we assume η follows
Gaussian distribution. The final geometric relation is modeled as the summation of the log pdfs of the
Gaussian distributions of each η, divided by the number of object parts. Fig.7.9 demonstrates a set of sitting
poses sampled according to the part-level HOI relations.
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Figure 7.10: Grasp taxonomy as described in [32]

7.2.4 Hand Object Interaction

In addition to human object interaction, it is also important to model hand object interaction to provide a
more fine-grained scene understanding. Different from human object interaction, the subjects of a hand
object interaction is usually small and subject to heavy occlusion. Therefore, it is usually not possible to
obtain detailed information from detection. Instead, we can improvise based on what we have. Namely,
according to the spatial and temporal constraints that we have, hallucinate the 3D details as realistic as
possible. Because hand object interaction has the same acronym as human object interaction, we use HOI
to denote human object interaction and hoi to denote hand object interaction.

Different Types of hoi
The main device that we human use to interact with tools is our hand. With different tasks and different

requirements of precision and power, we tend to interact with tools differently. [32] organized human grasp-
ing into a hierarchical taxonomy as shown in Fig.7.10. In order to generate realistic hoi snapshots, we need
a model that can generate all types of grasping, instead of only one.

Learning hoi
By examining the grasp taxonomy proposed in Fig.7.10, we make the observation that different types

of grasping use different part of the hand. In other words, the contact map on the hand follows different
distribution for different grasping types. To produce different types of grasping, it is natural to produce
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Figure 7.11: Computing HOI energy from predicting contact maps.

different contact maps of the hand first, and then attach the contact regions on the hand surface to the
object surface. Fig.7.11 demonstrates a system using a pointnet [101] structure to produce contact maps
conditioned on the geometric relationship between the hand and the object. In this work, the authors use v+

for the pose parameters of the hand, vo for the shape of the object, h+ for the latent factor that controls the
type of hoi, and θ for the collection of weights of the partnet segmentation model.

Given an input object shape vo, an hoi type parameter h+, and an initial hand pose v+, the model
first performs a differentiable forward kinematics to produce the shape of the hand. Then, we compute the
distance from the hand surface points to object surface using a DeepSDF model [89]. We attach the signed
distance measures to the hand surface points to create a 4-dimensional point cloud, and feed that into the
partnet segmentation model σ. σ will determine whether a point is a contact point or a non-contact point.
According to the result of segmentation, each hand surface point will compute its own soi (surface-object
interaction) score:

ei(ci, di) =

{
max(0, di) if ci = non-contact point
d2
i if ci = contact point

(7.11)

, where ei denotes the point-wise soi score, ci is the segmentation result for that hand surface point, and
di is the signed distance between that hand surface point and the object surface. di is negative if the hand
surface point is inside the object. The final hoi energy E(v+|vo, h+; θ) is the sum of soi of all hand surface
points.

To learn the parameter θ, we adopt a maximum likelihood estimation method as described in [144].
Fig.7.12 shows the generated hoi’s using that system.

7.2.5 Concurrent HOI’s and hoi’s in STC-AOG

When we combine HOI’s and hoi’s to form an atomic action, that atomic action becomes a basic unit
in our Spatial-Temporal-Causal And-Or Graph (STC-AOG). We call it an STC-unit. Fig.7.13 illustrates
what an STC-Unit looks like. The root of an STC-Unit is the atomic action label, shown in a diamond
shape node. The atomic action label is a leaf node in the Temporal AOG. An atomic action label has four
components: precondition, causal function, post-condition, and an ST-unit describing the spatial temporal
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Figure 7.12: Generated hoi examples.

Figure 7.13: Example STC-Unit of drinking with a wine glass. Left: affordances of different parts of the
object. Right: STC-Unit of the atomic action "drink", and its relation with different parts of the object.

relations involved. The precondition, causal function and post-condition are a part of the Causal AOG. The
ST-unit contains a list of binary relations between key parts of human and object, which are in turn members
of the Spatial AOG. The STC-unit is the key component that wires the spatial, temporal, and causal AOG’s
into one organic STC-AOG.

7.3 Event representation by T-AOG

Here we introduce the T-AOG for event representation.

7.3.1 The T-AOG for Events

An T-AOG (see Figure 7.14 for an example) is specified by a 6-tuple

T−AOG =< S, VN , VT , R,Σ, P > .
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S is the root node for an event category, VN = V and ∪ V or is the set of non-terminal nodes (events and
sub-events) composed of an And-node set and an Or-node set.

Each And-node represents an event or sub-event, and is decomposed into sub-events or atomic actions
as their children nodes. The children nodes must occur in a certain temporal order.

An Or-node has a number of alternative ways to realize an event or sub-event, and each alternative has
a probability associated with it to indicate the frequency of occurrence. A Set-node is a special Or-node
which can repeat m times with probability p(m) and accounts for the time warping effects.

VT is a set of terminal nodes for atomic actions. R is a number of relations between the nodes (temporal
relations), Σ is the set of all valid configurations (possible realizations of the events) derivable from the
T-AOG, i.e. its language, and P is the probability model defined on the graph. The T-AOG for events in the
office scene is shown in Figure 7.14.

Figure 7.14: T-AOG for events in the office scene. S is the root node which represents the sequential events
happened in the office. It is a Set-node and could be any combinations of K single events. For example, S
could beE1|E2|E1E2|E3E2E3|.... E1, ..., E7 are And-nodes representing single events. The atomic actions
are also represented by Set-nodes, and could last for 1 to n frames. The temporal relations are given by the
ratio of the lasting time between related nodes. For clarity, only the temporal relations between sub-events
are shown.

7.3.2 Parse Graph

A parse graph is an instance of the T-AOG obtained by selecting variables at the Or-nodes and specifying
the attributes of And-nodes and terminal nodes. We use pg to denote the parse graph of the T-AOG of a
single event Ei. We denote the following components in pg:

• V t(pg) = {a1, ..., ant(pg)} is the set of leaf nodes in pg.

• V or(pg) = {v1, ..., vnor(pg)} is the set of non-empty Or-nodes in pg, p(vi) is the probability that vi
chooses its sub-nodes in pg.

• R(pg) = {r1, ..., rn(R)} is the set of temporal relations between the nodes in pg. Without temporal
relations, the pg reduces to a parse tree.
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The energy of pg is defined as in [156]:

ε(pg) =
∑

ai∈V t(pg)

E(ai) +
∑

vi∈V or(pg)

− log p(vi)

+
∑

ri∈R(pg)

− log p(ri) (7.12)

The first term is the data term. It expresses the energy of the detected terminal nodes (atomic actions)
which is computed by Eq. 7.1. The second term is the frequency term. It accounts for how frequently
each Or-node decomposes in a certain way, and can be learned from the training data. The third term is the
relation term which models the temporal relations between the nodes in pg and can be computed by Eq. 7.2.

Given input video I∧ in a time interval ∧ = [0, T ]. We use PG to denote parse graph for a sequence of
events in S and to explain the I∧. PG is of the following form,

PG = (K, pg1, ..., pgK)

where K is the number of parse graphs for events.

7.3.3 Example I: Synthesizing New Events by T-AoG

With events defined as atomic-action sequences, we can use the T-AoG for representing them. However,
compactness guaranteed by this hierarchical representation is not the only advantage the T-AoG offer. Let’s
consider the event of “Refill Tea” as an example Fig.7.15. In this event, we have the root node being an
And-node and three Or-nodes as the children of the root. With the root node specifying that the three nodes,
“Prepare Cup”, “Renew Tea” and “Refill Water”, must follow the order provided by the T-AoG, the Or-
nodes for each sub-event allows us to have different actions under different context. Depending on the status
of the cup, “Prepare Cup” requires to (i) dump old tea if the cup contains tea leafs, (ii) dump water if the cup
is full and (iii) do nothing if the cup is already empty. Such an hierarchical representation give us a clear
picture on the context of each subevents (offered by Or-node) and also the execution pattern of activities and
tasks (And-node).

Moreover, using this grammar model for events, we can also synthesize new events for unseen scenarios
by sampling the T-AoG. Suppose that we have seen sub-events like “dump water” and “dump teaf leaf” in
different activities, but never as a full event. We can sample new combination of sub-events constructing new
activities that we have not observed. This can be easily achieved by sampling atomi-action units following
the context-free grammar the T-AoG is capturing. For example, as shown in Fig.7.16, we start from the root
node of the T-AoG, randomly select one branch at each Or-node and take all sub-events under And-nodes.
In this way, we can get different event sequence sampled from the T-AoG representing the event.

7.3.4 Example II: Group Activity Parsing by ST-AoG

In this section, we provide an example on how ST-AoG can be applied to modeling social events. Specif-
ically, we will look at group activity parsing, which requires understanding humans behaviors and discov-
ering their social relations. This calls for a holistic understanding of social scenes as shown in Figure 7.17,
which includes a joint inference of three key elements: i) social groups, ii) events that people in each social
group engage in, and iii) roles of the group members.
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Figure 7.15: An example T-AoG for representing the event “Refill Tea” with sub-events have different
alternatives captured by Or-nodes.

Representing of Group Events by ST-AoG

Similar with hierarchical representation in [51,72,94,96], domain knowledge can be formalized as ST-AoG,
depicted in Figure 7.18. Its nodes represent the following four sets of concepts: events ∆E = {Ei}; sub-
events ∆L = {La}; human roles ∆R = {Rj}; small objects that people interact with ∆O = {Oj}; and
large objects and scene surfaces ∆S = {Sj}. A particular pattern of foreground trajectories observed in a
given time interval gives rise to a sub-event, and a particular sequence of sub-events defines an event.

Edges of the ST-AoG represent decomposition and temporal relations in the domain. In particular, the
nodes are hierarchically connected by decomposition edges into three levels, where the root level corre-
sponds to events, middle level encodes sub-events, and leaf level is grounded onto foreground tracklets and
object detections in the video. The nodes of sub-events are also laterally connected for capturing “followed-
by" temporal relations of sub-events within the corresponding events.

ST-AoG has special types of nodes. An AND node, ∧, encodes a temporal sequence of latent sub-events
required to occur in the video so as to enable the event occurrence (e.g., in order to Exchange Box, the
Deliverers first need to approach the Receivers, give the Box to the Receivers, and then leave). For a given
event, an OR node, ∨, serves to encode alternative space-time patterns of distinct sub-events.

Sub-events as Latent Spatiotemporal Templates

A temporal segment of foreground trajectories corresponds to a sub-event. ST-AoG represents a sub-event
as the latent spatial-temporal template of n-ary spatial-temporal relations among foreground trajectories
within a time interval, as illustrated in Figure 7.19. In particular, as an event is unfolding in the video, fore-
ground trajectories form characteristic space-time patterns, which may not be semantically meaningful. As
they frequently occur in the data, they can be robustly extracted from training videos through unsupervised
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Figure 7.16: Synthesizing new activities by sampling from the T-AoG

Figure 7.17: An example of group activity parsing.
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Figure 7.18: A part of ST-AoG for Exchange Box. The nodes are hierarchically connected (solid blue) into
three levels, where the root level corresponds to events, middle level encodes sub-events, and leaf level is
grounded onto foreground tracklets and small static objects in the video. The lateral connections (dashed
blue) indicate temporal relations of sub-events. The colored pie-chart nodes represent templates of n-ary
spatial-temporal relations among human roles and objects (see Figure 7.19). The magenta edges indicate
an inferred parse graph which recognizes and localizes temporal extents of events, sub-events, human roles
and objects in the video.

clustering. We formalize these patterns with the spatial-temporal templates within the Bayesian framework
using unary, pairwise, and n-ary relations among the foreground trajectories.

Unary attributes. A foreground trajectory, Γ = [Γ1, ...,Γk, ...], can be viewed as spanning a number
of time intervals, τk = [tk−1, tk], where Γk = Γ(τk). Each trajectory segment, Γk, is associated with unary
attributes, mφ = [mrk, sk,k ]. Elements of the role indicator vector mrk(l) = 1 if Γk belongs to a person
with role l ∈ ∆R or object class l ∈ ∆O; otherwise mrk(l) = 0. The speed indicator sk = 1 when the
normalized speed of Γk is greater than a threshold (we use 2 pixels/sec); otherwise, sk = 0. Elements of
the closeness indicator vector mck(l) = 1 when Γk is close to any of the large objects or types of surfaces
detected in the scene indexed by l ∈ ∆S, such as Building, Car, for a threshold (70 pixels); o.w., mck(l) = 0.

Pairwise relations. of a pair of trajectory segments, Γkj and Γkj′ , are aimed at capturing spatial-temporal
relations of human roles or objects represented by the two trajectories, as illustrated in Figure 7.19. The
pairwise relations are specified as: mφjj′ = [dkjj′ , θ

k
jj′ ,mrkjj′ , s

k
jj′ ,

k
jj′ ], where dkjj′ is the mean distance

between Γkj and Γkj′ ; θ
k
jj′ is the angle subtended between Γkj and Γkj′ ; and the remaining three pairwise

relations check for compatibility between the aforementioned binary relations as: mrkjj′ = mrkj ⊕mrkj′ ,
skjj′ = skj ⊕ skj′ , kjj′ =k

j ⊕kj′ , where ⊕ denotes the Kronecker product.
n-ary relations. Towards encoding unique spatial-temporal patterns of a set of trajectories, we specify

the following n-ary attribute. A set of trajectory segments, Gi(τk) = Gki = {Γkj }, can be described by
a 18-bin histogram hk of their velocity vectors. hk counts orientations of velocities at every point along
the trajectories in a polar coordinate system: 6 bins span the orientations in [0, 2π], and 3 bins encode the
locations of trajectory points relative to a given center. As the polar-coordinate origin, we use the center
location of a given event in the scene.

Unsupervised Extraction of Templates. Given training videos with ground-truth partition of all their
ground-truth foreground trajectories G into disjoint subsets G = {Gi}. Every Gi can be further partitioned
into equal-length time intervals Gi = {Gki } (|τk| = 2sec). We can use K-means clustering to group all
{Γki,j}, and then estimate spatial-temporal templates {La} as representatives of the resulting clusters a.
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Figure 7.19: Three example templates of n-ary spatial-temporal relations among foreground trajectories
extracted from the video (XYT-space) for the event Exchange Box. The recognized roles Deliverers, Re-
ceivers and the object Box in each template are marked cyan, blue and purple, respectively. Spatial-temporal
templates are depicted as colored pie-chart nodes in Figure 7.18.

Formulation and Learning of Templates

Given the spatial-temporal templates, ∆L = {La}, extracted by K-means clustering from training videos
(see Section 7.3.4), we conduct inference by seeking these latent templates in foreground trajectories of the
new video. To this end, we define the log-likelihood of a set of foreground trajectories G = {Γj} given
La ∈ ∆L as

log p(G|La) ∝
∑
j

w1
a ·mφj +

∑
jj′

w2
a ·mφjj′ + w3

a · h,

= wa · [
∑
j

φj ,
∑
jj′

mφjj′ ,h] = wa ·mψ.
(7.13)

where the bottom equation of (7.13) formalizes every template as a set of parameters wa = [w1
a,w

2
a,w

3
a]

appropriately weighting the unary, pairwise and n-ary relations of G, mψ. Recall that our spatial-temporal
templates are extracted from unit-time segments of foreground trajectories in training. Thus, the log-
likelihood in Eq. (7.13) is defined only for sets G consisting of unit-time trajectory segments.

From Eq. (7.13), the parameters wa can be learned by maximizing the log-likelihood of {mψka} ex-
tracted from the corresponding clusters a of training trajectories.

The log-posterior of assigning template La to longer temporal segments of trajectories, falling in τ =
(t′, t), t′ < t, is specified as

log p(La(τ)|G(τ))∝
t∑

k=t′

log p(Gk|La) + log p(La(τ)) (7.14)
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where p(La(τ)) is a log-normal prior that La can be assigned to a time interval of length |τ |. The hyper-
parameters of p(La(τ)) are estimated using the MLE on training data.

Probabilistic Model

A parse graph is an instance of ST-AoG, explaining the event, sequence of sub-events, and human role and
object label assignment. The solution of our video parsing is a set of parse graphs, W = {pgi}, where every
pgi explains a subset of foreground trajectories, Gi ⊂ G, as

pgi = {ei, τi = [ti,0, ti,T ], {L(τi,u)}, {mci,j}}, (7.15)

where ei ∈ ∆E is the recognized event conducted by Gi; τi = [ti,0, ti,T ] is the temporal extent of ei in the
video starting from frame ti,0 and ending at frame ti,T ; {L(τi,u)} are the templates (i.e., latent sub-events)
assigned to non-overlapping, consecutive time intervals τi,u ⊂ τi, such that |τi| =

∑
u |τi,u|; and mci,j is

the human role or object class assignment to jth trajectory Γi,j of Gi.
Our objective is to infer W that maximizes the log-posterior log p(W |G) ∝ −E(W |G), given all fore-

ground trajectories G extracted from the video. The corresponding energy E(W |G) is specified for a given
partitioning of G into N disjoint subsets Gi as

E(W |G)∝
N∑
i=1

[
− log p(∧ei |∨root)︸ ︷︷ ︸

select event ei

+
∑
u

[
− log p(∧La |∨ei)︸ ︷︷ ︸

select template La

− log p(La(τi,u)|Gi(τi,u))︸ ︷︷ ︸
assign template

]]
(7.16)

where Gi(τi,u) denotes temporal segments of foreground trajectories falling in time intervals τi,u, |τi| =∑
u |τi,u|, and log p(L(τi,u)|Gi(τi,u)) is given by Eq. (7.14). Also, log p(∧ei |∨root) and log p(∧La |∨ei) are

the log-probabilities of the corresponding switching OR nodes in ST-AoG for selecting particular events
ei ∈ ∆E and spatial-temporal templates La ∈ ∆L. These two switching probabilities are simply estimated
as the frequency of corresponding selections observed in training data.

Inference

Given an aerial video, we first build a video panorama and extract foreground trajectories G. Then, the goal
of inference is to: (1) partition G into disjoint groups of trajectories {Gi} and assign label event ei ∈ ∆E to
every Gi; (2) assign human roles and object labels mri,j to trajectories Γi,j within each group Gi; and 3)
assign latent spatial-temporal templates L(τi,u) ∈ ∆L to temporal segments τi,u of foreground trajectories
within every Gi. For steps (1) and (2) we use two distinct MCMC processes. Given groups Gi, event
labels ei and role assignment ri,j proposed in (1) and (2), step (3) uses dynamic programming for efficient
estimation of sub-events L(τ) and their temporal extents τ . Steps (1)–(3) are iterated until convergence, i.e.,
when E(W |G), given by Eq. (7.16), stops decreasing after a sufficiently large number of iterations.

Grouping Given G, we first use [44] to perform initial clustering of foreground trajectories into atomic
groups. Then, we apply the first MCMC to iteratively propose either to merge two smaller groups into a
merger, with probability p(1) = 0.7, or to split a merger into two smaller groups, with probability p(2) =
0.3. Given the proposal, each resulting groupGi is labeled with an event ei ∈ ∆E (we enumerate all possible
labels). In each proposal, the MCMC jumps from current solutionW to a new solutionW ′ generated by one
of the dynamics. The acceptance rate is α = min

{
1, Q(W→W ′)p(W ′|G)

Q(W ′→W )p(W |G)

}
, where the proposal distribution

Q(W →W ′) is one of p(1) or p(2) depending on the proposal, and p (W |G) is given by Eq. (7.16).
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Figure 7.20: Our DP process can be illustrated by this DAG (directed acyclic graph). An edge between Lk
′
a′

and Lka means the transition La′ → La follows the rule defined in ST-AoG and the time interval [ta′ , ta] is
assigned with template La. In this sense, with the transition rules and the prior defined in Eq. (7.14) (we do
not consider the assignment with low prior probability), we can define the edges of such DAG. So the goal
of DP is equivalent to finding a shortest path between source and sink. The red edges highlight a possible
path. Suppose we find a path source → L8

3 → L20
1 → sink. This means that we decompose [0, T ] into 2

time intervals: [0, 8δt], [8δt, T ], and they are assigned with template L3 and L1 respectively.

Human Role Assignment Given a partitioning of G into groups {Gi} and their event labels {ei}, we use
the second MCMC process within every Gi to assign human roles and object labels to trajectories. Each
trajectory Γi,j in Gi is randomly assigned with an initial human-role/object label mri,j for solution pgi.
In each iteration, we randomly select Γi,j and change it’s role label to generate a new proposal pg′i. The

acceptance rate is α = min
{

1,
Q(pgi→pg′i)p(pg′i|Gi)
Q(pg′i→pgi)p(pgi|Gi)

}
, where Q(pgi→pg′i)

Q(pg′i→pgi)
= 1 and p (pg′i|Gi) is maximized by

dynamic programming specified in the next section 7.3.4.

Detection of Latent Sub-events with DP From steps (1) and (2), we have obtained the trajectory groups
{Gi}, and their event {ei} and role labels {mri,j}. Every Gi can be viewed as occupying time interval of
τi = [ti,0, ti,T ]. The results of steps (1) and (2) are jointly used with detections of large objects {Si} to
estimate all unary, pairwise, and n-ary relations mψi of every Gi. Then, we apply dynamic programming
for every Gi in order to find latent templates L(τi,u) ∈ ∆L and their optimal durations τi,u ⊂ [ti,0, ti,T ]. In
the sequel, we drop notion i for the group, for simplicity.

The optimal assignment of sub-events can be formulated using a graph, shown in Figure 7.20. To this
end, we partition [t0, tT ] into equal-length time intervals {[tk−1, tk]}, where tk − tk−1 = δt, δt = 2sec.
Nodes Lka in the graph represent the assignment of templates La ∈ ∆L to the intervals [tk−1, tk]. The graph
also has the source and sink nodes.

Directed edges in the graph are established only between nodes Lk
′
a and Lka, 1 ≤ k′ < k, to denote a

possible assignment of the very same template La to the temporal sequence [tk′ , tk]. The directed edges are
assigned weights (a.k.a. belief messages), m(Lk

′
a , L

k
a), defined as

m(Lk
′
a , L

k
a) = log p(La(tk′ , tk)|Gi(tk′ , tk)), (7.17)

where log p(La(tk′ , tk)|Gi(tk′ , tk)) is given by Eq. (7.14). Consequently, the belief of node Lka is defined as

b(Lka) = max
k′,a′

b(Lk
′
a′) +m(Lk

′
a , L

k
a). [Forward pass] (7.18)
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Figure 7.21: (a) A small T-AOG. (b) A typical input of the algorithm. (c),(d) and (e) are three possible parse
graphs (interpretations) of the video I∧[t1,t4]. Each interpretation segments the video I∧[t1,t4] into single
events at the event level and into atomic actions at the atomic action level.

Here b(L0
a) = 0. We compute the optimal assignment of latent sub-events using the above graph in two

passes. In the forward pass, we compute the beliefs of all nodes in the graph using Eq. (7.18). Then, in the
backward pass, we backtrace the optimal path between the sink and source nodes, in the following steps:

0: Let tk ← tT ;

1: Find the optimal sub-event assignment at time tk as Lka∗ = arg maxa b(L
k
a); let a← a∗;

2: Find the best time moment in the past tk∗ , k∗<k, and its best sub-event assignment as Lk
∗
a∗ =

maxa′,k′ b(L
k′
a′)+m(Lk

′
a , L

k
a); Let a←a∗ and k←k∗.

3: If tk > t0, go to Step 2.

7.4 Parsing with Event Grammars

In this section, we first show the event parsing process by assuming that there is only one agent in the scene
in Section 7.4.1 - 7.4.4. In Section 7.4.5 we show how to parse events when there are multiple agents in the
scene.

7.4.1 Formulation of Event Parsing

The input of our algorithm is a video I∧ in a time interval ∧ = [0, T ], and atomic actions are detected at
every frame It. We denote by ∧pgi the time explained by parse graph pgi. PG = (K, pg1, ..., pgK) is
regarded as an interpretation of I∧ where
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{
∪Ki=1∧pgi = ∧
∧pgi ∩ ∧pgj = ∅ ∀ij i 6= j

(7.19)

We use a small T-AOG in Figure 7.21(a) to illustrate the algorithm. Figure 7.21(b) shows a sample
input of atomic actions. Note that there are multiple atomic actions at each time point. Figure 7.21(c),
(d) and (e) show three possible parse graphs (interpretations) of the input up to time t4. PG1 = (1, pg1)
in figure 7.21(c) is an interpretation of the video I[t1,t4] and it segments I[t1,t4] into one single event E1

at the event level, and segments I[t1,t4] into three atomic actions a1, a3 and a4 at the atomic action level.
PG2 = (2, pg2, pg3) in Figure 7.21(d) segments I[t1,t4] into two single events E1 and E2, where E2 is
inserted in the process of E1. Similarly PG3 = (2, pg4, pg5) in Figure 7.21(e) is another parse graph and
segments I[t1,t4] into two single events E1 and E2.

We can see that the segmentation of events is automatically integrated in the parse process and each
interpretation could segment the video I∧ into single events, and remove the ambiguities in the detection of
atomic actions by the event context. The energy of PG is

E(PG | I∧) = p(K)

K∑
k=1

(ε(pgk | I∧pgk )− log p(k)) (7.20)

where p(k) is the prior probability of the single event whose parse graph in PG is pgk, and p(K) is a

penalty item that follows the poisson distribution as p(K) =
λKT e

−λT

K! where λT is the expected number of
parse graphs in I∧. The probability for PG is of the following form

p(PG | I∧) =
1

Z
exp{−E(PG | I∧)} (7.21)

where Z is the normalization factor and is summed over all PG. The most likely interpretation of I∧ can be
found by maximizing the following posterior probability

PG∗ = arg max
PG

p(PG | I∧) (7.22)

When the most possible interpretation is obtained, the goal at frame IT can be inferred as the single
event whose parse graph pgi explains IT , and the intent can be predicted by the parse graph pgi.

7.4.2 Generating Parse Graphs of Single Events

Insights can be drawn from natural language parsing for the parsing problem discussed in Section 7.4.1. As
we discussed in Chapter 5, we adopt grammar parsing techniques for generating parse graphs according to
T-AoGs. To better take prior context information into consideration, we choose the top-down Earley parser
for generating parse graphs. Treating each atomic-action segment as a similar unit to word tokens, the Earley
parser operations: predict, scan and complete can be done in the similar way after we translate videos into
a sequence of atomi-action segments. With the top-down predict operations in Earley parser, we can even
make future prediction given the prior context information embedded in the T-AoG. Here we use two simple
T-AOGs of E1 and E2 without set nodes for illustration to review the basic operations of Earley parser for
event parsing.

Here we consider the worst case, that is, at each time, the input will contain all the atomic actions in E1

and E2 as shown in Figure 7.22(b). At time t0, in the prediction step, E1’ s first atomic action a1 and E2’
s first atomic action a4 are put in the open list. At time t1, in the scanning step, since a1 and a4 are in the
input, they are scanned in and there are two partial parse graphs at t1 as shown in Figure 7.22(c). Notice that
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Figure 7.22: (a) The two T-AOGs of single event E1 and E2. (b) The input in the worst case. (c) The parse
graphs at time t1. (d) The parse graphs at time t2

we do not remove a1 and a4 from the open list. This is because the input is ambiguous, if the input at t1 is
really a1, then it cannot be a4 and should not be scanned in and should stay in the open list waiting for the
next input. It is the same that if the input at t1 is really a4. Then based on the parse graphs, a2, a3 and a5

are predicted and put in the open list. Then at time t1, we have a1, a2, a3, a4, a5 in the open list. At time t2,
all of the five nodes in the open list are scanned in and we will have 7 parse graphs (five new parse graphs
plus the two parse graphs at t1) as shown in Figure 7.22(d). The two parse graphs at t1 are kept unchanged
at t2 to preserve the ambiguities in the input. This process will continue iteratively and all the possible parse
graphs of E1 and E2 will be generated.

7.4.3 Runtime Incremental Parsing

As time passes, the number of parse graphs will increase rapidly and the number of the possible inter-
pretations of the input will become huge, as Figure 7.23(a) shows. However, the number of acceptable
interpretations (PG with probability higher than a given threshold) does not keep increasing, it will fluc-
tuate and drop sharply at certain time, as shown in Figure 7.23(b). We call these time points the “decision
moments”. This resembles human cognition. When people watch others taking some actions, the number of
possible events could be huge, but at certain times, when some critical actions occurred, most of the alter-
native interpretations can be ruled out. After adapting Earley parser to the temporal And-Or graph parsing
problem, we can see the algorithm behaves in a similar way Figure 7.23. At each frame, we compute the
probabilities of all the possible interpretations and only the acceptable interpretations are kept. The parse
graphs which are not contained in any of these acceptable interpretations are pruned. This will reduce the
complexity of the proposed algorithm greatly.

7.4.4 Generalized Earley Parser

As T-AOGs model events in a symbolic fashion, the nature of observations sets an unbridgable gap between
symbolic grammars and sequence data like videos or audios. Parsing sequence data is therefore crucial for
T-AOG models to be useful and applicable. Since traditional grammar parsers (e.g. , Earley parser) only take
symbolic sentences as inputs, the data has to be segmented and labeled so that a symbolic segmentation can
be used for grammar parsing. Such methods are inaccurate since the segmentation process was done without
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Figure 7.23: (a) The number of possible interpretations (in logarithm) vs time (in seconds). (b) The number
of acceptable interpretations vs time. The decision moments are the time points on which the critical actions
happen and the number of acceptable interpretations drops sharply.

any grammartical constraints, the output symbolic sequence will oftentimes be invalid because of the noisy
input data. See the example shown in Fig.7.24, in most of the cases, we use a classifier for recognizing
actions. To apply parsing algorithms, we need to first tokenize this frame-wise action probability usually
through dynamic programming. However, as we show in the same figure, such a dynamic programming
segmentation of event is usually noisy and inaccurate. This leads to a significant problem for grammar
parsers as noisy symbol sentences are not valid in grammar and therefore can not be parsed even if they are
capturing events that follow the T-AoG in the broader sense.

To solve this issue, one intuitive way is to consider grammar constraints into the segmentation process
for generating the action sequence. The desired effect of adding this feature, as shown in Fig.7.25, is to
reduce the noise and invalidity of generated action sequences and therefore boosts the parsing process.
Instead of following the two step segment-parse process, we introduce Generailzed Earley Parser (GEP),
which integrates a grammar parser with a classifier to operate directly on sequence data for finding the
optimal parse, and more importantly, parse sequence data with grammatical constraints.

Figure 7.24: Visualization of the full process parsing T-AoG with Earley parser
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Instead of taking symbolic sentences as input, we aim to design an algorithm that can parse raw sequence
data x of length T (e.g. , videos or audios) into a sentence l of labels (e.g. , actions or words) of length
|l| ≤ T , where each label k ∈ {0, 1, · · · ,K} corresponds to a segment of a sequence. To achieve that, a
classifier (e.g. , a neural network) is first applied to each sequence x to get a T × K probability matrix
y (e.g. , softmax activations of the neural network), with ykt representing the probability of frame t being
labeled as k. The proposed generalized Earley parser takes y as input and outputs the sentence l∗ that best
explains the data according to a grammar G of Chomsky normal form. Formally, our objective for parsing
the event sequence now becomes

l∗ = arg max
l

p(l|x0:t, G)

We can calculate this parsing probability by dynamic programming

p(l|x0:t, G) = q(a|xt)(p(l|x0:t−1, G) + p(l−|x0:t−1, G)) = yat (p(l|x0:t−1, G) + p(l−|x0:t−1, G))

where q(a|xt) denotes the frame detection probability of action a at time t. Recall that in the conventional
segmentation, we do not require l to be grammatically correct. To solve the issue, we can constraint l to
be a sentence or a partial sentence of sentence generated by G. The core idea is to use the original Earley
parser to help construct a prefix tree according to the grammar as illustrated in Figure 7.27. A prefix tree
is composed of terminal symbols and terminations that represent ends of sentences. The root node of the
tree is the “empty" symbol. The path from the root to any node in the tree represents a partial sentence
(prefix). For each prefix, we can compute the probability that the best label sentence starts with this prefix.
This probability is used as a heuristic to search for the best label sentence in the prefix tree: the prefix
probabilities prioritize the nodes to be expanded in the prefix tree. The parser finds the best solution when
it expands a termination node in the tree. It then returns the current prefix string as the best solution. With
this prefix tree, we can calculate probabilities for possible l which can either be a prefix of a full sentence
indicating unfinished event, or the full event sequence following a heuristic that looks for the most probable
parse. Some examples of prefix tree generated by the Earley parser is shown in Fig.7.26.

This heuristic search is realized by generalizing the Earley parser. Specifically, the scan operation in
the Earley parser essentially expands a new node in the grammar prefix tree. For each prefix l, we can
compute p(l|x0:T ) and p(l···|x0:T ) based on y, where p(l|x0:T ) is the probability of l being the best label,
and p(l···|x0:T ) is the probability of l being the prefix of the best label of x0:T . The formulations for p(l|x0:T )
and p(l···|x0:T ) are derived in Equation 7.24.

Figure 7.25: The desired effect of adding grammar constraints in action segmentation for better T-AoG
parsing and prediction.
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Figure 7.26: The parsing process of the example in Figure 7.27. It performs a heuristic search in the prefix
tree according to the prefix/parsing probability. It iteratively expands the tree and computes the probabilities
as it expands the tree. The search ends when it hits a parsing terminal e. The paths in bold indicate the best
candidates at each search step.

e

1.0

0.24 0.07 0.0

0.108 1.9e-4

0.004 0.066 0.001

0.054

e

e

e

e0.008 4.5e-4

e 6.6e-4

Γ→ R 1.0
R→ N 0.4
R→ N“ + ”N 0.6
N → “0” 0.3
N → “1” 0.7

Input (classifier output):

frame “0" “1" “+"
0 0.8 0.1 0.1
1 0.8 0.1 0.1
2 0.1 0.1 0.8
3 0.1 0.8 0.1
4 0.1 0.8 0.1

Figure 7.27: Prefix search according to grammar. A classifier is applied to a 5-frame signal and outputs a
probability matrix (bottom right) as the input to our algorithm. The proposed algorithm expands a grammar
prefix tree (left), where “e" represents termination. It finally outputs the best label “0 + 1” with probability
0.054. The probabilities of children nodes do not sum to 1 since the grammatically incorrect nodes are
eliminated from the search. Courtesy of [103].

Each scan operation will create a new set S(m,n) ∈ S(m), where m is the length of the scanned string,
n is the total number of the terminals that have been scanned at position m. This can be thought of as
creating a new leaf node in the prefix tree, and S(m) is the set of all created nodes at level m. A priority
queue q is kept for state sets for prefix search. Scan operations will push the newly created set into the queue
with priority p(l···), where l is the parsed string of the state being scanned.

Each state is a tuple (A → α · β, i, j, l, p(l···)) augmented from the original Earley parser by adding
j, l, p(l···). Here l is the parsed string of the state, and i, j are the indices of the set that this rule originated.
The parser then repeatedly executes three operations: prediction, scanning, and completion modified from
Earley parser:
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Generalized Earley Parser Operations

• Prediction: for every state in S(m,n) of the form (A → α · Bβ, i, j, l, p(l···)), add (B →
·γ,m, n, l, p(l···)) to S(m,n) for every production in the grammar with B on the left-hand side.

• Scanning: for every state in S(m,n) of the form (A → α · aβ, i, j, l, p(l···)), append the new
terminal a to l and compute the probability p((l+ a)···). Create a new set S(m+ 1, n′) where n′

is the current size of S(m+ 1). Add (A→ αa · β, i, j, l+ a, p((l+ a)···)) to S(m+ 1, n′). Push
S(m+ 1, n′) into q with priority p((l + a)···).

• Completion: for every state in S(m,n) of the form (A→ γ·, i, j, l, p(l···)), find states in S(i, j)
of the form (B → α ·Aβ, i′, j′, l′, p(l′···)) and add (B → αA · β, i′, j′, l, p(l···)) to S(m,n).

This parsing process is efficient since we do not need to search through the entire tree. As shown in
Figure 7.27 and algorithm 14, the best label sentence l is returned when the probability of termination
is larger than any other prefix probabilities. As long as the prefix probability is computed correctly, it is
guaranteed to return the best solution.

The original Earley parser is a special case of the generalized Earley parser. Intuitively, for any input
sentence to Earley parser, we can always convert it to one-hot vectors and apply the proposed algorithm. On
the other hand, the original Earley parser cannot be applied to segmented one-hot vectors since the labels
are often grammatically incorrect. Hence we have the following proposition.

Proposition 1. Earley parser is a special case of the generalized Earley parser.

Proof. Let L(G) denote the language of grammar G, h(·) denote a one-to-one mapping from a label to a
one-hot vector. L(G) is the input space for Earley parser. ∀ l ∈ L(G), the generalized Earley parser accepts
h(l) as input. Therefore the proposition follows.

The parsing probability p(l|x0:T ) is computed in a dynamic programming fashion as we previously
discussed. Here we provide a more formal definition with boundary cases considered. Let k be the last label
in l. For t = 0, the probability is initialized by:

p(l|x0) =

{
yk0 l contains only k
0 otherwise

(7.23)

Let l− be the label sentence obtained by removing the last label k from the label sentence l. For t > 0,
the last frame t must be classified as k. The previous frames can be labeled as either l or l−. Then we have:

p(l|x0:t) = ykt (p(l|x0:t−1) + p(l−|x0:t−1)) (7.24)

It is worth mentioning that when ykt is wrongly given as 0, the dynamic programming process will have
trouble correcting the mistake. Even if p(l−|x0:t−1) is high, the probability p(l|x0:t) will be 0. Fortunately,
since the softmax function is usually adopted to compute y, ykt will not be 0 and the solution will be kept
for consideration.

Then we compute the prefix probability p(l···|x0:T ) based on p(l−|x0:t). For l to be the prefix, the
transition from l− to l can happen at any frame t ∈ {0, · · · , T}. Once the label k is observed (the transition
happens), l becomes the prefix and the rest frames can be labeled arbitrarily. Hence the probability of l
being the prefix is:
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p(l···|x0:T ) = p(l|x0) +
T∑
t=1

ykt p(l
−|x0:t−1) (7.25)

In practice, the probability p(l|x0:t) decreases exponentially as t increases and will soon lead to numeric
underflow. To avoid this, the probabilities need to be computed in log space. The time complexity of
computing the probabilities is O(T ) for each sentence l because p(l−|x0:t) are cached. The worst case
complexity of the entire parsing is O(T |G|).

As we only used the bottom up likelihood from the classifier output in Equation 7.24 and Equation 7.25,
we can also formulate the grammar prior probability into the iterative calculation of parsing probablity. We
first give the definition of grammar prefix probability p(l...|G) and later corporate into the parsing and prefix
probability formulation.

Grammar Prefix Probability

• Prediction. For (A→ α ·Bβ, i, [µ, ν])⇒ (B → ·γ,m, [µ′, ν ′]), the new probabilities are given
by

µ′+ = α · P (B → γ), ν ′ = P (B → γ).

• Scanning. For (A→ α · aβ, i, [µ, ν])⇒ (A→ αa · β, i, [µ′, ν ′]), we have

µ′ = µ, ν ′ = ν.

• Completion. For (A→ γ·, j, [µ′′, ν ′′]) and (B → α · Aβ, i, [µ, ν])⇒ (B → αA · β, i, [µ′, ν ′]),
we have

µ′+ = µ · ν ′′, ν ′ = ν · ν ′′.

Notice that we can calculate the probability of taking symbol k into sentence l− to sentence l

p(k|l−, G) =
p(l···|G)

p(l−···|G)

An example is shown in Figure 7.28 for a better intuition. We address two important remarks here. 1)
This prior prefix probability is different from the prefix probability based on the likelihood. The prior is the
probability that a string is the prefix of a sentence in the language defined by the grammar, without seeing
any data; the likelihood is the probability that a string is the prefix of a video’s label. 2) This grammar-based
transition probability is non-Markovian, since the new symbol is conditioned on the entire history string that
has a variable length.

Now, incorporating the grammar transition probability, for t = 0, the probability is initialized by:

p(l|x0, G) ∝

{
p(k|ε,G) yk0 l contains only k,
0 otherwise,

(7.26)

where p(k|ε,G) is the probability of appending k to the empty string ε, which is equivalent to p(k···|G) or
p(l···|G). Notice that the equal sign is replaced by ∝ since the right hand side should be normalized by the
prior p(x0) to get the correct posterior.

232



e

1.0

0.3 0.7 0.0
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Figure 7.28: Grammar prefix probabilities computed according to the grammar in ??. The numbers next to
the tree nodes are prefix probabilities according to the grammar. The transition probabilities can be easily
computed from this tree, e.g. , p(“1”|“1 + ”, G) = p(“1 + 1”···|G)/p(“1 + ”···|G) = 0.294/0.42 = 0.7.

Whenever we append a new symbol to our sentence, we multiply the probability by the transition prob-
ability. Hence for t > 0 we have:

p(l|x0:t, G) ∝ ykt (p(l|x0:t−1, G) + p(k|l−, G)p(l−|x0:t−1, G)). (7.27)

Comparing to Equation 7.24, we multiply the second term by p(k|l−, G) to account for the transition to
symbol k.

Finally the posterior probability of l being the prefix of the label sentence for data x is:

p(l···|x0:T , G) = p(l|x0, G) +
T∑
t=1

p(k|l−, G)ykt p(l
−|x0:t−1, G). (7.28)

Here we also visualize the parsing process of the example shown in Figure 7.27. First we show the
calculated parsing probabilities in Figure 7.29.

Frame ε 0 1 0 + 1 + 0 + 0 0 + 1
0 0.000 0.240 0.070 0.000 0.000 0.000 0.000
1 0.000 0.192 0.007 0.014 0.004 0.000 0.000
2 0.000 0.019 7.0e-04 0.104 0.007 4.3e-04 0.001
3 0.000 0.002 5.6e-04 0.012 7.1e-04 0.003 0.059
4 0.000 1.9e-04 4.5e-04 0.001 1.1e-04 6.6e-04 0.054

prefix 1.000 0.240 0.070 0.108 0.008 0.004 0.066
Figure 7.29: Cached probabilities

We further visualize the state sets generated from generalized Earley parser and also the searching pro-
cess similar as what we did in Section 7.4.2. The state sets are shown in Figure 7.30 and the searching
process is shown in Figure 7.26.
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state # rule µ ν prefix comment
S(0, 0) : l = “ε”, p(l|G) = 1.000, p(l|x,G) = 0.000, p(l···|x,G) = 1.000

(0) Γ→ ·R 1.000 1.000 “ε" start rule
(1) R→ ·N 0.400 0.400 “ε" predict: (0)
(2) R→ ·N +N 0.600 0.600 “ε" predict: (0)
(3) N → ·0 0.300 0.300 “ε" predict: (1),(2)
(4) N → ·1 0.700 0.700 “ε" predict: (1),(2)

S(1, 0) : l = “0”, p(l|G) = 0.300, p(l|x,G) = 1.9e− 04, p(l···|x,G) = 0.240

(0) N → 0· 0.300 0.300 “0" scan: S(0, 0)(3)
(1) R→ N · 0.120 0.120 “0" complete: (0) and S(0, 0)(1)
(2) R→ N ·+N 0.180 0.180 “0" complete: (0) and S(0, 0)(2)
(3) Γ→ R· 0.120 0.120 “0" complete: (1) and S(0, 0)(0)

S(1, 1) : l = “1”, p(l|G) = 0.700, p(l|x,G) = 4.5e− 04, p(l···|x,G) = 0.070

(0) N → 1· 0.700 0.700 “1" scan: S(0, 0)(4)
(1) R→ N · 0.280 0.280 “1" complete: (0) and S(0, 0)(1)
(2) R→ N ·+N 0.420 0.420 “1" complete: (0) and S(0, 0)(2)
(3) Γ→ R· 0.280 0.280 “1" complete: (1) and S(0, 0)(0)

S(2, 0) : l = “0 + ”, p(l|G) = 0.180, p(l|x,G) = 0.001, p(l···|x,G) = 0.108

(0) R→ N + ·N 0.180 0.180 “0+" scan: S(1, 0)(2)
(1) N → ·0 0.054 0.300 “0+" predict: (0)
(2) N → ·1 0.126 0.700 “0+" predict: (0)

S(2, 1) : l = “1 + ”, p(l|G) = 0.420, p(l|x,G) = 1.1e− 04, p(l···|x,G) = 0.008

(0) R→ N + ·N 0.420 0.420 “1+" scan: S(1, 1)(2)
S(3, 0) : l = “0 + 0”, p(l|G) = 0.054, p(l|x,G) = 6.6e− 04, p(l···|x,G) = 0.004

(0) N → 0· 0.054 0.300 “0 + 0" scan: S(2, 0)(1)
S(3, 1) : l = “0 + 1”, p(l|G) = 0.126,p(l|x,G) = 0.054, p(l···|x,G) = 0.066

(0) N → 1· 0.126 0.700 “0 + 1" scan: S(2, 0)(2)
(1) R→ N +N · 0.126 0.126 “0 + 1" complete: (0) and S(2, 0)(0)
(2) Γ→ R· 0.126 0.126 “0 + 1" complete: (1) and S(0, 0)(0)

Final output: l∗ = “0 + 1” with probability 0.054

Figure 7.30: A run-through of the algorithm

7.4.5 Multi-agent Event Parsing

When there are multiple agents in the scene, we can do event parsing for each agent separately. That is, for
each agent in the scene, the atomic actions are detected (all other agents are regarded as objects in the scene)
and parsed as mentioned above, then the interpretations of all the agents in the scene are obtained.

7.5 Learning the T-AoG

7.5.1 Information Projection

The unsupervised learning of stochastic T-AOG is conducted under the information projection and minimum
description length principle [118]. Here we provide a review of the related theoretical instruments.

Let X+ = {x1, ...,xN} be positive examples (e.g. observed video clips) governed by an unknown target
distribution f(x). Let X− be a large set of random negative examples governed by a reference distribution
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Algorithm 14: Generalized Earley Parser
Input : Grammar G, probability matrix y
Output: Best label string l∗

/* For brevity, we denote p(·;x0:t) as p(·) */
/* Initialization */

1 S(0, 0) = {(Γ→ ·R, 0, 0, ε, 1.0)}
2 q = priorityQueue()
3 q.push(1.0, (0, 0, ε, S(0, 0)))
4 while (m,n, l−, currentSet) = q.pop() do
5 for s = (r, i, j, l, p(l···)) ∈ currentSet do
6 if p(l) > p(l∗): l∗ = l then l∗ = l
7 if r is (A→ α ·Bβ) then // predict
8 for each (B → Γ) in G do
9 r′ = (B → ·Γ)

10 s′ = (r′,m, n, l, p(l···))
11 S(m,n).add(s′)

12 end
13 end
14 else if r is (A→ α · aβ) then // scan
15 r′ = (A→ αa · β)
16 m′ = m+ 1, n′ = |S(m+ 1)|
17 s′ = (r′, i, j, l + a, p((l + a)···))
18 S(m′, n′).add(s′)
19 q.push(p((l + a)···), (m

′, n′, S(m′, n′)))

20 end
21 else if r is (B → Γ·) then // complete
22 for each ((A→ α ·Bβ), i′, j′) in S(i, j) do
23 r′ = (A→ αB · β)
24 s′ = (r′, i′, j′, l, p(l···))
25 S(m,n).add(s′)

26 end
27 end
28 if p(l−) > p(l), ∀ un-expanded l then return l∗

29 end
30 end
31 return l∗

q(x) (here q is an i.i.d. uniform distribution). For each example x, a list of spatial relations

(r1(x), r2(x), ..., rD(x))

are extracted from the video clip. These relations form a predefined alphabet, just like the set of weak
classifiers in adaboost. Our objective of learning is to pursue a model p(x) to approximate f(x) in a series
of steps:

q(x) = p0(x)→ p1(x)→ · · · pT (x) = p(x) ≈ f(x)
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starting from q.
The above model updates are performed by selecting a most informative subset from all the spatial

relations. The model p after T iterations contains T selected spatial relations {rt : t = 1, ..., T}. If the
selected spatial relations capture all the related information about the scene semantics in x, it can be shown
by variable transformation [143] that:

p(x)

q(x)
=
p(r1, ..., rT )

q(r1, ..., rT )
.

So p can be constructed by reweighting q with the marginal likelihood ratio on selected spatial relations.
Under the maximum entropy principle, p(x) can be expressed in the following log-linear form:

p(x) = q(x)

T∏
t=1

[
1

zt
exp {βtrt(x)}

]
. (7.29)

where βt is the parameter for the t-th selected spatial relation rt and zt (zt > 0) is the individual normaliza-
tion constant determined by βt:

zt =
∑
rt

q(rt) exp{βtrt}.

By the information projection principle [95, 143, 158], we adopt a step-wise procedure for selecting
spatial relations. In particular, the t-th spatial relation rt is selected and model pt is updated by:

pt = arg min K(pt|pt−1)

s.t. Ept [rt] =
1

N

N∑
i=1

rt(xi) (7.30)

whereK denotes the Kullback-Leibler divergence, and by minimizing it we select a most informative spatial
relation rt to augment pt−1 towards pt. The constraint equation in Eq. (7.30) ensures that the updated model
is consistent with the observed training examples on marginal statistics. The optimal βt can be found by a
simple line search or gradient descent to satisfy the constraint in Eq. (7.30).

7.5.2 Block Pursuit on Data Matrix

Data matrix. Firstly we set up a data matrix mr using spatial relations of positive training examples as
shown in Figure 7.31. Each row of mr is the vector of spatial relations detected from one example (or
video clip) in X+. For simplicity, we assume all positive training examples are aligned and have the same
dimensionality. Therefore mr is a matrix with N (number of positive examples) rows and D (number of all
candidate spatial relations) columns, and each entry

mrij = rj(xi)

is a binary response. mrij = 1 means the spatial relation j holds in example xi.
Block pursuit. On the data matrix, we pursue large homogeneous blocks {Bk : k = 1, ...,K}. A block

is specified by a set of common spatial relations (columns) that co-occur in a set of examples (rows). Each
block corresponds to a frequent verb concept, i.e. an terminal node or And-node composed by several spatial
relations. For example, the verb concept a02 (arrive at the door) in Table ?? is composed by two spatial
relations: near(agent, door) and stand(agent). The verb concept emerges from data because it appears
frequently and with high confidence, thus it is readily represented by an AND node that strongly binds its
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Figure 7.31: Pursuing homogeneous blocks from the data matrix. Each block corresponds to a terminal
node or an And-node in T-AOG.

constituent relations. Quantitatively, we can measure this by the information gain of block Bk, computed by
the summation over the block:

Gain(Bk) =
∑

i ∈ rows(Bk)
j ∈ cols(Bk)

(βk,jmri,j − log zk,j) (7.31)

where rows(·) and cols(·) denote the rows and columns of block Bk. cols(Bk) correspond to the selected
spatial relations, capturing their co-occurrence in space and time. And rows(Bk) are the examples that
belong to the k-th block. βk,j is the multiplicative parameter of selected spatial relation j, and zk,j is
the individual normalizing constant determined by βk,j . Eq. (7.31) measures the information gain by
explaining the submatrix covered by Bk using the foreground model p instead of the background model
q. [117] provides more detailed explanation about the block pursuit algorithm applied on learning visual
parts from images. Similar approaches have also been adopted in the grammar learning of textual data [128].

Recall that we pursue a series of models starting from q(x) to approximate the target distribution f(x)
governing training positives X+. This corresponds to maximizing the log-likelihood log p(x) on X+. Ini-
tially p = q, and the data matrix has a log-likelihood L0(mr). After pursuing K blocks, the resulting image
log-likelihood is:

L = L0 +

K∑
k=1

Gain(Bk). (7.32)

The block pursuit algorithm is a greedy procedure that maximizes the log-likelihood in Eq. (7.32). Each
time we select rows and columns of the data matrix to pursue the block with the largest gain as computed in
Eq. (7.31). The entries covered by the block are then explained away and excluded from subsequent block
pursuit. This procedure is repeated until the information gain of the newly pursued block is negligible.

To penalize the model complexity, we apply a constant penalty for each additional block learned. This
is equivalent to imposing a Laplacian prior on the size of the learned grammar.

The above block pursuit procedure can be implemented either by clustering, which produces multiple
blocks or non-terminal nodes at the same time, or by stepwise pursuit, which produces one block or non-
terminal node at a time.

The block pursuit procedure for T-AOG is carried out into two stages. (1) Learn a set of terminal nodes
as blocks on the data matrix of grounded spatial relations. These terminal nodes account for atomic events
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which directly specify spatial temporal configurations of grounded relations. This is done by clustering.
(2) Learn non-terminal nodes as blocks on the data matrix of atomic actions, to account for longer events
composed of atomic actions.

7.5.3 Detecting Grounded Spatial Relations

As a preprocessing step, we perform one round of bottom up detection for grounded spatial relations.
Firstly we use a standard background subtraction algorithm to segment moving agent and fluent changes

of objects, and use a commercial surveillance system to track the detected agent.
The relations of agents’ location are detected by the distance between agent and objects which belongs

to normal distribution. The location of the agent is detected by combining foreground segmentation and
skin color detection that locates head and hands of the agent . Then the distance between agent and objects
is computed directly as the location of objects are known (automatically detected or manually labeled).

The agent pose is inferred by a nearest neighbor classifier using both pixels and foreground segmentation
map within the estimated bounding box for the agent. The agent-environment interaction touch(agent,
keyboard) and touch(agent, phone) are detected by checking whether there is enough skin color
within the designated area for the laptop and phone, which are static objects in the office environment. The
relation touch(agent, mug) and touch(agent, tea box) are also detected using skin color,
and also the unique color and shape of the mug and tea box. When a relation involves an object, the object
is tracked until the relation finishes and the new position of the object will be updated.

The environment relations occlude(soccer match, screen) is determined by checking whether
there is large amount of green color within the designated area of laptop. The on relations are detected by
the properties of the object area such as intensity histogram of the bounding box.

Using the techniques described above, we detect grounded relations for every video frame. The detection
result is organized as a spatial temporal table where each row corresponds to a time frame. Each column
corresponds to a grounded relation.

7.5.4 Learning Atomic Actions

We define atomic actions to be simple and transient events composed spatially and temporally by grounded
relations. To learn an alphabet of atomic actions, we use a temporal scanning window spanning 5 frames
to collect a large number of small clips. Each 5-frame clip is described by the detected relation vector:
{(a1,1, ...,a1,D, ...,a5,1, ...,a5,D)} where D = 24 is the number of grounded relations detected per frame.
A k-means clustering is then performed on the grounded relation vectors of these 5-frame clips, using the
simple Hamming distance as the metric. And a centroid of a cluster is simply determined as the grounded
relation vector that has minimal distance to all the cluster members. As the time span is very small, we
can assume that the grounded relations (e.g. agent location, pose) stay constant during the short period. So
we constrain the centroids to be stationery, i.e. a1,d = a2,d = ...a5,d,∀d = 1, ...D. For each cluster, we
estimate the symbol probabilities p(a1), ..., p(a24) by counting the member sub-sequences of the cluster.
And we represent this stochastic model by its mode (the most likely sub-sequence) as the cluster prototype
a

(k)
1:24 for brevity. Each cluster corresponds to a block pursued in the data matrix in Figure 7.31.

The result of clustering is a list of 26 atomic actions shown in Table ??. Each atomic action is represented
by a list of grounded relations that are activated. The semantic description for these atomic actions is in
Table ??. The atomic actions that happen most frequently include a19 (sit near laptop), a22 (use laptop), a20

(watch soccer) and a03 (enter door). a19, a22 can be considered as constituent components of a longer event
“working by laptop”. a03 indicates the student is entering or leaving. The the learned atomic actions and
their relative frequencies are representative and truthful to the video data.
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Figure 7.32: The duration model for the length of repetition.

Now the sequence of multi-dimensional relations is encoded by the alphabet of 26 atomic actions. For
the computational efficiency in discovering longer events, we use hard assignments by computing the most
likely atomic action per every 5 frames. The resulting sequence of atomic actions is

w1:T = (w1, ..., wT ), where wt ∈ {a01, ..., a26}

and T is the total number of video frames divided by 5.

7.5.5 Learning Longer Events and T-AOG

There is large variation in the duration of atomic actions. For example, a student may repeatedly enter the
office, work for a varying time and leave the office. If we naively group atomic actions into longer ones, we
get a large number of repetitive patterns of various lengths, providing little information. To deal with tem-
poral variation, we perform a simple compression operation: every repetitive sub-sequence is summarized
into one symbol (e.g. bbbb substituted by b ). We may interpret this operation as learning a large number of
grammar rules in the form Ñ → NN...N with various lengths of repetition. We estimate a non-parametric
model (Figure 7.32) for the length of repetition, or duration under maximum likelihood principle. These
duration models are used to adjust the data term E(ai) in Eq. (7.12).

After compression, the original sequence of atomic actions w1:T is transformed into a much shorter one
mc1:M (M << T ) where each symbol ci takes value from the same domain as wi.

There will be some frames that non of the relations are activated except r21, that is, in these frames the
agent just stand somewhere that not near any interested objects. These frames are regarded as background
frames, that is during these frames, no interest event or action happened. The background frames and the
frames in which absent is detected are used to separate the video into different sequences, each sequence is
an single event.

We then scan the sequence mc1:M to collect subsequences of length l (l = 2 in our system) and form a
data matrix. Now the columns of this data matrix are atomic actions instead of grounded relations. A large
number of homogeneous blocks (i.e. frequent sub-sequences) are identified from the data matrix. They are
candidates for the right hand side of production rules in the event grammar. From the candidates, we select
a subset of production rules in a step wise fashion.
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The proposed candidate production rule takes the form α→ βγ. It re-encodes the current sequence into
a new sequence by replacing all occurrences of βγ by α. By doing this, the reduction in description length
is computed as:

reduction = ∆1 + ∆2 + ∆3 − constant (7.33)

and,
∆1 = n′α ·

(
log

nα
n′

)− log
nβ
n
− log

nγ
n

)
∆2 = n′β ·

(
log

n′β
n′
− log

nβ
n

)
+ n′γ ·

(
log

n′γ
n′
− log

nγ
n

)
∆3 = (n′ − n′β − n′γ − n′α) · log

n

n′

where n′α, n
′
β, n

′
γ are the frequencies of α, β, γ in the new sequence respectively, nβ, nγ are the correspond-

ing frequencies in the current sequence. n is the length of the current sequence. n′ = n − n′α is the length
of the new sequence. We rank the candidate production rules using Eq.7.33 and select the largest one. This
learning procedure is recursively carried out, until the reduction of description length is too small for any
new candidate production rule.

The terminal nodes {a1, a2, ...} and non-terminal And-nodes form a compositional hierarchy. By learn-
ing them altogether, we greatly reduce the ambiguity of segmenting video into events and atomic actions.

7.5.6 Learning the Parameters of T-AOG

After the structure (i.e. And-Or nodes) of T-AOG is learned, we can compute the probability of each branch
of OR-Node by counting the time each branch appears. This is essentially a maximum likelihood estimation.
The details can be found in [156]. Let V or

i be an Or-node and v be an index of one of V or
i ’s branches, then

p(V or
i = v) =

∑
pg∈PG 1Vi(pg)=v

|PG|

where PG is the set of all parse graphs on the training data.

7.5.7 Example: Learning Event Grammars

We applied our approach to learn event grammars from human activity data. The first dataset contains 61
videos of indoor activities, e.g., using a computer and making a phone call [138]. The atomic actions and
their start/end time are annotated in each video, as shown in Figure 7.33. Based on this dataset, we also
synthesized a more complicated second dataset by dividing each of the two most frequent actions, sitting
and standing, into three subtypes and assigning each occurrence of the two actions randomly to one of
the subtypes. This simulates the scenarios in which the actions are detected in an unsupervised way and
therefore actions of the same type may be regarded as different because of the difference in the posture or
viewpoint.

We employed three different methods to apply our grammar learning approach on these two datasets.
The first method is similar to that proposed in [118]. For each frame of a video in the dataset, we construct a
binary vector that indicates which of the atomic actions are observed in this frame. In this way, each video is
represented by a sequence of vectors. Consecutive vectors that are identical are merged. We then map each
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Figure 7.33: An example video and the action annotations from the human activity dataset [138]. Each
colored bar denotes the start/end time of an occurrence of an action.

Pick & throw trash
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Throw 
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Squat Stand Bend 
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Figure 7.34: An example event And-Or grammar with two types
of relations that grounds to atomic actions

Table 7.1: The experimental results (F-
measure) on the event datasets. For our
approach, f, c+f and cf denote the first,
second and third methods respectively.

Data 1 Data 2
ADIOS [120] 0.810 0.204
SPYZ [118] 0.756 0.582

Ours (f) 0.831 0.702
Ours (c+f) 0.768 0.624
Ours (cf) 0.767 0.813

distinct vector to a unique ID and thus convert each video into a sequence of IDs. Our learning approach
is applied on the ID sequences, where each terminal node represents an ID and each And-node specifies
the temporal “followed-by” relation between its child nodes. In the second and third methods, instead of
the ID sequences, our learning approach is directly applied to the vector sequences. Each terminal node
now represents an occurrence of an atomic action. In addition to the “followed-by” relation, an And-node
may also specify the “co-occurring” relation between its child nodes. In this way, the resulting And-Or
grammar is directly grounded to the observed atomic actions and is therefore more flexible and expressive
than the grammar learned from IDs as in the first method. Figure 7.34 shows such a grammar. The difference
between the second and the third method is: in the second method we require the And-nodes with the “co-
occurring” relation to be learned before any And-node with the “followed-by” relation is learned, which is
equivalent to applying the first method based on a set of IDs that are also learned; on the other hand, the
third method does not restrict the order of learning of the two types of And-nodes.

Note that in our learning algorithm we assume that each training sample consists of a single pattern
generated from the target grammar, but here each video may contain multiple unrelated events. We slightly
modified our algorithm to accommodate this issue: right before the algorithm terminates, we change the
top-level And-nodes in the grammar to Or-nodes, which removes any temporal relation between the learned
events in each training sample and renders them independent of each other. When parsing a new sample
using the learned grammar, we employ the CYK algorithm to efficiently identify all the subsequences that
can be parsed as an event by the grammar.

We used 55 samples of each dataset as the training set and evaluated the learned grammars on the
remaining 6 samples. On each testing sample, the events identified by the learned grammars were com-
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pared against manual annotations. We measured the purity (the percentage of the identified event durations
overlapping with the annotated event durations) and inverse purity (the percentage of the annotated event
durations overlapping with the identified event durations), and report the F-measure (the harmonic mean of
purity and inverse purity). We compared our approach with two previous approaches [118, 120], both of
which can only learn from ID sequences.

Table 7.1 shows the experimental results. It can be seen that our approach is competitive with the previ-
ous approaches on the first dataset and outperforms the previous approaches on the more complicated second
dataset. Among the three methods of applying our approach, the second method has the worst performance,
mostly because the restriction of learning the “co-occurring” relation first often leads to premature equating
of different vectors. The third method leads to the best overall performance, which implies the advantage
of grounding the grammar to atomic actions and simultaneously learning different relations. Note that the
third method has better performance on the more complicated second dataset, and our analysis suggests that
the division of sitting/standing into subtypes in the second dataset actually helps the third method to avoid
learning erroneous compositions of continuous siting or standing.
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8

Fluent and Causal And-Or Graph

In this chapter, a framework—Causal And-Or Graph is given for the unsupervised learning of causal re-
lations from video, learning which actions cause objects to change status. Then we extend the C-AOG to
a sequential model representing actions and their effects on objects over time, and we build a probability
model for it.

8.1 Perceptual Causality and Fluent

In this section, we start from daily observation to provide some background knowledge to bring causality
and vision together. Imagine: A man approaches a closed door. He reaches out to grasp the handle and then
stands there. Is it locked? Does he not have the key? He knocks and waits, but the door remains closed. Is
there no one on the other side to open it?

Watching these events unfold, humans can readily answer these questions by reasoning with causal
knowledge. Our innate ability to learn causal relationships from daily observation leads to a sophisticated
understanding of the semantics of the events, and thus has been a topic of interest for cognitive science
researchers [47]. An analogous form of observation by a computer comes through video. Learning causal
relationships through video will enable a computer to acquire the same commonsense knowledge.

8.1.1 What are Cause and Fluent?

In order to advance causal models of visual data, it helps to take a step back and ask what do we, as humans,
mean when we say, “The man caused the door to open”?

In [76], Mackie addresses the philosophical question of what humans consider a cause. He suggests that
humans give “cause” status to INUS conditions, “insufficient but necessary parts of a condition which is
itself unnecessary but sufficient for the effect”. The acts of unlocking and pushing the door are insufficient
in themselves for opening the door, but they compose necessary parts of one sufficient way to open a door.
This particular way of opening the door is unnecessary as there are multiple alternative ways the door could
have been opened—e.g., someone could have exited the room, opening the door from the other side.

The INUS conditions focuses on are actions, studying short term action causes where an agent’s ob-
servable action causes a change in an observable fluent. The concept of fluents was first coined in 1736
by Newton in [84] and has since been adopted in the commonsense reasoning literature to represent time-
varying properties of objects [82]. The status of a door, for example, can be open at time t1, but closed at
time t2.

In a scene, there are many types of fluents:
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1. Unary fluents give the statuses of an object, e.g., the door is open or the light is on.

2. Compositional fluents allow objects to be composed of subparts, e.g., the doorknob is part of the door.

3. Relational fluents provide spatio-temporal relations between objects and times, e.g., the agent is near
the door or the book is on the desk.

Here unary fluents are our main focus. For unary fluents, F (t) is a function returning the status of
an object from some predefined set at time t. Each object has its own fluent function, and it is possible to
describe an object using more than one set. For a door, examples of unary fluents are F (t) ∈ {open, closed}
and F (t) ∈ {wood,metal, glass}.

Fluents can be further classified according to their pattern of change:

1. Long-term/Permanent fluents maintain a constant value over time, such as the color of a door.

2. Some fluents change over time: periodic fluents change at regular intervals (such as the alignment of
hands of a clock), while intermittent fluents are less predictable.

The fluent’s underlying relationship to an agent’s action is classified by:

1. Active fluents directly reflect a current status of an agent, related to the agent’s motion. E.g., the
agent’s position is moved left means that the agent is moving left.

2. Passive fluents change only by an agent applying action to the scene.

8.1.2 Perceptual Causality

Traditional causal discovery methods are insufficient for computer vision tasks. Most importantly, true
causal discovery does not necessarily align with human perceptions. Secondly, the traditional methods leave
many questions: they do not inform which detection variables humans would indicate as causes or effects
(from pixels over time, to features aggregating pixels, to object classifiers using features, to action detectors,
to hierarchies thereof); they do not indicate how to divide the video stream to create examples (too small a
clip might omit causes; too large of one introduces noise); and they do not encode a prior understanding of
likely causes that could be used in detections.

Perceptual causality as studied by cognitive science researchers fills in these gaps.
Humans link, for example, a change in an object status with the action of an agent [111]. Humans award

the “cause” distinction to the agent’s action of opening the door (decomposed at a high level into unlocking
and pulling open the door), ahead of individual pixels, the door, and the lock (part of the door). We limit
ourselves to agentive actions as potential causes of fluent changes. In order to make detections from video,
these sets of actions and fluents must be pre-specified so appropriate detectors can be trained.

Considering actions alone is not enough. Actions come hierarchically defined, where, for example, the
person opening the door performs the actions unlock and pull. The method we present can correctly select
from a hierarchy, as shown in Section 8.4.3.

Humans consider cause and effect relationships when the temporal lag between the two is short and
cause precedes effect [52]. We construct examples from the video that only consider actions occurring
within a small window preceding a given effect.

Finally, humans link states of the world to perceived causing conditions by measuring co-occurrence
[47]. We propose a method to learn this perceptual causality, acquiring the knowledge of causal relationships
in the world, illustrated by the dashed arrows in Figure 8.1.
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Figure 8.1: Key actions over time are shown at the top, and status changes below. Dashed arrows indicate
perceived causal links. A link can be found between any action in an action hierarchy and its relevant fluent
change. The joint actions of unlocking and pulling cause the door to open at t4. From t5 to t6, a person turns
a light on. From t7 to t8, a person pulls the door from the other side, resulting in a closed door at t9.

8.2 Vision and Causality

8.2.1 Converting Perceptual Causality to Heuristics

Perceptual causality as presented above grounds causal discovery on video, and distinguishes perceptual
causality from the causal modeling typically done in the social and biologic sciences [91], [110]. We now
present the heuristics of perceptual causality.

The Heuristics:

1. Agentive actions are causes ,
Action→ Effect.

This heuristic informs the set of potential causes: It’s not the pixels we see or the human that we
detect, but it’s the human doing something.

2. Temporal lag between cause and effect is short, with cause preceding effect,

0 < Time(Effect)− Time(Causing Action) < ε.

This provides a method for breaking the video stream into clips to create examples. Determining ε
is challenging: taking it too small might exclude the cause, and taking it too large creates too much
noise. We examine various temporal lags, as well as different ways of measuring the temporal lag, in
Experiment ??.

3. Perceptual causal relationships are obtained by measuring co-occurrence between actions and effects.

In this paper, we examine co-occurrence while simultaneously building our model following an infor-
mation projection pursuit. In Experiment ??, we find our method outperforms Hellinger’s χ2 measure
for co-occurrence. In Experiment ??, we show that our method outperforms the treatment effect.

When the computer examines the co-occurrence of Heuristic 3, restricted by Heuristics 1 and 2, then we
assume the model determined represents perceptual causality.
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8.2.2 Assumptions and Structural Equation Models

In addition to assuming Heuristics 1-3, we also make some assumptions standard to traditional causal dis-
covery.

We assume that our detections (and the hierarchies used for such) are sufficient. In particular, the set of
pre-specified actions is sufficient, and the computer is able to generally detect these elements in the scene
when they occur.

We assume causal faithfulness: multiple causes do not exactly cancel. When we detect no correlation,
we match this to the perception of no causal connection.

We assume each effect is a function of its immediate causes and an independent error. Each action, Ai
depends on its own exogenous variable, uAi . Using ∆Fj to denote fluent change j, we notate in terms of
structural equations:

Ai = gAi(uAi) for i = 1, . . . , nA (8.1)

∆Fj = g∆Fj (Aj , u∆Fj ) for j = 1, . . . , n∆F (8.2)

where Aj denotes specifically those actions that are in a causal relationship with ∆Fj . u∆Fj are exogenous.

8.2.3 Potential Effects: The Space of Fluent Changes

Given a fluent that can take nF values, there are n∆F = n2
F possible transitions from time t to t+1. With the

door, for example, where the fluent could be “open” or “closed”, there are four possible sequences: the door
changes from “open” to “closed”, changes from “closed” to “open”, remains “open”, or remains “closed”.
We notate the fluent change for a clip with ∆F .

Per the commonsense reasoning literature [82], a lack of change-inducing action (referred to here as
“non”-action) causes the fluent to maintain its status, denoted ∆F = 0; for example, a door that is closed
will remain closed until some action changes that status. Figure 8.1 shows the door and the light maintaining
their statuses for varied durations, punctuated by periods of change due to action.

The space of fluent changes possible over the objects in the video is pre-specified and denoted by

Ω∆F = {∆F} .

8.2.4 Potential Causes: The Space of Action Detections

Action parsing provides ΩA, the space of actions. ΩA contains actions at high levels of an action hierarchy.
An action detection hierarchy (e.g., [93]) aggregates pixels into objects, relates these objects spatially and
temporally to define atomic actions, groups those into sub-actions (such as pushing or pulling the door),
and hierarchically combines even further (for example, unlocking and pulling the door). Figure 8.1 shows
actions from different levels of the hierarchy.

In our case, ΩA is limited to top-level action or sub-actions from a pre-designed action hierarchy, fol-
lowing Heuristic 1.

8.3 Perceptual Causal Relations

In this section, we formalize our key building block for causal structure, the notion of a perceptual causal
relation between an action and a fluent change.
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8.3.1 Defining Perceptual Causal Relations

Combining the fluent changes with the actions, we define the space of potential causal relations.

Definition 5 (Space of Causal Relations). The space of causal relations is given by

ΩCR = ΩA × Ω∆F . (8.3)

The space, ΩCR, provides the basic units for learning. Elements cr ∈ ΩCR specify an action and fluent
change, and provide the framework for the 2× 2 tables as shown in Table 8.3.1.

Table 8.1: Causal relation.

Action ¬Action
cr : Effect c0 c1

¬Effect c2 c3

Labeling the individual cells of the table, cr = (c0, c1, c2, c3) where ci functions as a binary indicator.
When applied to a sufficiently short video clip (defined in the next section), the elements of ΩCR identify
whether or not the clip has the action and/or fluent change.

When these video clips show strong evidence for elements of ΩCR, we award perceptual causal status
and add the elements to our model.

8.3.2 Preparing the Data: Creating Clips from the Video

In order to determine the elements of ΩCR which have the most evidence for being true causal relations, we
evaluate the elements using video.

A long video sequence V is decomposed into shorter video clips, V = {v1, . . . ,vn}. Following Heuris-
tic 2 for limiting temporal lag, only actions occurring within a pre-specified τmax of the fluent change are
included in vi, to be considered as potential causes. The function τ(tA, tF ) measures time between the
action completion, tA, and the fluent change, tF . Some example functions for τ(tA, tF ) include:

1. Counting the number of frames between tA and tF . We consider τmax between 15 and 90 seconds.

2. Counting the number of actions detected between tA and tF . We consider τmax ranging from 1 to 6
recent actions.

3. Combinations of the first two. We consider τmax to be max or min over combinations of 15, 45
seconds and 1, 2, 3 actions. For example, taking the maximum of 15 seconds and 2 actions creates
clips at most 15 seconds long or with at most 2 action detections. Taking the minimum of 15 seconds
and 2 actions creates clips of at least 15 seconds or 2 action detections.

These are explored in experiments in Section ??. It is intuitive to expect a dependence between clip
length definition and performance. If the clip is not long enough to include the causing action, then the ability
to detect causes diminishes. However, if clip length is too long, then there will only be a few examples, not
enough information to rise above the noise.
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8.3.3 Evaluating Causal Relations

Aggregating the values from cr ∈ ΩCR across the clips, vi, we obtain relative frequencies for the particular
action and fluent change:

Definition 6 (Relative Frequencies of a Causal Relation). Given a causal relation cr and video V that has
been broken into clips {v1, . . . ,vn}, the relative frequencies of cr are given by

RF (cr) =
1

n

n∑
i=1

cr(vi). (8.4)

The relative frequencies from the video’s action and fluent detections are denoted by f = (f0, f1, f2, f3).
Our causal model is built by greedily augmenting action and fluent distribution with causal relations,

linking actions to fluent changes. At any iteration, there is the model that has been built so far (the “current
model”), and the observed data from the video. The limiting relative frequencies under the current model
are denoted by h = (h0, h1, h2, h3). Table 8.2 summarizes these statistics.

∆F A Current Model Observed Data
0 0 h0 f0

0 1 h1 f1

1 0 h2 f2

1 1 h3 f3

Table 8.2: Relative Frequencies.

We construct our model by electing the most informative causal relations sequentially in terms of max-
imizing the information gain. Intuitively, this information gain is linked to the difference between f and
h.

For a causing action, f is shown in Figure 8.2a, together with the relative frequencies of cr under a
probability model assuming independence, h. The greatest difference between these histograms occurs in
the f1/h1 and f3/h3 components. The relative frequencies f and h for a non-causing action in (b) look
equivalent, indicating independence between the fluent and action.

We select the relations that show the greatest difference between f and h, as measured by the KL-
divergence, thereby adding perceptual causal semantics to the model.

8.4 Pursuit of the Causal Relations

In this section we develop the theoretical framework for the learning theory, formulas of which were pro-
vided in [39]. From the space of all possible relations, ΩCR, we now show how to sequentially select cr and
build a joint probability model incorporating them.

The video clips, vi, are assumed to be drawn from an unknown distribution of perceptual causality,
f(v). We incrementally build a series of models approximating f

p0(v)→ p1(v)→ . . .→ p(v)→ p+(v)→ . . .→ pk(v) ≈ f(v), (8.5)

where each new model incorporates a new causal relation as illustrated in Figure 8.3. We use an information
projection approach (see, e.g., [22]).
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Figure 8.2: Relative frequencies of cr for the observations is shown on the left of each pair, and for the
model of independence on the right.
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Figure 8.3: The perceptual causal structure is incrementally constructed. Here, the action is flipping the
light switch, which can turn the light on or off.

Shown in the first panel of Figure 8.3, learning initializes by independently considering action and fluent
distributions, pA and p∆F , respectively:

p0(v) = pA(v)p∆F (v). (8.6)

In this paper, we initialize pA(v) with the proportion of clips, v, that contain action A; similarly for p∆F .
In a single iteration, we fix the previous model, p, and augment to a new model, p+. Under the informa-

tion projection framework, learning proceeds in two steps. In the first step, we select the causal relation to
add to the model by maximizing the KL-divergence between p+ and p, also known as the information gain.
In step two, we fit the selected causal relation to the data by minimizing the KL-divergence between p+ and
p.

Any model over the video clips that considers fluent changes independently from causing actions, such
as p0, will fail to match f on true causal relations. However, given a selected relation, the latter step requires
that the new model match the observed data on the newly selected causal relation

Ep+ [cr+] = Ef [cr+] ≈ f . (8.7)

The probability distribution with minimum KL-divergence, KL(p+||p), subject to that constraint is

p+(v) =
1

z+
p(v) exp

(
−〈λ+, cr+〉(v)

)
(8.8)

where λ+ = (λ0, λ1, λ2, λ3) is a scalar vector corresponding to the components of cr+(v) = (c0(v), c1(v), c2(v), c3(v))
shown in Table 8.3.1 and described in Section 8.3.1 and z+ is a normalizing constant. When p0 is uniform,
this procedure yields the maximum entropy distribution.
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8.4.1 Fitting the Causal Relation

Unlike in other information projection applications to vision (e.g., [95] [158]), λ+ can be computed analyt-
ically thanks to the binary nature of the causal relation:

Proposition 2. To add the causal relation cr+ to the model in Equation 8.8, the parameters are given by:

λi = log

[
hi
h0
· f0

fi

]
(8.9)

for i = 0, . . . , 3, where hi and fi are as found in Table 8.2.

of Prop. 2. Consider adding a single causal relation to the probability distribution, p(v) = 1
Z exp(−E(v)).

This gives a new probability distribution

p+(v) =
1

z+
p(v) exp (−〈λ+, cr+(v)〉) . (8.10)

Since
∑3

i=0 ci = 1, there is 1 degree of freedom in λ+; without loss of generality, set λ0 = 0.
From the observed data, the expected value under the true distribution, f , is best estimated by the

quantity from the data,
Ef (ci(v)) = fi. (8.11)

Further, Ep(ci(v)) = hi.

Ep+(v)(ci(v)) =

∫
p+(v)ci(v)dv (8.12)

=

∫
1

z+
p(v) exp(−〈λ+, cr+(v)〉)ci(v)dv (8.13)

= Ep

(
1

z+
exp(−〈λ+, cr+(v)〉)ci(v)

)
(8.14)

=
1

z+
hi exp(−λi) (8.15)

The last equation holds because only one of the ci(v) will be nonzero at a time.
Equating the matched statistics,

fi =
1

z+
hi exp(−λi). (8.16)

Since λ0 = 0, f0 = h0
z+

, or

z+ =
h0

f0
. (8.17)

Hence,

λi = log

[
hi
h0
· f0

fi

]
. (8.18)

Intuitively, the hi/h0 component “undoes” the independent consideration under the current model, and
the f0/fi component inserts the new information joining the action and fluent change.

In experiments, p0(v) is defined over a finite set, and h is computable.

250



8.4.2 Pursuing Causal Relations by Information Projection

While Proposition 2 provides a formula to add a causal relation to a model, the best causal relation, cr+, is
selected at each step through a greedy pursuit which leads to the maximum reduction of the KL divergence
[95], [158]:

cr+ = arg max cr (KL(f ||p)−KL(f ||p+)) . (8.19)

Equivalently, cr+ is added to maximize the information gain:

cr+ = arg max crIG+ := arg max crKL(p+||p) ≥ 0, (8.20)

moving the model closer to the true distribution f with each new causal relation.
An analytic formula provides the best causal relation:

Proposition 3. The next best relation, cr+, to add to the model is given by

cr+ = arg max crKL(p+||p) = arg max crKL(f ||h) (8.21)

where f and h are as found in Section 8.3.3.

A proof of this proposition can be found in the Section ??.

of Prop. 3.

KL(p+||p) =

∫
p+(v) log

p+(v)

p(v)
dv (8.22)

=

∫
p+(v) log

(
1

z+
exp(−〈λ+, cr+(v)〉)

)
dv (8.23)

=

∫
p+(v) log

1

z+
dv −

∫
p+(v)(〈λ+, cr+(v)〉)dv (8.24)

= log
1

z+
− Ep+(〈λ+, cr+(v)〉) (8.25)

= log
1

z+
− Ef (〈λ+, cr+(v)〉) (8.26)

= log
1

z+
− 〈λ+, f〉. (8.27)

Applying the formula for λi,

λifi = fi log

[
hi
h0
· f0

fi

]
(8.28)

= fi log
f0

h0
+ fi log

hi
fi
. (8.29)

Continuing from Equation 8.27 and substituting Equations 8.17 and 8.29,

KL(p+||p) = log
f0

h0
−

3∑
i=0

(
fi log

f0

h0
+ fi log

hi
fi

)
(8.30)

= (1− f1 − f2 − f3) log
f0

h0
+

3∑
i=1

fi log
fi
hi

(8.31)
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= f0 log
f0

h0
+

3∑
i=1

fi log
fi
hi

(8.32)

= KL(f ||h). (8.33)

Therefore, in order to determine which causal relation is best to add to the model, we calculate the KL-
divergence between the current model and the data for each potential causal relation, selecting the one that
maximizes the information gain.

Once the relation is selected, perceptual causal arrows can be assigned between A and ∆F according to
Heuristic 1 as shown in Figure 8.3.

Algorithm 15 summarizes Propositions 2 and 3.

Algorithm 15: Learning the causal relations.
Input : Action and fluent change detections from the video, τ(tA, tF ) and τmax

Output : Probability distribution over a learned structure of perceptual causality

1 Create video clips according to τ and τmax;
2 Tally observations;
3 Initialize model estimates (e.g., with proportions of action/fluent change occurrence);
4 repeat
5 foreach candidate causal relation do
6 Compute its information gain by Proposition 3;

7 Select cr that maximizes information gain;
8 Calculate λ+ by Proposition 2;
9 Update model estimates using λ+;

10 until information gain is smaller than a threshold;

8.4.3 Precise Selection of cr When Actions are Hierarchical

In recent computer vision literature, human actions are organized into hierarchical representations, such as
stochastic event grammar [61] or the Temporal And-Or Graph [93]. In such representations, actions can be
decomposed into sub-actions (where all parts compose the action) and alternative actions. The Temporal
And-Or Graph represents these as And-nodes and Or-nodes, respectively.

As instances of a parent and its children often compete, our learning method must have the precision to
select the correct node as the cause of the fluent change. Fortunately, as the information gain for each action
node in the action hierarchy is tested, these parent/child interactions are automatically taken into account.

We first consider a parent action, A, that is a choice between two children, A1 or A2, as shown with the
Or-node on the left of Figure 8.4. Intuitively, if A1 is a cause, but not A2, then A1 will exhibit the strongest
relationship with the fluent change. A will have the second highest, as some of the time it is activated when
A1 occurs and some of the time it is activated when A2 occurs.

For a cause, the information gain is dominated by the f3 log f3/h3 contribution. Let fA, fA1 , and fA2

be f3 from Table 8.2 for A, A1, and A2, respectively. Further, let β be the Or-probability of selecting A1. In
this case,

fA = β · fA1 + (1− β) · fA2 , (8.34)

and therefore,
min(fA1 , fA2) ≤ fA ≤ max(fA1 , fA2). (8.35)
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Figure 8.4: Graphical demonstration for when our algorithm encounters an Or-node or an And-node in the
action hierarchy. When encountering an Or-node, where action A is identified through one of the child
actions A1 or A2 with prior probability of A1 of β, the pursuit process prefers the child node showing the
strongest causal relation. For an And-node, where the action A is identified as a composition of A1 and A2,
the parent is preferred.

Further, let hA, hA1 , and hA2 be defined similarly. Since A happens if A1 or A2 happen, hA > hA1 .
Finally, if h3 < f3 as is the case on a distribution considering A and ∆F independently, then

hA1 < hA < fA ≤ fA1 , (8.36)

and the contribution on the information gain for A1 will be larger than for A. In the case of an Or-node, the
causing child node will be selected over the parent under pursuit by information gain.

Next, let A be a parent that groups its children A1 and A2 as in the right side of Figure 8.4. In this case,
A happens if both children A1 and A2 happen and so hA < hA1 and

fA = fA1 + fA2 − fA1fA2 . (8.37)

It follows that
fA ≥ fA1 , fA2 (8.38)

and
hA < hA1 < fA1 ≤ fA. (8.39)

Therefore, for an And-node where both children must happen in order for the parent node to happen, our
method selects the parent node.

8.5 The Causal And-Or Graph

The And-Or structure that is used to represent actions was first introduced to computer vision for represent-
ing compositional concepts defined by grammar [156], and it can be used to collect the perceived causal
relations. An example of the Causal And-Or Graph for a fluent value [39] is shown in Figure 8.5. Nodes
are hierarchically defined: And-nodes activate if all their children activate, while Or-nodes activate if any of
their children activate.

The Causal And-Or Graph provides a detangled view of the causal structure, separating the causes. Or-
nodes represent fluent values, whose children are the alternate causes for that fluent value. For example,
∆F as an Or-node could be caused by any of the alternative causes A1, A2, and A3:

∆F ← A0 ∨A1 ∨A2. (8.40)
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Figure 8.5: The Causal And-Or Graph (left) and a parse graph (right). Each causing action node shows an
action from a high level of the hierarchy. Arrows point from these actions (causes) to the fluent (effect).
Children of And-nodes are grouped by arcs. A0 represents non-action, causing a fluent to maintain status.

Arrows point from causes to effects. These Or-nodes represent a choice in the causing condition. Here,
actions cause fluent values to change. Similarly, non-actions (shown in Figure 8.5 with A0) maintain a
fluent’s value.

Action recognition, while beyond the scope of this paper, works by detecting spatio-temporal relation-
ships in the video (e.g., detecting computer use through relative positions of skeleton joints and proximity
to the computer [137]). These spatio-temporal relationships are really compositions of fluents (as ambient
conditions or as the visual decomposition of actions). In the Causal And-Or Graph, these compositions are
represented with And-nodes, e.g.,

A2 := f1 ∧ f2 (8.41)

where := represents definition.

The Causal And-Or Graph provides a hierarchical, computationally efficient decomposition that is useful
in computer vision for detections. A selection on the Or-nodes provides parse graphs (pg) from the grammar
and represents simpler causal explanations; an example of which is shown in the left side of Figure 8.5. This
parse graph provides the causal explanation for the video clip: the door is open because an agent unlocked
and pulled. These untangled networks allow faster inference.

Further, the Or-nodes encode prior information on the different causes. (This is different from Bayesian
structural equation modeling, which places a prior over the parameters [112].) Humans have an intuitive
understanding of causation that they use to answer questions amid missing or hidden information. Without
seeing what happened or knowing what the circumstances are in the room, they can answer: Why is the door
closed? (Because no one opened it.) Why did the light turn on? (Because someone toggled the switch.) A
prior on causality is important for computer vision as it enables guesses on the particular causal relationship
(both the cause and effect together) in play when only partial information is available and thus can fill in
detections.

Note that the learned Causal And-Or Graph depends on both the pre-specified fluents of interest and the
action recognition hierarchy used. For example, here we learned the joint actions of unlock and push open
the door. This could more accurately be represented by changing the lock’s fluent, coupled with the pushing
action. Regardless, the learning method still produces a graph structure that is useful.
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8.5.1 The Probability Model on the Causal And-Or Graph

The Causal And-Or Graph is a graphical representation of the joint probability distribution learned in Sec-
tion 8.4, conditioned on the fluent value. This natural probability distribution over the Causal And-Or Graph
provides the prior on causality.

More concretely, probability is defined over the parse graphs, pg, in the Causal And-Or Graph, and is
formed by conditioning on the fluent value in the jointly pursued model:

pC(pg) = p(pg|F ) ∝ exp (−EC(pg)) (8.42)

where

EC(pg) = E0(pg) +
∑

a∈CR(pg)

λa(w(a)). (8.43)

E0(pg) is the energy from the model p0 in Equation 8.6, limited to the actions and fluents relevant to the
included causal relations. CR(pg) is the set of all non-empty, causal relations included in the parse graph
(Or-nodes). w(a) is the choice of causing action a (the selection of the child from the Or-node). λa comes
from Equation 2 and represents the switch probability on the Or-nodes for cra, providing a measure for how
frequently an action causes the fluent status.

This prior on causality allows common knowledge to overcome ambiguous or missing spatio-temporal
detections. When this prior distribution over the parse graphs is combined with a likelihood model, MAP
inference provides instances of perceptual causality in video.

This probability on the Causal And-Or Graph can be thought of as a scoring mechanism for detection
purposes. In particular, detections of fluents and actions contribute to the score, and the prior on causality
contributes a favorable amount to the score if the actions and fluents detected are linked.

8.6 C-AoG Inference and Reasoning

In this section, we focus on the inference and reasoning process on the Causal And-Or Graph (C-AOG).
This was first done by formulating the C-AOG as a probabilistic model representing actions and their effects
on objects over time. With this probabilistic model over state-action sequences, inference algorithms like
Viterbi algorithm can be applied over the probabilistic detections from video to finish causal reasoning tasks
like filling in hidden and misdetected actions and statuses.

Following daily observations, object fluents are connected to actions as preconditions or triggers (e.g.,
an empty cup gets filled by a thirsty person) or as effects (e.g., using the mouse or keyboard turns the monitor
on). Because of limitations on visibility and detectability, the values of these fluents are often hidden (e.g.,
the fill-level of a cup). Changes in fluent value may be caused by human action (e.g., a light turns on when
a person flips the switch) or by an internal mechanism (e.g., a screensaver activates on a monitor). Non-
changes are explained by inaction (e.g., a light that is on stays on until it’s turned off) or by maintaining
action (e.g., continued computer use keeps the monitor awake). Actions can be detectable (e.g., using a
computer) or hard to detect (e.g., making a phone call). Some actions are even defined by their causal
effects: a “blowing” action is not detectable, but can be reasoned from the expanding balloon.

Connecting triggering conditions to actions and effects, Figure 8.6 shows an inference possible by long-
term reasoning. Seeing a man raise a phone to his head, we can infer he’s talking to someone on the phone,
perhaps because it rang. The man moved the mouse to wake the monitor, his thirst motivated him to fill the
cup and drink, and he threw something away. Without seeing the person flipping a light switch (the switch
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Figure 8.6: Example causal inference. Over time, observed actions are used to infer values of hidden fluents,
and values of observed fluents are similarly used to infer hidden actions.

is not detectable), we still reason that he performed that action based on the observed effect. By the end of
the clip, we might infer that the monitor is inactive.

Compared with the C-AOG concepts we previously discussed, we need special focus on the continuity
of time when applying it into a real-world problem. We can formalize the causal transition of a given video
as follows. Given a short video sequence, V [t− δ, t], the C-AOG represents causal explanations for fluents
at time t where causing actions occur within the δ time window (e.g. , modeling that using the keyboard
causes the monitor to display and the light remains on at t, as shown with thick red in Figure 8.7).
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Figure 8.7: A C-AOG for an office at time t. Fluent values are consequences of their children. Arcs connect
children of And-nodes. A single selection at the Or-nodes (red, bold lines here) provides a parse graph,
explaining the current instance of time. Terminal leaf nodes ground the C-AOG on video, linking input
from detected features. Step functions indicate types of fluent changes: step up for turning “on”, step down
for “off”.

Also as we previously discussed, we use Or-nodes to represent alternate means of causation (e.g. , a
monitor can be woken by someone using a mouse or a keyboard), And-nodes to group sub-actions and
conditions (e.g. , the sub-actions used to detect “use keyboard”) and Terminal nodes to represent low-level
features for detecting actions and fluent changes in video. Horizontal links connect nodes with temporal
relationships (e.g. , a person nears the computer before using it). Arrows point from causes to effects.

A parse graph (pg) is from the C-AOG is therefore formed by making a selection at each Or-node (e.g.
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, the thicker, red lines in Figure 8.7) and captures the causal reason that the fluent changed value at time t.
The best parse graph at t is given by selecting the best children according to the posterior probability

P (pgt|V [t− δ, t]) ∝ P (pgt; Θ)
∏

l∈L(pgt)

P (l|pgt) (8.44)

where L(pg) is the set of terminal leaf nodes included in pg. Here P (pg; Θ) defines a prior on causality,
indicating a level of prior belief for the current fluent value and why the fluent took that value. Both the
prior and the likelihood term could be represented by a energy-based model we discussed in the previous
chapters using different energy terms for nodes in AOG. Here we quickly go over the energy based model
formulation for AOG.

Let’s assume that P (pg; Θ) ∝ exp(−E(pg)), where E(pg) is recursively propagated to the top-level
nodes in the C-AOG by the following rules:

Or-nodes The energy of an Or-node, O, can be derived as

E(O) = max
v∈ch(O)

(E(v) + 〈Θv, λv〉)

where ch(O) represents the children of Or-node O. Θv indicates how likely each child is of causing the
parent, and λv indicates which child is selected. 〈Θv, λv〉 returns the prior probability of selecting that
particular child. Θv can be learned by MLE, giving the proportion of training examples that included child
λv. The learned Θv favors the status quo, i.e. , that the fluent maintained status a priori.

And-nodes The energy of an And-node, A, with children ch(A) passes probabilities from all children up
to the top node, and is given by

E(A) =
∑

v∈ch(A)

E(v|A).

Temporal relations Top-level actions are detected as triads of sub-actions, with each allowing a variable
number of pose detections. Relations preserve the temporal order of sub-actions. For relation R across
nodes ṽ = vi1 , . . . , vik , E(R) = ψṽ(ṽ),.

Leaf nodes Terminal leaf nodes anchor the C-AOG to features extracted from video. The fluent energies,
E(lF |F ), and the action energies, E(lA|A) are calculated from the detected features, trained separately with
machine learning approaches. Treated independently, E(lA|A) and E(lF |F ) sum to provide E(l|pg). E(A)
and E(O) recursively compute energies for all included nodes. Decomposing the recursion,

E(pgt|V [t− δ, t]) =
∑

lF∈LF (pg)

E(lF |F ) +
∑

lA∈LA(pg)

E(lA|A) +
∑
ṽ∈R

ψṽ(ṽ) +
∑

v∈O(pg)

〈Θv, λv〉 , (8.45)

where LF (pg), LA(pg), R(pg), and O(pg) are the sets of included fluent leaves, action leaves, relations,
and Or-nodes, respectively.

Detections of actions and fluents are jointly considered for pg where temporal spacing between the two is
within a latent time, δ, which can be pre-learned by optimizing the hit rate as latency increases. Latent time
between flipping a switch and the light turning on is kept near instantaneous, whereas latent time between
pushing an elevator call button and the elevator’s arrival affords more leniency.
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8.6.1 Reasoning over Time

Over time, a fluent takes a sequence of values (F1, . . . , Fn) and a series of actions (A1, . . . , Ak) are per-
formed. The C-AOG models causal relationships as the fluent value transitions from Ft−1 to Ft. In this
section, we bind the C-AOGs sequentially to model a sequence of parse graphs, PG = (pg1, . . . , pgn),
explaining a longer video. Greedily connecting the pg yields two concerns: (1) Subsequent parse graphs
must be consistent, and (2) The process is non-Markovian.

When reasoning over time, we have the constraint that subsequent states should be consistent. Using
our notation, this is to say that subsequent pgt−1 and pgt from PG both contain the fluent value at t − 1.
Combining the parse graphs pgt and pgt−1 shown in Figure 8.8 requires pg′ to maintain consistency—the
final value of the former must match the incoming value of the latter. For example, multiple detections of
flipping a light switch cannot all cause the light to turn on unless the light is turned off between them. The
following state transition probability enforces consistency between subsequent parse graphs:

P (pgt|pgt−1) =

{
0, if pgt−1, pgt inconsistent
1, otherwise.

(8.46)

pgt−1 OFF,OFF( ) pgt ON,OFF( )

'τ

( )ONOFFpg ,' Change 
Points 

t t – 1  

*Inconsistent  

*Inconsistent  
Off Off 

Off On 

Figure 8.8: Inconsistent state transition.

Next, we also have the necessity to model non-markovian transitions where actions happened long be-
fore will affect the current state. For example, fluents of the computer monitor are non-Markovian: rather
than following an exponential fall-off, the screensaver activates after a set amount of time (usually 5 minute
increments), following a predictable distribution such as shown in Figure 8.9. Further, while a Markov pro-
cess can insert the hidden trigger “thirst” between two subsequent observations of “drink”, it has difficulty
consistently matching human estimates as to where the insertion should go.

Screensaver On 
PD τ | F( )

Agent Not 
Thirsty 

τ

Exponential  
Falloff 

PD τ | F( )

ττ

Figure 8.9: Fluent durations.

To have this elements in our model, we need to model the duration for which a given fluent maintains
a particular value so that we can have time modeled to capture these properties and satisfy the constraints.
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An intuitive way of modeling is through a probability, P (τ |F ), which captures the duration information
of fluent values. And if we assume subsequent durations are independent, given the fluent value. P (τ |F )
can be approximated with step functions, discretizing the probability model. The models for P (τ |F ) can
be directly coded (e.g. , screensaver) where commonsense knowledge is available. If not, we can also use
real-world data to learn this probability by MLE and feed in the inference engine.

To incorporate duration as well as causal transition when reasoning over time, we introduce the hidden
semi-Markov model for inferencing sequential parse graphs.

PG1

τ1

L1

PG2 PG3

τ2 τ3

L2 L3

Figure 8.10: Hidden semi-Markov model.

A hidden semi-Markov model [83] can accommodate the non-Markovian duration terms while enforcing
consistency. The graphical model shown in Figure 8.10 captures our assumed dependencies. In this model,
PGt from the C-AOG is repeated for a duration of τt. Lt represents the sequence of observed fluents and
actions under PGt. The following conditional probability distributions govern the state transitions as well
as handle a counter for the duration:

P (PGt = pg|PGt−1 = pg′, τt−1 = d)

=

{
1(pg, pg′), if d > 0 (remain in same state)
P (pg|pg′), if d = 0 (transition per Eq. 8.46).

(8.47)

P (τt = d′|PGt = pg)

=

{
1(d′, d− 1), if d > 0 (decrement)
P (τ |F ), if d = 0 (per Sec. ??).

(8.48)

d and d′ count down the duration, and 1 is the Dirac delta function. The optimal sequence explaining
the video is given by

PG∗, τ̃∗ = argmax
PG,τ̃

P (PG, τ̃ |V ), (8.49)

where τ̃ = (τ1, . . . , τn) represents the durations corresponding to elements of PG. To calculate PG∗ and
τ̃∗, we run a Viterbi algorithm with equations

Vt(pg, τ) (8.50)

, maxpg′,τ ′

P
PGt = pg, τt = τ,

PGt−1 = pg′, τt−1 = τ ′,

L1:t = l1:t


 (8.51)

=P (lt−τ+1:t|pg)

max
pg′,τ ′

P (pg|pg′)P (τ |F )Vt−τ (pg′, τ ′). (8.52)
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Figure 8.11: Human poses and depth images (before and after a fluent change) for actions as captured by
the Kinect, together with sample frames.

By defining Vt(pg) , maxτ Vt(pg, τ), we can separate the maximization over τ from the state space:

Vt(pg) = max
τ

[
P (lt−τ+1:t|pg)P (τ |F )

max
pg′

P
(
pg|pg′

)
Vt−τ (pg′)

]
. (8.53)

Derivations are provided in the supplemental materials. By precomputing P (lt−τ+1:t|pg) , the complexity
is O(T · |PG|2 · |τ |) where |τ | is the maximum duration considered. This model can be approximated by an
HMM with the addition of more nodes, increasing complexity.

To reduce complexity, we index t over detected change points (time points with either a fluent change
or action detection). In order to accommodate this simplification, we assume at most one missed fluent
change occurred between them. In particular, we consider it possible that a light gets turned off between
two detections of turning on, but we ignore the chance that there would be multiple missed detections of
on/off. If pgt−1 and pgt are inconsistent, we try to optimally insert a new change point, t′ ∈ (t − 1, t) as
shown in Figure 8.8, interpreting the inconsistency as missed information. P (τ |F ) informs where to insert
this change.

In general, all instances between these change points are best explained by the non-action causal parse
graph: the fluent maintains status because no change-inducing action occurred. By jointly optimizing the
parse graphs over time, we avoid early decisions, allowing new information to revise previous conflicts.

8.6.2 Evaluating the Inference Model

From a computer vision perspective, evaluating models’ performance on causal recognition is hard, es-
pecially for most of the current datasets which are defined for short-term action recognition purposes.
Therefore, to test the models, we need to have a special focus on the dataset contents aside from the 3D
representations for environments as shown in 8.11. For example, we need to design specifically for the ob-
ject categories, fluent values and also the preconditions (causing actions) like what was done in the dataset
proposed by [?], shown in 8.3:

Unlike the previous activity recognition datasets, a causality dataset showcases cause and effect rela-
tionships between actions and object responses/fluent changes. With special focus on the causal inference,
we might even need to add more complexity to the actions performed. In this case, the activities are placed
among human-centric causal contexts; the included fluents reflect a cross-section of those that are detectable
(e.g. , the light is on or off), confusable (e.g. , the refrigerator door fluent is confused with the office door
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Table 8.3: Dataset Included Action/Fluent Relationships

Object Fluent Values Causing Actions nScenes nClips nFrames

door open/closed open door, close
door

4 50 10611

light on/off turn light on/off 4 34 16631
screen on/off use computer 4 179 56632
phone active/off use phone 5 68 30847
cup more/less/same fill cup, drink 3 48 16564
thirst thirsty/not drink 3 48 16564
waterstream on/off fill cup 3 40 14061
trash more/less/same throw trash out 4 11 2586
microwave open/closed,

running/not
open door, close
door
turn on

1 3 4245

balloon full/empty blow up balloon 1 3 664
fridge open/closed open door, close

door
1 2 2751

blackboard written on/clear write on board, erase 1 2 5205
faucet on/off turn faucet on/off 1 2 3013

fluent), and inferable (e.g. , that the waterstream is on is inferred when the filling cup action is detected); the
actions could be ambiguous or occluded that cause confusion if not conducting long-term reasoning.

With the subjectiveness when annotating the occluded world-state transitions, we can not have a one-
pass annotation for all the fluent values or actions. Instead, when annotating such a dataset, annotators
should provide an estimation of the state over a scale instead of a fixed label (e.g. , Did the human dispense
water to the cup? Is the cup more full, less full, or the same as in the previous clip? Is the human thirsty?)
and iteratively update their belief. In tuitively, the responses by annotators are various, producing a higher
number of distinct annotations for ambiguous (occluded) scenes than for “detectable” ones, shown in Fig-
ure 8.13. When asked for the monitor’s status, humans produced the probabilities shown in the heat maps
at the bottom of Figure 8.13. The computer screen is not visible, and humans (generally and specifically)
exhibited large variability in examining hidden values. While they all agreed that the actor in this case was
using the computer, they lacked a consensus as to whether the screen was on or off or transitioning between
the two. Each distinct response provides a different interpretation for the events in the scene (such as the
two ways to interpret the Necker cube). Therefore, instead of using a single label for each frame, we need to
accept possible ground truth (i.e. , a valid interpretation of the scene) and preserve all valid interpretations
from the annotators.

In this way, we can evaluate a causal inference model with the data and annotations discussed previ-
ously. Here, we show an example on the bottom-up fluent and action detections (results of the inference)
in Figure 8.12. As we can see, the results are improved (and clarified) by applying the sequential C-AOG
developed in this paper, having more clear boundaries on the transition of the world states and actions,
even with action detectors (second and third plots) that use only pose to detect open/close actions, without
distinguishing objects.

Figure 8.13 shows another result from detectors and the sequential C-AOG for light and screen fluents.
The fluent detectors erroneously detect multiple light and monitor changes as the light turns on (once) and
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Figure 8.12: Microwave. Results from fluent and action detectors, superimposed with causal reasoning
results. Step functions mark fluent changes–up for turning on, down for turning off.

the camera adjusts; the sequential C-AOG mostly corrects these.

8.7 Discussion

As mentioned in Section 8.2.2, the Causal And-Or graph provides a qualitative view of the causal structure
between events and actions. The Or-nodes speak to disjunctive logic operator in a causal structural model,
whereas the And-nodes specify the conjunctive logic operator. The door opening example in Section ?? il-
lustrates these properties. That is, the Or-nodes in in Figure 8.5 represent possible fluent values and describe
the alternative causes for the fluent value, which could be built out of atomic propositions and disjunctive
logical operators in causal structural equations. Similarly, the And-nodes in Figure 8.5, specify the compo-
sition of actions that leads to fluent changes, could be represented by propositions and conjunctive operators
in the structural equations.

As mentioned in Section 8.2.2, the Causal And-Or graph provides a qualitative view of the causal struc-
ture between events and actions. The Or-nodes speak to disjunctive logic operator in a causal structural
model, whereas the And-nodes specify the conjunctive logic operator. The door opening example in Sec-
tion ?? illustrates these properties. That is, the Or-nodes in in Figure 8.5 represent possible fluent values
and describe the alternative causes for the fluent value, which could be built out of atomic propositions and
disjunctive logical operators in causal structural equations. Similarly, the And-nodes in Figure 8.5, specify
the composition of actions that leads to fluent changes, could be represented by propositions and conjunctive
operators in the structural equations.

The Causal And-Or graph in Section ?? tells us qualitative information about which variables (action
nodes and fluent nodes) depend upon which others on a symbolic level, but it does not gives us what is the
quantitative functional form of the dependence. In the door opening example, it tells us how actions (push,
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Figure 8.13: Screen and light fluents with human answers. The dashed line separates the two query points
for humans. Human responses varied widely (e.g. , Human 1 was certain that the monitor changed from
off to on at the second query point, human 3 thought that the screen remained off, and human 4 thought the
screen was on).

pull, unlock, etc.) may change the fluent of the door (Open or Closed). Every time an action is detected
in the video frames, the fluent of the door will be updated according to the Causal And-Or graph. However,
it fails to tell to what extent an action is able to change the fluent, for example, how much force is adequate
to open the door. Considering a man cracking a walnut, as shown in Figure 8.14, with different force exerted
the walnut may be cracked, smashed, or even remains uncracked if the exerted force is too little to crack the
walnut. The question here is that how much force, pressure, or other related physical quantities is adequate
to enable a fluent change from one to another (otherwise remains the same fluent), which drive us move to
a quantitative causal structural equation for future.
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Figure 8.14: The fluent space is partitioned into three subsets which represent uncracked, cracked, and
smashed respectively (from left to right). Each element in the same subset could be quantitatively different,
but they are qualitatively the same. For example, there are infinite types of cracked walnut (quantitatively
different), but they are all cracked (qualitatively the same). The blue line represents a fluent change. For
example, the line from f0 to f2 indicates a walnut from uncracked to cracked.
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9

Joint Parsing

In this chapter, we present how to seamlessly integrate the aforementioned AoG graph, e.g., Spatial, Tem-
poral, and Causal And-Or Graph (STC-AoG), to jointly parse the given scene. Joint parsing is essential for
robust vision, going beyond visual recognition to scene understanding under numerous real-life scenarios
since the reasoning captures information from multiple sources in long-range spatial, temporal, and causal
contexts in the joint inference process. We start by discussing the motivations and benefits of joint pars-
ing and presenting the joint parsing of complex 3D scene understanding. Then we go from view centered
parsing to scene centered parsing to show comprehensive examples on space and time inference for vari-
ous computer vision tasks such as the cross-view person recognition and cross-view person tracking. We
also show some applications in the intersection of natural language and computer vision like Visual Ques-
tion Answering(VQA). Finally, we will make some extension on "Dark Matter" in joint inference, namely
Functionality, Physics, Intention, Causality, and Value (FPICV).

9.1 Introduction

The classic definition of computer vision proposed by the pioneer David Marr is to look at “what” is “where.”
Here, “what” refers to object recognition (object vision), and “where” denotes three-dimensional (3D) re-
construction and object localization (spatial vision). Over the past several years, progress has been made
in object detection and localization with the rapid advancement of deep neural networks (DNNs), fueled
by hardware accelerations and the availability of massive sets of labeled data to learn feedforward features.
However, we are still far from solving computer vision or real machine intelligence; the inference and rea-
soning abilities of current computer vision systems are narrow and highly specialized, require large sets of
labeled training data designed for special tasks.

On the other hand, psychological studies have shown that human visual experience is much richer than
“what” and “where.” As early as infancy, humans quickly and efficiently perceive causal relationships (e.g.,
perceiving that object A launches object B), agents and intentions (e.g., understanding that one entity is
chasing another), and the consequences of physical forces (e.g., predicting that a precarious stack of rocks is
about to fall in a particular direction). Such physical and social concepts can be perceived from both media
as rich as videos and much sparser visual inputs. To enable an artificial agent with similar capabilities,
we call for joint reasoning algorithms on a joint representation that integrates (i) the “visible” traditional
recognition and categorization of objects, scenes, actions, events, and so forth; and (ii) the “dark” higher
level concepts of fluent, causality, physics, functionality, affordance, intentions/goals, utility, and so forth.

Fig. 9.1 shows an example of the human-like understanding of a scene that requires a joint understanding
of various tasks and sub-problems. However, current DNN methods require a huge amount of data for a
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Figure 9.1: An example of the human-like understanding of a scene. From a single image, a computer vision
system should be able to jointly (i) reconstruct the 3D scene, (ii) estimate camera parameters, materials, and
illumination, (iii) parse the scene hierarchically with attributes, fluents, and relationships, (iv) reason about
the intentions and beliefs of agents (e.g. , the human and dog in this example), (v) predict their actions
in time, and (vi) recover invisible elements such as water, latent object states, etc. . We, as humans,
can effortlessly (i) predict that water is about to come out of the kettle, (ii) reason that the intent behind
putting the ketchup bottle upside down is to utilize gravity for easy use, and (iii) see that there is a glass
table, hard-to-detect with existing computer vision methods, under the dog; without seeing the glass table,
parsing results would violate the laws of physics, as the dog would appear to be floating in midair. These
perceptions can only be achieved by reasoning about unobservable factors in the scene not represented by
pixels, requiring us to build an AI system with human-like core knowledge and common sense, which are
largely missing from current computer vision research.
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Figure 9.2: An example of spatial, temporal and causal inference based on joint parsing.

single task while neglecting the intertwined relations between the sub-problems. They also fail in numerous
conditions such as uncanonical views, unusual poses and scales, occlusion and illumination, etc.

Joint parsing/inference serves as a tool to solve the aforementioned problems. Specifically, we represent
the entities, relations, scenes, and events with Spatial-Temporal-Causal parse graph (STC-PG), which is an
instantiation of the previously introduced STC-AOG. In a STC-PG, each node can be inferred from many
sources or visual pathways, which brings in inference from long-range spatial, temporal, and causal context.
As shown in Fig. 9.2, according to the obtained spatial PG, temporal& causal PG, and grammar PG, we (i)
perform spatial parse to represent the person and objects inside the given video, (ii) conduct the temporal
and causal parse to understand the behavior of the person with uncertainty, and (iii) use the text parser
to generate text descriptions about the ongoing joint parsing process simultaneously. Moreover, we also
employ the natural language query techniques to further explain the joint parsing process by answering the
user query, as illustrated in Fig. 9.3. The core of joint inference is to leverage the coupled tasks and data from
multiple sources to simulate the human reasoning process, which shadows the light to high-level cognitive
reasoning with multiple tasks and limited data.

One drawback of modelling more and more complex system is the difficulties in optimization for the
"best" configuration or parse graph. Since the solution space is often complex and non-differentiable, sam-
pling method is the common approach to solve this problem. In the following sections, we present represen-
tative examples of using joint parsing to solve three challenging vision and language tasks.

9.2 Holistic++ 3D Scene understanding

In this section we introduce how to jointly tackle two tasks: (i) holistic scene parsing and reconstruction—
3D estimations of object bounding boxes, camera pose, and room layout, and (ii) 3D human pose estimation,
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Figure 9.3: An example of natural lanague query (storeline) based on joint parsing.
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Figure 9.4: Jointly recovering a parse graph that represents the scene, including human poses, objects,
camera pose, and room layout, all in 3D. Reasoning human-object interaction (HOI) helps reconstruct the
detailed spatial relations between humans and objects. Physical commonsense (e.g. , physical property,
plausibility, and stability) further refines relations and improves predictions. Reprinted (or modified), with
permission, from (Chen, et al, 2019) [16]

which is a challenging 3D scene understanding problem from a single RGB image. The intuition behind is
to leverage the coupled nature of the two tasks by exploiting two critical and essential connections between
these two tasks: (i) human-object interaction (HOI) to model the fine-grained relations between human
agents and objects in the scene, and (ii) physical commonsense to model the physical plausibility. The
optimal configuration of the 3D scene, represented by a parse graph, is inferred using Markov Chain Monte
Carlo (MCMC), which efficiently traverses through the non-differentiable joint solution space.

9.2.1 Representation

We represent the configuration of an indoor scene by a parse graph pg = (pt, E) as shown in Figure 9.4. It
combines a parse tree pt and contextual relations E among the leaf nodes. Here pt = (V,R) and we denote
V = Vr∪Vm∪Vt the vertex set andR the decomposing rules. The tree has three levels. The first level is the
root node Vr that represents the scene, and the second level Vm has three nodes (objects, human, and room
layout). The third level (terminal nodes Vt) contains child nodes of the second level nodes, representing the
detected instances of the parent node in this scene. E ⊂ Vt × Vt is the set of contextual relations among the
terminal nodes, represented by horizontal links.

Terminal Nodes Vt in pg can be further decomposed as Vt = Vlayout ∪ Vobject ∪ Vhuman:
• The room layout v ∈ Vlayout is represented by a 3D bounding box XL ∈ R3×8 in the world coordinate.

The 3D bounding box is parametrized by the node’s attributes, including its 3D size SL ∈ R3, center
CL ∈ R3, and orientation Rot(θL) ∈ R3×3. See the supplementary for the parametrization of the 3D
bounding box.
• Each 3D object v ∈ Vobject is represented by a 3D bounding box with its semantic label. We keep the

same parameterization of the 3D bounding box as the one for room layout.
• Each human v ∈ Vhuman is represented by 17 3D joints XH ∈ R3×17 with their action labels. These 3D
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joints are parametrized by the pose scale SH ∈ R, pose center (i.e. , hip) CH ∈ R3, local joint position
RelH ∈ R3×17, and pose orientation Rot(θH) ∈ R3×3. Each person is also attributed by a concurrent
action label a, which is a multi-hot vector representing the current actions of this person: one can “sit”
and “drink”, or “walk” and “make phone call” at the same time.

Contextual Relations E contains three types of relations in the sceneE = {Es, Ec, Ehoi}. Specifically:
• Es and Ec denote support relation and physical collision, respectively. These two relations penalize the

physical violations among objects, between objects and layout, and between human and layout, resulting
in a physically plausible and stable prediction.
• Ehoi models HOI and gives us more constraints to reconstruct 3D from 2D. For instance, if a person is

detected as sitting on the chair, we can constrain the relative 3D positions between this person and chair
using a pre-learned spatial relation of “sitting”.

9.2.2 Probabilistic Formulation

The parse graph pg is a comprehensive interpretation of the observed image I . The goal of the holistic++

scene understanding is to infer the optimal parse graph pg∗ given I by a maximum a posteriori (MAP)
estimation:

pg∗ = arg max
pg

p(pg|I) = arg max
pg

p(pg) · p(I|pg)

= arg max
pg

1

Z
exp{−Ephy(pg)− Ehoi(pg)− E(I|pg)},

(9.1)

We model the joint distribution by a Gibbs distribution, where the prior probability of parse graph can be
decomposed into physical prior and HOI prior.

Physical Prior Ephy(pg) represents physical commonsense in a 3D scene. We consider two types of
physical relations among the terminal nodes: support relation Es and collision relation Ec. Therefore, the
energy of physical prior is defined as Ephy(pg) = λsEs(pg) + λcEc(pg), where λs and λc are balancing
factors. Specifically:
• Support Relation Es(pg) defines the energy between the supported object/human and the supporting ob-
ject/layout:

Es(pg) =
∑

(vi,vj)∈Es

Eo(vi, vj) + Eheight(vi, vj), (9.2)

where Eo(vi, vj) = 1− area(vi ∩ vj)/area(vi) is the overlapping ratio in the xy-plane, and Eheight(vi, vj) is
the absolute height difference between the lower surface of the supported object vi and the upper surface of
the supporting object vj . We define Eo(vi, vj) = Eheight(vi, vj) = 0 if the supporting object is floor or wall.
• Physical Collision Ec(pg) denotes the physical violations. We penalize the intersection among human,
objects, and room layout except the objects in HOI and objects that could be a container. The potential
function is defined as:

Ec(pg) =
∑
C(v, Vlayout)

v∈(Vobject∪Vhuman)

+
∑
C(vi, vj)

vi∈Vobject
vj∈Vhuman
(vi,vj)/∈Ehoi

+
∑
C(vi, vj)

vi,vj∈Vobject
vi,vj /∈Vcontainer

, (9.3)

where C() denotes the volume of intersection between entities. Vcontainer denotes the objects that can be a
container, such as a cabinet, desk, and drawer.

Human-object Interaction Prior Ehoi(pg) is defined on the interactions between human and objects:

Ehoi(pg) =
∑

(vi,vj)∈Ehoi

K(vi, vj , avj ), (9.4)
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where vi ∈ Vobject, vj ∈ Vhuman, and K is an HOI function that evaluates the interaction between an object
and a human given the action label a:

K(vi, vj , avj ) = − log l(vi, vj |avj ), (9.5)

where l(vi, vj |avj ) is the likelihood of the relative position between node vi and vj given an action label a,
and λa the balancing factor. We formulate the action detection as a multi-label classification. The likelihood
l(·) models the distance between key joints and the center of the object; e.g. , for “sitting”, it models the
relative spatial relation between the hip and the center of a chair. The likelihood can be learned from 3D
HOI datasets with a multivariate Gaussian distribution (∆x,∆y,∆z) ∼ N3(µ,Σ), where ∆x,∆y, and ∆z
are the relative distances in the directions of three axes.

Likelihood E(I|pg) characterizes the consistency between the observed 2D image and the inferred 3D
result. The projected 2D object bounding boxes and human poses can be computed by projecting the inferred
3D objects and human poses onto a 2D image plane. The likelihood is obtained by comparing the directly
detected 2D bounding boxes and human poses with projected ones from inferred 3D results:

E(I|pg) =
∑

λo
v∈Vobject

·Do(B(v), B′(v)) +
∑

λh
v∈Vhuman

·Dh(Po(v), Po′(v)), (9.6)

where B() and B′() are the bounding boxes of detected and projected 2D objects, Po() and Po′() the
poses of detected and projected 2D humans, Do(·) the intersection-over-union (IoU) between the detected
2D bounding box and the convex hull of the projected 3D bounding box, and Dh(·) the average pixel-wise
Euclidean distance between two 2D poses.

9.2.3 Joint Inference

Given a single RGB image as the input, the goal of joint inference is to find the optimal parse graph that
maximizes the posterior probability p(pg|I). The joint parsing is a four-step process: (i) 3D scene initializa-
tion of the camera pose, room layout, and 3D object bounding boxes, (ii) 3D human pose initialization that
estimates rough 3D human poses in a 3D scene, (iii) concurrent action detection, and (iv) joint inference to
optimize the objects, layout, and human poses in 3D scenes by maximizing the posterior probability.

Initialization

Following [60], we initialize the 3D objects, room layout, and camera pose cooperatively, where the room
layout and objects are parametrized by 3D bounding boxes.

For pose initializtion, we take 2D poses as the input and predict 3D poses in a local 3D coordinate
following [125], where the 2D poses are detected and estimated by [10]. The local 3D coordinate is centered
at the human hip joint, and the z-axis is aligned with the up direction of the world coordinate. To transform
this local 3D pose into the world coordinate, we find the 3D world coordinate v3D ∈ R3 of one visible
2D joint v2D ∈ R2 (e.g. , head) by solving a linear equation with the camera intrinsic parameter K and
estimated camera pose R per the pinhole camera projection model.

Concurrent Action Detection

We formulate the concurrent action detection as a multi-label classification problem to ease the ambiguity in
describing the action. We define a portion of the action labels (e.g. , “eating”, “making phone call”) as the
HOI labels, and the remaining action labels (e.g. , “standing”, “bending”) as general human poses without
HOI. The mixture of HOI actions and non-HOI actions covers most of the daily human actions in indoor
scenes. We manually map each of the HOI action labels to a 3D HOI relation learned from the SHADE
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Algorithm 16: Joint Inference Algorithm

1 Given: Image I , initialized parse graph pginit
2 Phase 1: for Different temperatures do
3 Inference with physical commonsense Ephy but without HOI Ehoi: randomly select from room

layout, objects, and human poses to optimize pg
4 end
5 Phase 2: Match each agent with their interacting objects
6 Phase 3: for Different temperatures do
7 Inference with total energy E , including physical commonsense and HOI: randomly select from

layout, objects, and human poses to optimize pg
8 end
9 Phase 4: Top-down sampling by HOIs

(a) Input (c) Step 30 (d) Step 60 (e) Step 90 (f) Step 120(b) Initialization (g) Final output

Figure 9.5: The optimization process of the scene configuration by simulated annealing MCMC. Each step
is the number of accepted proposal. Reprinted (or modified), with permission, from (Chen, et al, 2019) [16]

dataset, and use the HOI actions as cues to improve the accuracy of 3D reconstruction by integrating it as
prior knowledge in our model. The concurrent action detector takes 2D skeletons as the input and predicts
multiple action labels with a three-layer multi-layer perceptron (MLP).

Inference

Given an initialized parse graph, we use MCMC with simulated annealing to jointly optimize the room
layout, 3D objects, and 3D human poses through the non-differentiable energy space; see algorithm 16 as
a summary. To improve the efficiency of the optimization process, we adopt a scheduling strategy that
divides the optimization process into following four phases with different focuses: (i) Optimize objects,
room layout, and human poses without HOIs. (ii) Assign HOI labels to each human in the scene, and search
the interacting objects of each human. (iii) Optimize objects, room layout, and human poses jointly with
HOIs. (iv) Generate possible miss-detected objects by top-down sampling.

Dynamics. In Phase (i) and (iii), we use distinct MCMC processes. To traverse non-differentiable energy
spaces, we design Markov chain dynamics qo1, q

o
2, q

o
3 for objects, ql1, q

l
2 for room layout, and qh1 , q

h
2 , q

h
3 for

human poses.
• Object Dynamics: Dynamics qo1 adjusts the position of an object, which translates the object center in

one of the three Cartesian coordinate axes or along the depth direction. The depth direction starts from the
camera position and points to the object center. Translation along depth is effective with proper camera pose
initialization. Dynamics qo2 proposes rotation of the object with a specified angle. Dynamics qo3 changes the
scale of the object by expanding or shrinking corner positions of the cuboid with respect to object center.
Each dynamic can diffuse in two directions: each object can translate in the direction of ‘+x’ and ‘−x,’ or
rotate in the direction of clockwise and counterclockwise. To better traverse in energy space, the dynamics
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may propose to move along the gradient descent direction with a probability of 0.95 or the gradient ascent
direction with a probability of 0.05.
•Human Dynamics: Dynamics qh1 proposes to translate 3D human joints along x, y, z, or depth direction.

Dynamics qh2 is designed to rotate the human pose with a certain angle. Dynamics qh3 adjusts the scale of
human poses by a scaling factor on the 3D joints with respect to the pose center.
• Layout Dynamics: Dynamics ql1 translates the wall towards or away from the layout center. Dynamics

ql2 adjusts the floor height, equivalent to change the camera height.

Figure 9.6: Illustration of the top-down sampling process. The object detection module misses the detection
of the bottle held by the person, but our model can still recover the bottle by reasoning HOI. Reprinted (or
modified), with permission, from (Chen, et al, 2019) [16]

Input Initialization(2D) Initialization(3D)3D Ground Truth Result(2D) Result(3D)
(C) Synthetic SUN RGB-D

(A) PiGraphs

(B) Watch-n-Patch

Figure 9.7: Qualitative results of the proposed method. The proposed model improves the initialization
with accurate spatial relations and physical plausibility and demonstrates an outstanding generalization.
Reprinted (or modified), with permission, from (Chen, et al, 2019) [16]

In each sampling iteration, the algorithm proposes a new pg′ from current pg under the proposal prob-
ability of q(pg → pg′|I) by applying one of the above dynamics. The generated proposal is accepted with
respect to an acceptance rate α(·) as in the Metropolis-Hastings algorithm [?]:

α(pg → pg′) = min(1,
q(pg′ → pg) · p(pg′|I)

q(pg → pg′) · p(pg|I)
), (9.7)

A simulated annealing scheme is adopted to obtain pg with high probability.
Top-down sampling. By top-down sampling objects from HOIs, the proposed method can recover the

interacting 3D objects that are too small or novel to be detected by the state-of-the-art 2D object detector.
In Phase (iv), we propose to sample an interacting object from the person if the confidence of HOI is higher
than a threshold. Specifically, we minimize the HOI energy in Equation 9.4 to determine the category and
location of the object; see examples in Figure 9.6.

Some qualitative results are shown in Figure 9.7.
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permission, from (Xu, et al, 2017) [146]
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Figure 9.9: An example of the spatio-temporal seman-
tic parse graph hierarchy in a visual scene captured by
two cameras. Reprinted (or modified), with permis-
sion, from (Qi, et al, 2018) [102]

9.3 From View Centered Parsing to Scene Centered Parsing

In this example, we present a Spatio-temporal Attributed Grammar model for cross-view people tracking in
crowded scenes under wild conditions. Given videos from multiple cameras with overlapping field of view
(FOV), our goal is to parse all human trajectories in the scene into a scene-centered representation which
explicitly encodes various fine-grained attributes of humans in both space and time domains. Our represen-
tation encodes two principles: (i) compositionality, i.e. decomposing an trajectory into sub-trajectories into
boxes, using multiple cues in both 2D and 3D, e.g., ground occupancy consistency, appearance similarity,
motion coherence, which are mutually complementary while tracking people over time; (ii) attribution, i.e.
augmenting each trajectory elements with a set of fine-grained semantic attributes (e.g., activities), or geo-
metric attributes (e.g., facing directions, postures and actions), to enhance cross-view tracklet associations.
The inference of the optimal representation is solved by iteratively grouping tracklets with cluster sampling
and estimating people semantic attributes by dynamic programming.

9.3.1 Representation

We firstr introduce the proposed ST-APG model and augmented attributes.

Spatio-temporal Attributed Parse Graph

Under the multi-view setting, activities in a scene S are captured by multiple different cameras {C1, C2, . . . , Cn}
with overlapping field of view (FOV). Videos from these cameras are synchronized in time. Given such data,
our goal is to discover the trajectories Γ of every person within the scene, that is,

Γ = {Γi : i = 1, ...,K}, (9.8)

where K indicates the total number of people appearing in the scene over a time period.
We follow a default tracking-by-detection pipeline and apply [106] to obtain detected bounding boxes.

After that, we associate them into short trajectory fragments, i.e., tracklets, similar to [59, 135]. Tracklets
are used as the basic units in this paper and can be regarded as a mid-level representation to reduce the
computation complexity, similar to super-pixels/voxels in segmentation. Normally, the duration of a tracklet
is short (less than 300 frames, usually 50-200 frames). The person identity and motion within a tracklet
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usually remain consistent. A tracklet τ consists of a short sequence of object bounding boxes, which can be
denoted as

τ = {(bk, tk) : k = 1, 2, . . . , |τ |}, (9.9)

where bk indicates the bounding box and tk the corresponding frame number. Note that the 3D ground
position is calculated by projecting the foot point of the 2D bounding box onto the world reference frame.
For convenience, we denote the start time and end time of a tracklet by ts and te, respectively.

Given a tracklet set Γ = {τj , j = 1, 2, . . . , N}, we can re-write the scene-center trajectory of a person
Γi as

Γi = { τj : l(τj) = li, j = 1, 2, . . . , N }, (9.10)

where K indicates the total number of existing people in the scene. Each tracklet τj will be assigned with a
label li ∈ {0, 1, . . . ,K}, which can be regarded as the person ID which it belongs to. We also add li = 0 to
denote this tracklet belongs to background.

Therefore, the problem of multi-view tracking can be formulated as a tracklet grouping problem, i.e.
clustering tracklets of the same person into scene-centered trajectories. We further associate these track-
lets with attributes and represent the scene as a Spatio-temporal Attributed Parse Graph (ST-APG) M , as
illustrated in Fig. 7.3. A ST-APG consists of four components:

M = (S, X(S), Γ, X(Γ) ), (9.11)

whereX(S) denotes the global attributes (i.e., homographs {H1, H2, . . . ,Hn} for each camera {C1, C2, . . . , Cn},
X(Γ) denotes the semantic attributes for tracklets. Therefore, solving multi-view people tracking is equiva-
lent to finding the optimal ST-APG.

Attributes

Besides the identity label l(·), a tracklet τi is enriched with four kinds of attributes:

x(τi) = (l(τi), f(τi), h(τi), {~vi,k}
|τi|
k=1, {ai,k}

|τi|
k=1), (9.12)

where f(τi) denotes the appearance attribute, h(τi) denotes the geometry attribute, ~vi,k denotes the motion
attribute of tracklet τi and ai,k the pose/action attribute at time ti,k, i.e., the k-th frame of tracklet τi. The
motion attributes are computed within a time window of 5 frames.

Appearance attribute. Instead of using traditional descriptors (e.g., HOG, SIFT, color histograms,
MSCR) to measure the appearance discrepancy, we employ the powerful DCNN to model people’s appear-
ance variations. Notice that most DCNNs are trained over generic object categories and insufficient to pro-
vide fine-grained level of information about people’s identities [145]. We therefore fine-tune the Alex-Net
using people image samples with identity labels. Note the training samples are augmented from unlabeled
data and identity labels are obtained in an unsupervised way. Similar to bag-of-words (BoW), our DCNN
plays the role of a codebook, which codes a person image with common people appearance templates. We
use this 1000-dimensional output as our appearance descriptor. The new DCNN consists of 5 convolutional
layers, 2 max-pooling layers, 3 fully-connected layers and a final 1000-dimensional output. The last two
layers are discarded and replaced by random initializations. The output is new 1000 labels on people’s
identities.

Geometric attribute. Similar to the literature, we define the geometry attribute h(τi) as the 2D object
bounding boxes and projected footprints on the 3D ground plane. Besides appearance and geometry at-
tributes, we further leverage two kinds of human semantic attributes to specifically handle the task of people
tracking.
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Motion attribute. We assume the facing direction of a person is same as his/her motion direction. The
average speed ~vi is computed for each tracklet τi. However, 2D view-based motion not only suffers from the
scale problem, but also is useless for cross-view comparisons. We thus transform the 2D view-based motion
into the 3D real motion. Given the camera calibration, the foot point of each 2D bounding box is calculated
and projected back onto the 3D ground. The speed and facing direction are thus computed and regarded as
the motion attributes.

Semantic attribute. We further leverage a set of human actions and poses ai to describe certain be-
haviors and activities within people’s trajectories. We include 6 kinds of actions: standing, sitting, bending,
walking, running, riding bike, which covers people’s common type of actions/poses in public. The collected
training set consists 5000 images. We thus also fine-tune a 7 layer Alex-Net, with 5 convolutional layers, 2
max-pooling layers, 3 fully-connected layers. The final output gives us a 6d human pose/action confidence
score and can be regarded as the local attribute probability p(ai). Besides the unary pose/action confidence,
we further learn a binary temporal consistency table p(ai, aj) to describe the possible transitions between
two successive pose/action attributes.

9.3.2 Bayesian Formulation

According to Bayes’ rule, M can be solved by maximizing a posterior (MAP), that is,

M∗ = arg max
M

p(M |I; θ)

∝ arg max
M

p(I|M ; θ) · p(M ; θ)

= arg max
M

p(I|M ; θ) · 1

Z
exp {−E(M ; θ)},

(9.13)

where θ indicates the model parameters.

Likelihood term E(I|M ; θ) measures how well the observed data (video bundle) satisfies a certain ob-
ject trajectory. The video data I is only dependent on the terminal nodes VT and can be further decomposed
as

p(I|M ; θ) =

∏
τi∈Γ

∏
bk∈τi

pfg(bk)

 · ∏
bk∈I\Γ

pbg(bk)

=
∏
τi∈Γ

∏
bk∈τj

pfg(bk)

pbg(bk)
·
∏
bk∈I

pbg(bk),

(9.14)

where pfg(·) and pbg(·) are foreground and background probabilities, respectively. The second term
∑

bk
pbg(bk)

measures the background probability over the entire video data and thus can be treated as a constant, and the
first term measures the divergence between foreground and background, which can be analogous to a prob-
abilistic foreground/background classifier. We use the detection scores to approximate this log-likelihood
ratio.

Prior term E(M ; θ) to impose constraints on people trajectories and their interactions. In this paper,
we utilize an adjacency graph G = <Γ, E> to describe relations among tracklets. Each tracklet τi ∈ Γ is
treated as a graph vertex and each edge eij = <τi, τj> ∈ E describes the relation between two adjacent
(neighboring) tracklets τi and τj . In this paper, two tracklets τi and τj are regarded as neighbors τi ∈ nbr(τj)
if only their temporal difference is no more than ∆t = 30 frames and no far than ∆d = 5m. Given an
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adjacency graph, we consider two factors: intra-tracklet relations and inter-tracklet relations:

E(M ; θ) =
∑
τi∈Γ

Ev(τi; θ) +
∑
eij∈E

Ee(τi, τj). (9.15)

Intra-tracklet and Inter-tracklet Relations

Assuming the likelihood of each bundle is calculated independently given the partition, then Ev(M ; θ) can
be written as

Ev(M ; θ) =
∑
τi∈Γ

Ev(τi; θ). (9.16)

Each term Ev(τi|M ; θ) measures how the tracklet τi closely related within the trajectory. We estimate
E(τi|M ; θ) as a Hidden Markov Chain structure, where the unary term Ev(ai) is the attribute classification
entropy, and the pairwise term Ev(ai, aj) is the attribute consistency in two successive frames, that is

Ev(τi; θ) =

|τi|∑
k=1

Ev(ai,k) +

|τi|−1∑
k=1

Ev(ai,k, ai,k+1),

= −
|τi|∑
k=1

log(p(ai,k)) −
|τi|−1∑
k=1

log(p(ai,k, ai,k+1)),

(9.17)

Note the motion information is trivial for successive frames and we thus ignore this part.
We regard edges generated by five types of constraints as cooperative edges E+. The edge set E is

further extended with conflicting edges E−, that is, E = E+ ∪E−. Both types of relationships are utilized
to help us group tracklets with similar characteristics together and with conflicting characteristics being
dispelled.

The graph edge energy Ee(M ; θ) can be decomposed into pairwise potentials between every two adjacent
tracklets within G, that is,

Ee(M ; θ) =
∑

li=lj ,eij∈E+

E+
e (τi, τj) +

∑
li=lj ,eij∈E−

E−e (τi, τj), (9.18)

where E+
e () and E−e () are the corresponding cooperative and conflicting edge energies.

For cooperative edges, we develop five types (i.e., E+ = {Eapp, Egeo, Emov, Esem, Esmo}) of relations
between two tracklets, as illustrated in Fig. 9.10. Given two tracklets, we consider traditional visual relations
(i.e., appearance and geometry), temporal relations (i.e., motion and smoothness) and leveraged semantic
relations (i.e., pose/action).

Appearance Coherence Eapp. This constraint assumes that the same person should share similar ap-
pearance across time and cameras. We use this 1000-dimensional output as our appearance descriptor. Given
two tracklets τi and τj , the appearance coherence constraint Eappe (τi, τj) is defined as

Eappe (τi, τj) =

|τi|∑
1

|τj |∑
1

‖f(τi)− f(τj)‖2
|τi| · |τj |

, (9.19)

where f(τi) denotes the encoded feature vector (appearance attribute) of τi. This term actually measures the
mean complete-link appearance dissimilarities among object bounding boxes belonging to two tracklets.

Geometry proximity Egeo. Given tracklets from a single view or cross views, we first project them on
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Figure 9.10: An illustration of five types of relations. Reprinted (or modified), with permission, from (Xu,
et al, 2017) [146]

the world reference frame to measure their geometric distances uniformly. However, considering tracklets
with different time stamps and lengths, it is not a trivial task to determine whether the two given tracklets
belong to the same object or not. The reason lies in: i) the time stamps of tracklet pairs might not be well
aligned; ii) the localizations across views usually lead to remarkable amount of errors.

In order to address these issues, we introduce a kernel to measure these time series samples. The kernel
K(τi, τj) to measure the distance between two tracklets τi and τj is defined as the product of two kernel
distances in space and time where φl(h(τi), h(τj)) and φt(tn, tm) are two RBF kernels between two points.
We use different σl and σt values for the two kernels, respectively. This new kernel acts like a sequential
convolution filter and takes both spatial and temporal proximities into consideration.

Given a set of training samples Λ,

Λ = {(τi, τj , yn) : n = 1, . . . , |Λ|}, (9.20)

where yn ∈ {1, 0} indicates whether or not the two tracklets τi and τj belong to the same identity, we can
train a kernel SVM with the energy function

min
w

1

2
<w,w> + C

∑
n

max(0, 1− yn<w,K(τi, τ)>), (9.21)

where C is a regularization factor.
We therefore interpret the opposite of the classification margin as the energy term Egeoe (τi, τj).
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Motion consistency Emov. Given two proximate tracklets, the motion direction actually provides a
solid evidence to show whether these tracklets belong to a same person or two persons crossing each other.
Therefore, we can compute the angle between two motion directions. that is,

Emove (τi, τj) =
1

|τi ∩ τj |
∑

tm∈τi∩τj

arccos
~vi,m · ~vj,m
|~vi,m||~vj,m|

. (9.22)

If the angle is large, this probably indicates that two persons are moving in different directions.
Trajectory smoothness Esmo. We model the motion information of a tracklet τi as a continuous func-

tion of its 3D ground positions b w.r.t. time t, i.e., b = τ(t). We define a constraint on two tracklets that
they can be interpreted with the same motion function. However, finding this motion pattern is a challenging
problem. The reason lies in two-fold: i) inaccurate 3D positions due to perspective effects, detection errors
and false alarms; ii) missing detections and object inter-occlusions in certain views, especially for crowded
scenarios. In this paper, we address these issues in the following two aspects.

Firstly, we employ the b-spline function to represent the motion pattern of the trajectory. B-spline
functions can enforce high-order smoothness constraints, which enables learning from sparse and noisy
data. Considering a tracklet τ with 3D positions {bi : i = 1, . . . , |τ |}, starting time ts and ending time and
te, the spline function τ(t) uses some quadratic basis functions Bk(t), and represents the motion path as a
linear combination of Φk(t):

τ(t) =
∑
k

αkΦk(t),

s.t. τ ′′(ts) = τ ′′(te) = 0,

(9.23)

where τ ′′(t) denotes the second derivative of τ(t). The constraints enforce zero curvature at the starting and
the ending point.

Secondly, we take advantages of the multi-view setting and derive feasible regions for object 3D po-
sitions to further confine the fitted motion curve. As illustrated in Fig. 9.11, given bounding boxes of a
single object in the views (a), (b) and (c), we first perform exhaustive search to find the two anchor points
(yellow dots in the image) along two sides of the foot position of each object. An anchor point is defined
as a position where the surrounding 8×8 area contains most of background regions. Note that we generate
background masks by GMM background modeling.

Once obtaining all the anchor points for an object, we can find the union area Ω, i.e., a polygon on
the world ground plane, as shown the shaded area in (d). These polygons serve as additional localization
feasibility constraints on the motion pattern. That is, the spline fitting is formulated as minimizing the
following objective function:

Esmo?e (τi, τj) = min
αk,Φk

∑
(bn,tn)∈τi∪τj

(
bn −

∑
k

αkΦk(tn)

)2

,

s.t. αkΦk(tn) ∈ Ωn.

(9.24)

This is a constrained convex programming problem considering that all polygons are convex. We refer the
readers to find more details about b-spline and robust fitting algorithms in [28].

The energy term Esmoe (τi, τj) is defined upon the averaged residuals for spline fitting, i.e.,

Esmoe (τi, τj) =
1

|τi ∪ τj |
Esmo?e (τi, τj). (9.25)

Semantic consistency Esem. Noticing the pose/action of a same person across different views should
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Figure 9.11: An illustration of finding feasible regions (polygons) for interacting people. Reprinted (or
modified), with permission, from (Xu, et al, 2017) [146]

also be consistent, we thus use the learned temporal consistency table p(ai, aj) to describe the consistency
between two actions/poses. The rule is computed as

Eseme (τi, τj) =
1

|τi ∩ τj |
∑

tm∈τi∩τj

1(ai,m 6= aj,m), (9.26)

where 1(·) is the indicator function. Note that we only consider such relation among overlapped frames of
two tracklets τi and τj .

Conflicting relations E−. We enforce hard constraints to guarantee that i) two tracklets from the same
view with temporal overlap will never be grouped together; ii) two adjacent tracklets with same identities
will never have impossible pose/action transitions defined in temporal consistency table p(ai, aj). The
energy term E−e (τi, τj) is thus defined as

E−e (τi, τj) =

{
the−, li = lj , eij ∈ E−

0, otherwise
, (9.27)

where the− is a cutoff energy threshold and we set the− = 5 in this paper.

9.3.3 Inference

Given a scenario, finding the optimal ST-APG includes two sub-tasks: (1) partitioning tracklet set Γ into
trajectories belonging to different people Γi, (2) inferring the semantic human attributes for each person.
Noticing that sub-task (1) is a combinatorial optimization problem and jointly solving these two sub-tasks
is infeasible, we therefore propose an inference algorithm to optimize these two sub-tasks iteratively. The
inference process is illustrated in Fig. 9.12: For sub-task (1), we apply a stochastic clustering algorithm, i.e.,
Swensden-Wang Cuts [5], which could efficiently and effectively traverses through the grouping solution
space; For sub-task (2), given grouped tracklets, we can use Dynamic Programming to update the semantic
attributes of tracklets within every group (i.e., person trajectory). These two algorithms are iterated one after
another until convergence.
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attributes

…
…

crossing

appearance

geometry

action

Figure 9.12: An illustration of our inference process. A Spatio-temporal Attributed Parse Graph (ST-APG).
The scene S is generated by 3D reconstruction and associated with certain global attributes (e.g., homograph
H1, . . . ,Hn), and can be decomposed into tracklets belonging to different persons. Each tracklet is also
leveraged with five types of semantic attributes (i.e., the blue triangles connected to nodes) and hierarchically
organized in a parse graph.Reprinted (or modified), with permission, from (Xu, et al, 2017) [146]
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Associating Tracklets by Stochastic Clustering

Traditional sampling algorithms usually suffer from the efficiency issues. On the contrary, cluster sampling
algorithm overcomes this issue by randomly grouping clusters and re-sampling cluster as a whole. The
algorithm consists of two steps:

(I) Generating cluster set. Given an adjacency graph G = <Γ, E> and the current state M , we regard
every edge eij in this graph as a switch. We turn on every edge eij probabilistically with its edge probability
pe. Afterwards, we regard candidates connected by "on" positive edges as a cluster Vcc and collect separate
clusters to produce the cluster set.

(II) Relabeling cluster set. We randomly choose a cluster Vcc from the produced cluster set and ran-
domly change the label of the selected cluster, which generates a new state M ′. This is essentially changing
the ID of a group of tracklets. This group of tracklets can either be merged into another trajectory, or set to
background noises. Following the Markov chain Monte Carlo principal, we accept the transition from state
M to new state M ′ with a rate α(·) defined by the Metropolis-Hastings method [81]:

α(M→M ′) = min(1,
p(M ′→M) · p(M ′|Γ)

p(M→M ′) · p(M |Γ)
), (9.28)

where p(M ′→M) and p(M→M ′) are the state transition probability, p(M ′|Γ) and p(M |Γ) the posterior
defined in Equation.(9.13). This guarantees the stochastic algorithm can find better states and obtains re-
versible jumps between any two states.

Following instructions in [5], the transition probability ratio can be calculated as

p(M ′→M)

p(M→M ′)
∝
p(Vcc|M ′)
p(Vcc|M)

∝

∏
e∈E?

M′
(1− pe)∏

e∈E?M
(1− pe)

, (9.29)

where E? denotes the sets of edges being turned off around Vcc, that is,

E? = {e ∈ E : τi ∈ Vcc, τj 6∈ Vcc, l(τi) = l(τj)}. (9.30)

Assigning Semantic Attributes by DP

Given a trajectory, we first find trajectory gaps (i.e., no bounding box presented) below 60 frames, we then
apply a linear interpolation to fill-in the missing bounding boxes.

After that, assigning the semantic attribute is similar to estimating the likelihood term p(τi|G). The
whole trajectory is also treated as a Markov chain structure. We therefore apply the standard factor graph
belief propagation (sum-product) algorithm to infer the semantic human attributes of a trajectory.

A short summary of our proposed inference algorithm is shown in Algorithm 17.

9.4 Joint Video and Text Parsing

In this section, we present a multi-modal analysis framework to process video and text jointly for event
understanding. Specifically, we propose a compositional knowledge representation, Spatial-temporal-causal
And-Or Graph (STC-AOG), which jointly models possible hierarchical compositions of objects, scenes
and events as well as their interactions and mutual contexts. Based on the representation, we propose a
joint parsing framework consisting of three modules: video parsing, text parsing and joint inference. The
objectives of this framework are three-ways: (i) we aim at deep semantic parsing of video and text that
goes beyond the traditional bag-of-words approaches; (ii) we perform parsing and reasoning across the
spatial, temporal and causal dimensions based on the joint STC-AOG representation; (iii) we show that deep
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Algorithm 17: Sketch of our inference algorithm
Input: Tracklet set Γ, global attributes X(S)
Output: Spatio-temporal Attributed Parse Graph M

1 Assign semantic attributes for each tracklet τi by DP ;
2 Construct adjacency graph G by computing cooperative and conflicting relations among Γ ;
3 Initialize K = |Γ|, li = i ;
4 repeat
5 Generate a cluster Vcc;
6 Randomly relabel cluster Vcc and obtain a new state M ′ ;
7 Accept the new state with acceptance rate α(M →M ′) ;
8 Re-run DP on each new trajectory to update semantic attributes ;
9 until convergence;

joint parsing facilitates subsequent applications such as generative narrative text descriptions and answering
queries in the forms of who, what, when, where and why.

9.4.1 Representation

Background Foreground 

Indoor scene 

…… 

…… 

Bed Table Chair 

…… 

3D 

Shapes 

2D  

Faces 

1D  

Lines 

(a) (b) 

And-node 

Or-node 

Part-of 

Is-a 

Figure 9.13: (a) An example of S-AOG. (b) An example of temporal parse graph sampled from (a), which
is a realization of the S-AOG by making decisions at Or-nodes.

In this section, we present the STC-AOG representing the compositional structures of objects, scenes
and events.

Spatial And-Or Graph A spatial And-Or Graph (S-AOG) models the spatial decompositions of objects
and scenes. An And-node in the S-AOG represents a scene or object that is the spatial composition of a set of
parts. For example, a table can be the spatial composition of a table top above four legs; and the background
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Figure 9.14: (a) An example of T-AOG. (b) An example of temporal parse graph sampled from (a), which
is a realization of the T-AOG by making decisions at Or-nodes.

of an indoor scene can be the spatial composition of multiple 2D planes (i.e. the walls, floor and ceiling) that
are hinged. An Or-node represents alternative spatial configurations of a scene or object, such as different
styles of a table and different viewpoints of an indoor scene. A terminal node in the S-AOG represents an
atomic object that cannot be further decomposed. Figure 9.13(a) shows an example of S-AOG.

Temporal And-Or Graph A tempral And-Or Graph (T-AOG) models the temporal decompositions from
events to sub-events and then to atomic actions. An And node in T-AOG represents an event that can be
decomposed into a set of sub-events, while an Or node represents alternative configurations of an event. A
terminal node in T-AOG represents an atomic action which is defined by properties of the action initiator(s)
and the action target(s). Figure 9.14(a) shows an example of T-AOG. In this example, the event “buy from
vending machine" is an And node and can be decomposed into sub-events (walk in, push button, pick up,
walk away). The “walk in" is an Or node and can have alternatives as walk to direction A or direction B.
The atomic actions of the initiator are terminal nodes.

Causal And-Or Graph A causal And-Or Graph (C-AOG) models the causal relation between events and
fluent changes. An And node in C-AOG represents a composition of conditions and events that can cause
a fluent change. An Or node in a C-AOG represents alternative causes that can result in a fluent change. A
terminal node in C-AOG is either an event or a fluent. Figure 9.15(a) shows an example of T-AOG. In this
example, the fluent change in “unlock and open a door" is an And node and can be decomposed into the
fluent change of “door unlocked" and “push door". The “door unlocked" is an Or node and has alternative
fluents as “unlock with key" and “unlock with passcode".

Joint STC-AOG The joint STC-AOG combines the S-AOG, T-AOG and C-AOG together by modeling
the interrelation among them. The connections across the three types of AOGs enable the propagation of
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Figure 9.15: (a) An example of C-AOG representing the fluent changes between events. (b) An example
of temporal parse graph sampled from (a), which is a realization of the C-AOG by making decisions at
Or-nodes.

information between them during parsing. This also leads to a more coherent and comprehensive joint
interpretation.

Parse Graph Similar as subsection 9.3.1, we represent an interpretation of input video and text as a parse
graph. A parse graph is a realization of the S/T/C-AOG by selecting at each Or node one of alternative
configurations. Figure 9.13(b), 9.14(b), 9.15(b) show a example of spatial, temporal and causal parse graph
respectively.

9.4.2 Joint Parsing and Inference

We present the joint parsing framework with three modules: video parsing, text parsing and joint inference.
Figure 9.16 shows an example of joint parsing with video and text parse graphs.

Probabilistic Modeling

We define a probabilistic distribution over parse graph by assigning energy terms to the AOGs. Typically,
the energy of a parse graph pg is defined as:

E(pg) =
∑

v∈V or(pg)

Eor(v) +
∑

r∈R(pg)

ER(v) (9.31)

where V or(pg) is the set of Or nodes in pg, Eor(v) is the energy associated to the configuration selected
at the Or node v, R(pg) is the set of relations specified at the And nodes in pg, and ER(r) is the energy
associated with the relation r. Then the energy term for the joint STC-AOG can be defined as a summation
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Figure 9.16: An example of joint inference with video and text parsing.

of four terms:
ESTC(pg) = ES(pg) + ET (pg) + EC(pg) +

∑
r∈R∗(pg)

ER(v) (9.32)

where ES(pg), ET (pg), EC(pg) are energy terms defined by S-AOG, T-AOG and C-AOG respectively and
R∗(pg) is the set of relations connecting the three types of AOGs.

Given the above definition, a prior probability of a parse graph pg can be defined as:

p(pg) =
1

Z
exp−ESTC(pg) (9.33)

where Z is the normalization factor.

Video Parsing

The objective energy function for video parsing is defined as:

Ev(pgvid) = ESTC(pgvid)− log p(vid|pgvid) (9.34)

whereESTC is the prior knowledge of the video parse parph pgvid as defined in Equation 9.32 and p(vid|pgvid)
is the probability of the input video vid given the objects, scenes and events specified in the parse graph
pgvid. In the following part, we briefly introduce how to perform spatial, temporal and causal parsing on the
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video respectively.
Spatial parsing We follow [153] to use hierarchical cluster sampling on each video frame for spatial

parsing. The approach consists of two stages. In the first stage, the approach performs bottom-up clustering
in which lower-level visual entities (e.g. line segments) of a video frame are composed into possible higher
level objects according to the S-AOG. In the second stage, the parser applies the Metropolis-Hastings al-
gorithm in the space of parse graphs. The sampler performs two types of operations to change the current
spatial parse graph: the first is to add a candidate object composed in the first stage into the parse graph,
where the proposal probability is defined based on the energy of the candidate object as well as the compat-
ibility of the object with the rest of the parse graph; the second type of operation is to randomly prune the
current parse graph. At convergence the approach outputs the optimal spatial parse graph.

Temporal parsing We follow [93] to use a Earley parser for temporal parsing. Given a sequence of
video frames, the temporal parser reads in frames sequentially, and at each frame maintains a state set that
contains pending derivations of And nodes that are consistent with the input video up to the current frame.
Specifically, the And nodes at the top level of the T-AOG are added into the state set of frame 0, with all
their child nodes pending. With each new frame read in, three basic operations are iteratively executed
on the state set of the new frame: the prediction operation adds into the state set new And nodes that are
expected according to the existing pending derivations in the state set; the scanning operation checks the
detected agents, objects and fluents in the new frame and advances the pending derivations in the state set
accordingly; the completion operation identifies And-nodes whose derivations are complete and advances
the pending derivations of their parent And nodes. During this process, we prune derivations that have high
energies to make the sizes of state sets tractable. After all the frames are processed, a set of candidate parses
of the whole video can be constructed from the state sets.

Causal parsing We run similar process as in T-AOG to use the Earley parser for Causal parsing. For
each fluent change detected in the video using detectors, we collect the set of events and run the Earley
parser on the sub-graph of the C-AOG rooted at the detected fluent change.

Text Parsing

We perform text semantic parsing to convert the input text description into the text parse graph pgtxt. The
processing pipeline consists of four steps: text filtering, Part-of-Speech (POS) tagging and dependency
inference, dependency filtering, and parse graph generation.

Text Filtering This step preprocesses the text by locating and labeling the certain categories of words
or phrases in the input text. It first performs the named entity recognition (NER) to identify text elements
related to names of persons, time, organizations and locations. Second, it recognizes certain compound noun
phrases that refer to a single entity (e.g. “food truck" and “vending machine").

POS Tagging and Dependency Inference This step performs POS tagging and syntactic dependency
parsing using the Stanford Lexicalized Parser. During POS tagging, each word is assigned a grammatical
category such as noun, verb, adjectives, adverb, article, conjunct and pronoun. The parser then performs
dependency analysis to identify relations between the words in the sentence. It generates a dependency
graph in which each node is a word and each directed edge represents a basic grammatical relation between
the words.

Dependency Filtering In this step, we map each word in the sentence to an entity type defined in the
ontology or to a literal type.

Parse Graph Generation In this step, we design an attribute grammar to parse the set of dependencies
and infer the semantic relations. The final text parse graph is then generated from the semantic relations
inferred in this step as well as the entity types produced from the previous step.

287



Joint Inference

In joint inference, we construct the joint parse graph from the video and text parse graphs produced by the
first two modules.

Matching. We match a node a from the video parse graph with a node b from the text parse graph, and
merge them into a single node c which inherits all the edges attached to either node a or node b.

Deduction. We insert a new subgraph into the joint parse graph, such that the prior probability of the
joint parse graph as defined by the STC-AOG is increased. Specifically, for each entity in the joint parse
graph, we find the type of this entity in the STC-AOG and insert an instantiation of its immediate surrounding
subgraph in the AOG into the joint parse graph.

Revision. We either remove a subgraph from the parse graph, or change the annotation of a node or
edge in the parse graph, in order to solve a conflict as defined in the STC-AOG.

Stop criterion for deduction. We may deduce multiple candidate subgraphs that have similar energy
and are mutually exclusive. Specifically, we cancel the deduction operator if the entropy of the deduced
subgraph is higher than a threshold:

H(pgde|pgjnt) = −
N∑
i=1

p(pgide|pgjnt) log p(pgide|pgjnt)

>
logN

c

where pgjnt is the joint parse graph before applying a deduction operator, pgde denotes the subgraph inserted
by the deduction operator, N is the number of possible candidate subgraphs that can be deduced by the
operator, and c > 1 is a pre-specified constant.

9.5 Query Answering from Joint Parse Graphs

Visual Question Answering (VQA) has been widely explored in the deep learning literature. In contrast to
the previous feature encoding-decoding framework, in this section we propose to perform query answering
from joint parse graphs as proposed in section 9.4, aiming at presenting a reasoned, explainable procedure
for question answering.

9.5.1 Answering Natural Language Queries

The joint parse graph is a semantic representation of the objects, scenes and events contained in the input
video and text, which is very useful in many applications. In this section, we show how the joint parse graph
can be used in semantic queries to answer questions, such as (a) questions in the forms of who, what, when,
where and why; and (b) summary of scenes or events, e.g. how many persons.

Text Query Parsing

Given a simple plain text question about the objects, scenes and events in the input video and text, we parse
the question into a formal semantic query representation. We use the same text parsing procedure as in
section 9.4 for query parsing, where the attribute grammar for analyzing the dependencies is extended to
include interrogative wh-words such as who, what, when, where and why. These wh-words indicate what
the objective of the query is, and the rest of the text query defines the query conditions. For example, the
question “who has a cap?" is parsed into the following dependencies and attributes: The first dependency
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nsubj(Event, who)
root(ROOT-0, Event); Event.type = Possess
det(Object, Det)
dobj(Event, Object); Object.type = Cap

indicates that the query is asking for the agent of an event. The rest of the dependencies specify what the
event type (“Possess") and the event patient (“Cap") are.

Computing answer probabilities from multiple interpretations

As illustrated in section 9.4, the input video and text can have different interpretations represented by differ-
ent parse graphs. To answer a query accurately, we execute query on all interpretations and then compare the
collected answers. We associate the answers from different interpretations by matching their semantic types
and spatial-temporal annotations. For answers that are matched, their probabilities are combined. Formally,
the probability of an answer a is computed as:

p(a) =
∑
pg

p(pg)1(pg |= a) (9.35)

where p(pg) denotes the posterior probability of the joint parse graph pg and 1(pg |= a) is the indicator
function of whether parse graph pg entails the answer a. In this way, different possible answers can be
ranked based on their marginal probabilities.

9.5.2 Visual Turing Test

The restricted Visual Turing Test system (VTT) presents a testing platform for joint video and query parsing.
The VTT task is a story-line based visual query answering in long-term and multi-camera captured videos.
By “restricted", we mean the queries are designed based a selected ontology. Figure 9.17 shows an example
of a full workflow of the VTT system.

Queries

A query is a first-order logic sentence (with modification) composed using variables, predicates, logical
operators (∧, ∨, ¬), arithmetic operators, and quantifiers (∃, ∀). The answer to a query is either true or false
meaning whether the fact stated by the sentence holds given the data and the system’s state of belief.

Object definition queries. To define an object, specifications of object type, time and location are three
components. Object type is specified by object predicates in the ontology. A time t is either a view-centric
frame number in a particular video or a scene-centric wall clock time. A location is either a point (x, y) or a
bounding box (x1, y1, x2, y2) represented by its two diagonal points, where a point can be specified either in
view-centric coordinates (i.e. pixels) or in scene-centric coordinates (i.e. latitude-longitude, or coordinates
in a customized reference coordinate system, if defined). For example, an object definition query regarding
a person in the form of first-order logic sentence would look like:

∃p person(p; time = t; location = (x1, y1, x2, y2))

where the designated location is a bounding box.
Non-definition queries. Non-definition queries in a story line explores a system’s spatial, temporal and

causal understanding of events in a scene regarding the detected objects. The query space consists of all
possible combinations of predicates in the ontology with the detected objects (and/or objects interacting
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Figure 4: Illustration of our prototype vision system for VTT. Top-left: input videos with people playing baseball games.
Middle-Left: Illustration of the offline parsing pipeline which performs spatial-temporal parsing in the input videos. Bottom-
Left: Visualization of the parsed results. Bottom-Right: The knowledge base constructed based on the parsing results in the
form of a relation graph. Top-Right: Example story line and queries. Graph segments used for answering two of the queries
are highlighted.

update the previous understanding such that any conflict has
to be resolved and wrong interpretations can be discarded.

Figure 4 shows an example of a full workflow of our
system. We have spent more than 30 person-year in total
to collect the data and build the whole system. Our pro-
totype system has passed a detailed third-party evaluation
involving more than 1,000 queries. We plan to release the
whole system to the computer vision community and orga-
nize competition and regular workshop in the near future.

2. Related Work and Our Contributions
Question answering is the natural way of effective com-

munication between human beings. Integrating computer
vision and natural language processing, as well as other
modal knowledge, has been a hot topic in the recent de-
velopment of deeper image and scene understanding.

Visual Turing Test. Inspired by the generic Turing test
principle in AI [36], Geman et al. proposed a visual Tur-
ing test [9] for object detection tasks in images which or-
ganizes queries into story lines, within which queries are
connected and the complexities are increased gradually –
similar to conversations between human beings. In a similar

spirit, Malinowski and Fritz [24, 25] proposed a multi-word
method to address factual queries of scene images. In the
dataset and evaluation framework proposed in this paper,
we adopt similar evaluation structure to [9], but focus on a
more complex scenario which features videos and overlap-
ping cameras to facilitate a broader scope of vision tasks.

Image Description and Visual Question Answering.
To go beyond labels and bounding boxes, image tagging [3],
image captioning [6, 18, 26], and video captioning [32] have
been proposed recently. The state-of-the-art methods have
shown, however, a coarse level understanding of an image
(i.e., labels and bounding boxes of appeared objects) to-
gether with natural language n-gram statistics suffices to
generate reasonable captions. Microsoft COCO [22] pro-
vides descriptions or captions for images. Question answer-
ing focuses on specific contents on the image and evaluate
the system’s abilities using human generated question. Un-
like the image description task where a generated sentence
is consider correct as long as it describes the dominant ob-
jects and activities in the image, human generated questions
can ask all details and even hidden knowledge that require
deduction. In such scenario, a pre-trained end-to-end sys-

4

Figure 9.17: Illustration of our prototype vision system for VTT. Top-left: input videos with people playing
baseball games. Middle-Left: Illustration of the offline parsing pipeline which performs spatial-temporal
parsing in the input videos. Bottom-Left: Visualization of the parsed results. Bottom-Right: The knowledge
base constructed based on the parsing results in the form of a relation graph. Top-Right: Example story line
and queries. Graph segments used for answering two of the queries are highlighted.

with the detected ones) being the arguments. When expressing complex activities or relationships, multiple
predicates are typically conjuncted by ∧ to form a query. For example, suppose M1 and F1 are two detected
people confirmed by object detection queries, the following query states “M1 is a male, F1 is a female, and
there is a clear line of sight between them at time t1":

male(M1) ∧ female(F1) ∧ clear-line-of-sight(M1, F1; time = t1)

Note that the location is not specified, because once M1 and F1 is identified and detected, we assume the
vision system can track them over time.

Restricted visual turing test system

As illustrated in Figure 9.17, the proposed VTT consists of four components:
Multi-camera video dataset collection. Our multiple-camera video dataset includes a rich set of ac-

tivities in both indoor and outdoor scenes. Videos are collected by multiple cameras with overlapping
field-of-views during the same time window. A variety types of sensors are used: stationary HD video cam-
eras located on the ground and rooftop, moving cameras mounted on bicycles and automobiles, and infrared
cameras. The camera parameters are provided as meta data. The videos capture daily activities of a group of
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people and different events in a scene which include routine ones and abnormal ones with large appearance
and structural variations exhibited.

Ontology guided story-line based query/answer collection. The ontology is sufficiently expressive
to represent different aspects of spatial, temporal, and causal understanding in videos from basic level (e.g.
identifying objects and parts) to fine-grained level. Based on the ontology, we build a toolkit for story-
line query generation. Queries organized in multiple story lines are designed to evaluate a computer vision
system from basic object detection queries to more complex relationship queries, and further probe the sys-
tem’s ability in reasoning from the physical and social perspectives, which entails human-like commonsense
reasoning.

Integrated vision system. We build a computer vision system that can be used to study the organization
of modules designed for different tasks and interactions between them to improve the overall performance.
It is designed with two principles in mind: first, well-established computer vision tasks shall be incorporated
so that we can built upon the existing achievements; second, the modules shall be loosely coupled so that
it allows user to replace one or more modules with alternatives to study the performance in an integrated
environment.

Q/A evaluation server. The evaluation server iterates through a stream of queries grouped by scenes.
In each scene, queries are further grouped into story lines. A query is not available to the system until the
previous story lines and all previous queries in the same story line have finished. The correct answer is
provided to the system after each query. This information can be used by the system to be adaptive with the
ability to learn from the provided answers. The answer can be used to update the previous understanding
such that any conflict has to be resolved and wrong interpretations can be discarded.

9.6 Discussions: “Dark Matter”

The current deep learning method is essentially based on a “big data for small tasks” paradigm, under which
massive amounts of data are used to train a classifier for a single narrow task. However, as discussed in
previous sections, the ability to model joint tasks and reason complex phenomena with a limited amount
of data is still lacking in the current AI system. The AI community needs a shift that flips this paradigm
upside down. Following [159], we propose a “small data for big tasks” paradigm, wherein a single artificial
intelligence (AI) system is challenged to develop “common sense,” enabling it to solve a wide range of tasks
with little training data.

Originated in neural science and cognition study, we identify functionality, physics, intent, causality,
and utility (FPICU) as the five core domains of cognitive AI with humanlike common sense. When taken as
a unified concept, FPICU is concerned with the questions of “why” and “how,” beyond the dominant “what”
and “where” framework for understanding vision. They are invisible in terms of pixels but nevertheless drive
the creation, maintenance, and development of visual scenes. We therefore coin them the “dark matter” of
vision. Just as our universe cannot be understood by merely studying the observable matter, we argue that
vision cannot be understood without studying FPICU. We demonstrate the power of this perspective to
develop cognitive AI systems with humanlike common sense by showing how to observe and apply FPICU
with little training data to solve a wide range of challenging tasks, including tool use, planning, utility
inference, and social learning. More details on how to model and learn the FPICU will be discussed in our
next book.
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Discussions: “Dark Matter”

Here is some discussion of dark matter.
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